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- About This
Document

iz

Palm OS SDK Reference is part of the Palm OS® Software
Development Kit. This introduction provides an overview of SDK
documentation, discusses what materials are included in this
document, and what conventions are used.

Palm OS SDK Documentation

The following documents are part of the SDK:

Document Description
Palm OS SDK An API reference document that contains descriptions of all
Reference Palm OS function calls and important data structures.

Palm OS Programmer’s A guide to application programming for the Palm OS. This
Companion volume contains conceptual and “how-to” information that
complements the Reference.

CodeWarrior A guide to using CodeWarrior Constructor to create Palm
Constructor for the OS resource files.

Palm OS Platform

Palm OS Programming A guide to writing and debugging Palm OS applications
Development Tools with the various tools available.

Guide

What This Volume Contains

This section provides an overview of this volume.

e Part], “User Interface,” documents the API contained in the
header files in the \Incs\Core\UI\ folder. This part contains
chapters covering subjects such as application launch codes,
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About This Document
Conventions Used in This Guide

user interface resources, events, and all window, form, and
tield object managers.

¢ Partll, “System Management,” documents the API contained
in the header files in the \Incs\Core\System\ folder. This
part contains chapters covering subjects such as the alarm
manager, data and resource manager, feature manager, float
manager, graffiti manager, key manager, memory manager,
preferences manager, sound manager, string manager, and
system manager.

e Part III, “Communications,” documents the API related to
communications, such as the exchange manager, IR library,
net library, serial manager, and serial drivers.

e PartIV, “Libraries,” documents the API contained in the
header files in the \Incs\Libraries\ folder. This part contains
chapters covering the Internet Library and the Palm OS Glue
library.

Conventions Used in This Guide

This guide uses the following typographical conventions:

This style... Is used for...

fixed width font Code elements such as function,
structure, field, bitfield.

fixed width underline Emphasis (for code elements).

bold Emphasis (for other elements).
blue and underlined Hot links.
black and underlined New function in one of the current

releases (headings only)

red and underlined New function in one of the current
releases (Table of Contents only)
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Part I: User Interface







iz

1

- Application Launch
Codes

This chapter provides detailed information about the predefined
application launch codes. Launch codes are declared in the header
tile SystemMgr . h. The associated parameter blocks are declared in
AppLaunchCmd.h, AlarmMgr . h, ExgMgr.h, and Find.h.

Table 1.1 lists all Palm OS® standard launch codes. More detailed
information is provided immediately after the table:

e Launch Codes
¢ Launch Flags

To learn what a launch code is and how to use it, see the chapter
titled “Application Startup and Stop” in the Palm OS Programmer’s

Companion.

Table 1.1 Palm OS Launch Codes

Code

Request

scptLaunchCmdExecuteCmd

scptLaunchCmdListCmds

syvsAppLaunchCmdAddRecord

sysAppLaunchCmdAlarmTriggered

sysAppLaunchCmdCountryChange

sysAppLaunchCmdDisplayAlarm

Execute the specified Network login
script plugin command.

Provide information about the
commands that your Network script
plugin executes.

Add a record to a database.

Schedule next alarm or perform quick
actions such as sounding alarm tones.

Respond to country change.

Display specified alarm dialog or
perform time-consuming alarm-related
actions.
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Application Launch Codes

Table 1.1

Palm OS Launch Codes (continued)

Code

Request

sysAppLaunchCmdExgAskUser

syvsAppLaunchCmdExgReceiveData

sysAppLaunchCmdFind
sysAppLaunchCmdGoto

sysAppLaunchCmdGoToURL

sysAppLaunchCmdInitDatabase

sysAppLaunchCmdlL.ookup

sysAppLaunchCmdNormalLaunch

sysAppLaunchCmdNotify

sysAppLaunchCmdOpenDB

svsApplLaunchCmdPanelCalledFromAp

o]

sysAppLaunchCmdReturnFromPanel

sysAppLaunchCmdSaveData

Let application override display of
dialog asking user if they want to
receive incoming data via the exchange
manager.

Notify application that it should receive
incoming data via the exchange
manager.

Find a text string.

Go to a particular record, display it, and
optionally select the specified text.

Launch Clipper application and open a
URL.

Initialize database.

Look up data. In contrast to
sysAppLaunchCmdFind, a level of
indirection is implied. For example, look
up a phone number associated with a
name.

Launch normally.
Notify about an event.

Launch application and open a
database.

Tell preferences panel that it was
invoked from an application, not the
Preferences application.

Tell an application that it’s restarting
after preferences panel had been called.

Save data. Often sent before find
operations.
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Table 1.1 Palm OS Launch Codes (continued)
Code Request
sysAppLaunchCmdSyncNotify Notify applications that a HotSync has
been completed.
sysAppLaunchCmdSystemLock Sent to the Security application to
request that the system be locked down.
sysAppLaunchCmdSystemReset Respond to system reset. No Ul is
allowed during this launch code.
sysAppLaunchCmdTimeChange Respond to system time change.
sysApplLaunchCmdURLParams Launch an application with parameters
from Clipper.

Launch Codes

This section provides supplemental information about launch
codes. For some launch codes, it lists the parameter block, which in
some cases provides additional information about the launch code.

sysAppLaunchCmdAddRecord
Add a record to an application’s database.

This launch code is used to add a message to the Mail or
iMessenger  (on the Palm VII" organizer) application’s outbox. You
pass information about the message such as address, body text, etc.
in the parameter block. For iMessenger, you can set the edit field of
the parameter block to control whether or not the iMessenger editor
is displayed. Set it to t rue to display the editor or false not to
display it.

For more information on sending messages via iMessenget, see
“Sending Messages” on page 312 in the Palm OS Programmer’s
Companion.
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IMPORTANT: Implemented for iMessenger only if Wireless
Internet Feature Set is present. Implemented for Mail only on OS
version 3.0 or later.

sysAppLaunchCmdAddRecord Parameter Block for Mail
Application

Prototype typedef enum
mailPriorityHigh,
mailPriorityNormal,
mailPriorityLow

} MailMsgPriorityType;

typedef struct {
Boolean secret;
Boolean signature;
Boolean confirmRead;
Boolean confirmDelivery;
MailMsgPriorityType priority;
UInt8 padding
Char* subject;
Char* from;
Char* to;
Char* cc;
Char* bcc;
Char* replyTo;
Char* body;

} MailAddRecordParamsType;

Fields secret True means that the message should be
marked secret.

signature True means that the signature from the Mail
application’s preferences should be attached to
the message.

confirmRead True means that a confirmation should be sent
when the message is read.
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Prototype

confirmbDelivery

priority

padding

subject

from

to

ccC

bcc

replyTo

body

True means that a confirmation should be sent
when the message is delivered.

Message priority. Specify one of the
MailMsgPriorityType enumerated types.

Reserved for future use.

Message’s subject, a null-terminated string
(optional).

Message’s sender, a null-terminated string (not
used on outgoing mail).

Address of the recipient, a null-terminated
string (required).

Addresses of recipients to be copied, a null-
terminated string (optional).

Addresses of recipients to be blind copied, a
null-terminated string (optional).

Reply to address, a null-terminated string
(optional).

The text of the message, a null-terminated
string (required).

sysAppLaunchCmdAddRecord Parameter Block for
iMessenger Application

typedef struct {
UIntlé category;
Boolean edit;
Boolean signature;

Char
Char
Char
Char
Char

*gubject;
*from;
*to;
*replyTo;
*body;

} MsgAddRecordParamsType;
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Fields category

edit

signature

subject

from

to

replyTo

body

Category in which to place the message.
Specify one of the following categories:

MsgInboxCategory
MsgOutboxCategory
MsgDeletedCategory
MsgFiledCategory
MsgDraftCategory

True means that the message should be
opened in the editor. False means that the
message should simply be placed into the
outbox and the editor not opened. You can
specify true only if the category is set to
MsgOutboxCategory.

True means that the signature from the
iMessenger application preferences should be
attached to the message.

Message’s subject, a null-terminated string
(optional).

Message’s sender, a null-terminated string (not
used on outgoing mail).

Address of the recipient, a null-terminated
string (required).

Reply to address, a null-terminated string
(optional).

The text of the message, a null-terminated
string (required).

sysAppLaunchCmdAlarmTriggered

Performs quick action such as scheduling next alarm or sounding

alarm.

This launch code is sent as close to the actual alarm time as possible.
An application may perform any quick, non-blocking action at this
time. Multiple alarms may be pending at the same time for multiple
applications, and one alarm display shouldn’t block the system and
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prevent other applications from receiving their alarms in a timely
fashion. An opportunity to perform more time-consuming actions
will come when sysAppLaunchCmdDisplayAlarm is sent.

sysAppLaunchCmdAlarmTriggered Parameter Block

Prototype typedef struct SysAlarmTriggeredParamType {
UInt32 ref;
UInt32 alarmSeconds;
Boolean purgeAlarm;
UInts8 padding;
} SysAlarmTriggeredParamType;

Fields -> ref The caller-defined value specified when the
alarm was set with AlmSetAlarm.

-> alarmSecondsThe date/time specified when the alarm was
set with AlmSetAlarm. The value is given as
the number of seconds since 1/1/1904.

<- purgeAlarm Upon return, set to true if the alarm should be
removed from the alarm table. Use this as an
optimization to prevent the application from
receiving sysAppLaunchCmdDisplayAlarm
if you don’t wish to perform any other
processing for this alarm. If you do want to
receive the launch code, set this field to false.

padding Not used.

sysAppLaunchCmdCountryChange
Responds to country change.

Applications should change the display of numbers to use the
proper number separators. To do this, call
LocGetNumberSeparators, StrLocalizeNumber, and
StrDelocalizeNumber.

sysAppLaunchCmdDisplayAlarm
Performs full, possibly blocking, handling of alarm.

Palm OS SDK Reference 59



Application Launch Codes

Launch Codes

Prototype

Fields

This is the application’s opportunity to handle an alarm in a lengthy
or blocking fashion. Notification dialogs are usually displayed
when this launch code is received. This work should be done here,
not when sysApplaunchCmdAlarmTriggered is received.
Multiple alarms may be pending at the same time for multiple
applications, and one alarm display shouldn’t block the system and
prevent other applications from receiving their alarms in a timely
tashion.

sysAppLaunchCmdDisplayAlarm Parameter Block

typedef struct SysDisplayAlarmParamType
UInt32 ref;
UInt32 alarmSeconds;
Boolean soundAlarm;
UInts padding;
} SysDisplayAlarmParamType;

-> ref The caller-defined value specified when the
alarm was set with AlmSetAlarm.

-> alarmSecondsThe date/time specified when the alarm was
set with AlmSetAlarm. The value is given as
the number of seconds since 1/1/1904.

-> soundAlarm true if the alarm should be sounded, false
otherwise. This value is currently not used.

padding Not used.

sysAppLaunchCmdExgAskUser

Exchange manager sends this launch code to the application when
data has arrived for that application. This launch code lets the
application tell the exchange manager whether or not to display a
dialog asking the user if they want to accept the data. If the
application chooses not to handle this launch code, the default
course of action is that the exchange manager displays a dialog
asking the user if they want to accept the incoming data.

Prior to Palm OS release 3.5, most applications didn’t need to
handle this launch code, since the default action was the preferred
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Prototype

alternative. On Palm OS 3.5, you can have the dialog display a
category pop-up list from which the user can choose a category in
which to file the incoming data. To do so, you must handle
sysAppLaunchCmdExgAskUser to call the ExghoDialog
function. See the description of that function for more information.
If you don’t handle the launch code, the exchange manager displays
the dialog without the category pop-up list.

If an application responds to this launch code, it must set the
result field in the parameter to the appropriate value. Possible
values are:

exgAskDialog  Display the dialog without the category pop-up
list (the default).

exgAskOk Accept the incoming data.
exgAskCancel  Reject the incoming data.

For example, if your entire response to this launch code is to set the
result field to exgAskCancel, your application always rejects all
incoming data without displaying the dialog. If it is to set the result
field to exgAskOk, it always accepts all incoming data without
displaying the dialog.

On Palm OS 3.5 or higher if you are calling ExgDoDialog in your
handler, return exgaAskOk if ExgDoDialog was successful, or
exgAskCancel if it failed. If you don’t set the result field on
Palm OS 3.5, the dialog is displayed twice.

If the application sets the result field to exgAskOk, or the dialog
is displayed and the user presses the OK button, then the exchange
manager sends the application the next launch code,
sysAppLaunchCmdExgReceiveData, so that it can actually
receive the data.

IMPORTANT: Implemented only if 3.0 New Feature Set is
present.

sysAppLaunchCmdExgAskUser Parameter Block

typedef struct {
ExgSocketPtr socketP;
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ExgAskResultTyperesult;
UInts8 reserved;
} ExgAskParamType;
Fields <-> socketP Socket pointer
<- result Show dialog, auto-confirm, or auto-cancel
-> reserved Reserved for future use

sysAppLaunchCmdExgReceiveData

Following the launch code sysAppLaunchCmdExgAskUser, the
exchange manager sends this launch code to the application to
notify it that it should receive the data (assuming that the
application and/or the user has indicated the data should be
received).

The application should use exchange manager functions to receive
the data and store it or do whatever it needs to with the data.

Note that the application may not be the active application, and
thus may not have globals available when it is launched with this
launch code. You can check if you have globals by using this code in
the PilotMain routine:

Boolean appIsActive = launchFlags & sysAppLaunchFlagSubCall;

The appIsActive value will be true if your application is active
and globals are available; otherwise, you won't be able to access any
of your global variables during the receive operation.

The parameter block sent with this launch code is of the
ExgSocketPtr data type. It is a pointer to the ExgSocketType
structure corresponding to the exchange manager connection via
which the data is arriving. You will need to pass this pointer to the
ExgAccept function to begin receiving the data. For more details,
refer to the “Exchange Manager” chapter.

IMPORTANT: Implemented only if 3.0 New Feature Set is
present.
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Prototype

sysAppLaunchCmdFind

This launch command is used to implement the global find. It is sent
by the system whenever the user enters a text string in a Find
dialog. At that time, the system queries each application whether it
handles this launch code and returns any records matching the find
request.

The system sends this launch code with the FindParamsType
parameter block to each application. The system displays the results
of the query in the Find dialog.

Most applications that use text records should support this launch
code. When they receive it, they should search all records for
matches to the find string and return all matches.

An application can also integrate the find operation in its own user
interface and send the launch code to a particular application.

Applications that support this launch code should support
sysAppLaunchCmdSaveData and sysAppLaunchCmdGoto as
well.
sysAppLaunchCmdFind Parameter Block

typedef struct {

// These fields are used by the applications.

UlIntle dbAccesMode;

UIntleé recordNum;

Boolean more;

Char strAsTyped
[maxFindStrLen+1] ;

Char strToFind
[maxFindStrLen+1] ;

// These fields are private to the Find routine
//and should NOT be accessed by applications.

UInts reservedl;

UIntleé numMatches;
UIntleé lineNumber;
Boolean continuation;
Boolean searchedCaller;
LocalID callerAppDbID;
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UIntle callerAppCardNo;
LocallID appDbID;
UIntle appCardNo;
Boolean newSearch;
UInts8 reserved?2;
DmSearchStateType searchState;
FindMatchType match [maxFinds];
} FindParamsType;
Fields dbAccesMode Read mode. May be “show secret.”
recordNum Index of last record that contained a match.
more true if more matches to display:.

strAsTyped [maxFindStrLen+1]
Search string as entered.

strToFind [maxFindStrLen+1]
Search string in lower case.

reservedl Reserved for future use.
numMatches System use only.
lineNumber System use only.

continuation System use only.
searchedCaller System use only.

callerAppDbID System use only.

callerAppCardNo

System use only.
appDbID System use only.
appCardNo System use only.
newSearch System use only.
reserved?2 Reserved for future use.
searchState System use only.

match [maxFinds]
System use only.
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Fields

sysAppLaunchCmdGoto

Sent in conjunction with sysAppLaunchCmdFind or
sysAppLaunchCmdExgReceiveData to allow users to actually
inspect the record that the global find returned or that was received
by the exchange manager.

Applications should do most of the normal launch actions, then
display the requested item. The application should continue
running unless explicitly closed.

An application launched with this code does have access to global
variables, static local variables, and code segments other than
segment 0 (in multi-segment applications).

sysAppLaunchCmdGoto Parameter Block

typedef struct ({
Intle searchStrLen;
UIntlé dbCardNo;
LocalID dbID;
UIntlé recordNum;
UIntlé matchPos;
UIntlé matchFieldNum;
UInt32 matchCustom;
} GoToParamsType;

searchStrLen  Length of search string.

dbCardNo Card number of the database.
dbID Local ID of the database.
recordNum Index of record containing a match.
matchPos Position of the match.

matchFieldNum Field number string was found in.

matchCustom Application-specific information.
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sysAppLaunchCmdGoToURL

You can send this launch code to the Clipper application to launch
the application and cause it to retrieve and display the specified
URL.

The parameter block for this launch command is simply a pointer to
a string containing the URL.

For more information and an example of how to use this launch

code, see “Using Clipper to Display Information” on page 310 in the
Palm OS Programmer’s Companion.

IMPORTANT: Implemented only if Wireless Internet Feature Set
is present.

sysAppLaunchCmdInitDatabase

This launch code is sent by the Desktop Link server in response to a
request to create a database. It is sent to the application whose
creator ID matches that of the requested database.

The most frequent occurrence of this is when a 'data' database is
being installed or restored from the desktop. In this case, HotSync®
creates a new database on the device and passes it to the application
via a sysAppLaunchCmdInitDatabase command, so that the
application can perform any required initialization. HotSync will
then transfer the records from the desktop database to the device
database.

When a Palm OS application crashes while a database is installed
using HotSync, the reason may be that the application is not
handling the sysAppLaunchCmdInitDatabase command
properly. Be especially careful not to access global variables.

The system will create a database and pass it to the application for
initialization. The application must perform any initialization
required, then pass the database back to the system, unclosed.

sysAppLaunchCmdinitDatabase Parameter Block

typedef struct ({
DmOpenRef dbPp;
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Fields

UInt32 creator;
UInt32 type;
UIntleé version;

} SysAppLaunchCmdInitDatabaseType;

dbP Database reference.
creator Database creator.
type Database type.
version Database version.

sysAppLaunchCmdLookup

The system or an application sends this launch command to retrieve
information from another application. In contrast to Find, there is a
level of indirection; for example, this launch code could be used to
retrieve the phone number based on input of a name.

This functionality is currently supported by the standard Palm OS
Address Book.

Applications that decide to handle this launch code must search
their database for the string the user entered and perform the match
operation specified in the launch code’s parameter block.

If an application wants to allow its users to perform lookup in other
applications, it has to send it properly, including all information
necessary to perform the match. An example for this is in
Address.c and AppLaunchCmd. h, which are included in your
SDK.

sysAppLaunchCmdLookup Parameter Block

The parameter block is defined by the application that supports this
launch code. See AppLaunchCmd. h for an example.

IMPORTANT: Implemented only if 2.0 New Feature Set is
present.
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Prototype

Fields

sysAppLaunchCmdNotify

The system or an application sends this launch code to notify
applications that an event has occurred. The parameter block
specifies the type of event that occurred, as well as other pertinent
information. To learn which notifications are broadcast by the

system, see “Notification Manager Event Constants” in the
“Notification Manager” chapter.

IMPORTANT: Implemented only if Notification Feature Set is
present.

sysAppLaunchCmdNotify Parameter Block

The SysNotifyParamType structure declared in NotifyMgr.h
defines the format of this launch code’s parameter block. See its
description in the “Notification Manager” chapter.

sysAppLaunchCmdOpenDB

You can send this launch code to the Clipper application to launch
the application and cause it to open and display a Palm query
application stored on the device. This is the same mechanism that
the Launcher uses to launch query applications.

IMPORTANT: Implemented only if Wireless Internet Feature Set
is present.

sysAppLaunchCmdOpenDB Parameter Block

typedef struct ({
UIntlé cardNo;
LocalID dbID;
} SysAppLaunchCmdOpenDBType ;

cardNo Card number of database to open.

dbID Database id of database to open.
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sysAppLaunchCmdPanelCalledFromApp

sysAppLaunchCmdPanelCalledFromApp and
sysAppLaunchCmdReturnFromPanel allow an application to let
users change preferences without switching to the Preferences
application. For example, for the calculator, you may launch the
Formats preferences panel, set up a number format preference, then
directly return to the calculator that then uses the new format.

sysAppLaunchCmdPanelCalledFromApp lets a preferences
panel know whether it was switched to from the Preferences
application or whether an application invoked it to make a change.
The panel may be a preference panel owned by the application or a
system preferences panel.

Examples of these system panels that may handle this launch code
are:

¢ Network panel (called from network applications)
* Modem panel (called if modem selection is necessary)

All preferences panels must handle this launch code. If a panel is
launched with this command, it should:

* Display a Done button.

* Not display the panel-switching pop-up trigger used for
navigation within the preferences application.

IMPORTANT: Implemented only if 2.0 New Feature Set is
present.

sysAppLaunchCmdReturnFromPanel

This launch code is used in conjunction with
sysAppLaunchCmdPanelCalledFromApp. It informs an
application that the user is done with a called preferences panel. The
system passes this launch code to the application when a
previously-called preferences panel exists.

IMPORTANT: Implemented only if 2.0 New Feature Set is
present.
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Fields

sysAppLaunchCmdSaveData

Instructs the application to save all current data. For example,
before the system performs a Find operation, an application should
save all data.

Any application that supports the Find command and that can have
buffered data should support this launch code. Generally, an
application only has to respond if it’s the currently running
application. In that case, all buffered data should be saved when the
launch code is received.

sysAppLaunchCmdSaveData Parameter Block

typedef struct ({
Boolean uiComing;
UInts reservedl;
} SysAppLaunchCmdSaveDataType;

uiComing true if system dialog is displayed before
launch code arrives.

reservedl Reserved for future use.

sysAppLaunchCmdSyncNotify

This launch code is sent to applications to inform them that a
HotSync operation has occurred.

This launch code is sent only to applications whose databases were
changed during the HotSync operation. (Installing the application
database itself is considered a change.) The record database(s) must
have the same creator ID as the application in order for the system
to know which application to send the launch code to.

This launch code provides a good opportunity to update, initialize,
or validate the application’s new data, such as resorting records,
setting alarms, and so on.

Because applications only receive sysAppLaunchCmdSyncNotify
when their databases are updated, this launch code is not a good
place to perform any operation that must occur after every HotSync
operation. Instead, you may register to receive the
sysNotifySyncFinishEvent on systems that have the
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Fields

Notification Feature Set. This notification is sent at the end of a
HotSync operation, and it is sent to all applications registered to
receive it, whether the application’s data changed or not. Note that
there is also a sysNotifySyncStartEvent notification.

sysAppLaunchCmdSystemLock

Launch code sent to the system-internal security application to lock
the device.

As arule, applications don’t need to do respond to this launch code.
If an application replaces the system-internal security application, it
must handle this launch code.

IMPORTANT: Implemented only if 2.0 New Feature Set is
present.

sysAppLaunchCmdSystemReset
Launch code to respond to system soft or hard reset.

Applications can respond to this launch code by performing
initialization, indexing, or other setup that they need to do when the
system is reset. For more information about resetting the device, see
“System Boot and Reset” in the Palm OS Programmer’s Companion.

sysAppLaunchCmdSystemReset Parameter Block

typedef struct {
Boolean hardReset;
Boolean createDefaultDB;
} SysAppLaunchCmdSystemResetType;

hardReset true if system was hardReset. false if
system was softReset.

createDefaultDBIf true, application has to create default
database.
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sysAppLaunchCmdTimeChange
Launch code to respond to a time change initiated by the user.

Applications that are dependent on the current time or date need to
respond to this launch code. For example, an application that sets
alarms may want to cancel an alarm or set a different one if the
system time changes.

On systems that have the Notification Feature Set, applications
should register to receive the sysNotifyTimeChangeEvent
notification instead of responding to this launch code. The
sysAppLaunchCmdTimeChange launch code is sent to all
applications. The sysNot ifyTimeChangeEvent notification is
sent only to applications that have specifically registered to receive
it, making it more efficient than sysAppLaunchCmdTimeChange.

sysAppLaunchCmdURLParams

This launch code is sent from the Clipper application to launch
another application.

The parameter block consists of a pointer to a special URL string,
which the application must know how to parse. The string is the
URL used to launch the application and may contain encoded
parameters. For more information, see “Launching Other
Applications from Clipper” on page 311 in the Palm OS
Programmer’s Companion.

An application launched with this code may or may not have access
to global variables, static local variables, and code segments other
than segment 0 (in multi-segment applications). It depends on the
URL that caused Clipper to send this launch code. If this launch
code results from a palm URL, then globals are available. If the
launch code results from a palmcall URL, then globals are not
available.

The best way to test if you have global variable access is to test the
sysAppLaunchFlagNewGlobals launch flag sent with this
launch code. If this is flag is set, then you have global variable
access.
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IMPORTANT:
is present.

Implemented only if Wireless Internet Feature Set

Launch Flags

When an application is launched with any launch command, it also
is passed a set of launch flags.

An application may decide not to handle the flags even if it handles
the launch code itself. For applications that decide to include this
launch code, the following table provides additional information:

Table 1.2 Launch Flags

Flag

Functionality

sysAppLaunchFlagNewThread

sysAppLaunchFlagNewStack

sysAppLaunchFlagNewGlobals

sysAppLaunchFlagUIApp

sysAppLaunchFlagSubCall

Creates a new thread for the application.
Implies sysAppLaunchFlagNewStack.

Creates a separate stack for the application.

Creates and initializes a new globals world for
the application. Implies new owner ID for
memory chunks.

Notifies launch routine that this is a UI
application being launched.

Notifies launch routine that the application is
calling its entry point as a subroutine call. This
tells the launch code that it's OK to keep the A5
(globals) pointer valid through the call. If this
flag is set, it indicates that the application is
already running as the current application.

Generally, the system sends launch flags along with all launch
codes. Applications should just pass 0 (zero) when sending a launch
code to another application.
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Palm OS® User Interface resources are the elements of an
application’s GUI (graphical user interface). This chapter provides
reference material you can use when creating user interface
resources in Metrowerks Constructor. It provides detailed
guidelines for using each resource, and it provides descriptions of
the attributes you set in Metrowerks Constructor.

NOTE: For more information see the following manuals:

The_Palm OS Tutorial provides more detailed instruction on how to
create a GUI using the Constructor tool.

The Constructor for Palm OS manual in the CodeWarrior
Documentation folder provides detailed reference-style
documentation as well as information on how to use each
individual resource.

System Resources

Every application running under Palm OS must have certain
minimum system (not UI) resources defined to be recognized by the
Palm OS system software. These required resources are created for
your application by the development environment. You may find
that you need additional, application-specific resources. The
required resources are 'code' #1, 'code’ #0, and 'data' #0. All other
system resources are optional. This section describes both the
required and optional resources.

The ‘code’ #1 Resource

The system creates a ' code' #1 resource for every application. This
resource is the entry point for the application and is where
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application initialization is performed. When the Palm OS device
launches an application, it starts executing at the first byte of the

‘code’ #1 resource. All of the application code that you provide is
included in this resource as well.

Typically, some startup code provided with the Palm OS
development environment is linked in with your application code.
This startup code works as follows:

¢ The startup code performs application setup and
initialization.

¢ The startup code calls your main routine.

* When your main routine exits, control is returned to the
startup code, which performs any necessary cleanup of your

application and returns control to the Palm OS system
software.

The ‘code’ #0 and ‘data’ #0 Resources

The 'code' #0 and 'data' #0 resources contain the required size
of your global data and an image of the initialized area of that global
data. When your application is launched, the system allocates a
memory chunk in the dynamic heap that’s big enough to hold all
your globals. The 'data #0 resource is then used to initialize those
globals.

The ‘pref’ #0 Resource

The system creates a' pref ' #0 resource for every application. This
resource contains startup information for launching your
application. The resource includes

* Required stack size
* Dynamic heap space required (not currently used)
* Task priority (not currently used)

This resource applies only to Palm OS 3.0 and higher. It is ignored
on older versions of Palm OS.
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Resource Types

Metrowerks Constructor divides resources into two types: catalog
resources and project resources.

Catalog Resources

Catalog resources are available in Constructor’s Catalog window
and can be dragged directly on a form. Table 2.1 lists the available
catalog resources. The Macintosh ResEdit resource name is included
for reference only; it’s not needed by developers who use
Constructor exclusively, and not relevant for Windows developers.

Table 2.1 Catalog Resources
Name Resource Resource
tBTN Button Resource [ Ol ]
tCBX Check Box Resource
 ‘Show Due Dates
11 Show Priorities
tFLD Field Resource
Lok Up: Texd
tFBM Form Bitmap Resource (container for
Bitmap resource)
tGDT Gadget Resource (application
defined)
tGSI Graffiti Shift Indicator Resource -I-
tLBL Label Resource (container for a
String)
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Table 2.1 Catalog Resources (continued)

Name Resource Resource

tLST List Resource

Edit Cateqaries._
tPUT Po Trigger Resource
PUPLES 4 w Unfiled
tPBN Push Button Resource
:
tREP Repeating Button Resource
4T RIT[F]=]p
Scroll Bar Resource (see below)
tSLT Selector Trigger Resource _
Selector
tTBL Table Resource _
A R

Project Resources
Project resources are instantiated from the projects window.

Table 2.2 lists the project resources. The Macintosh ResEdit resource
name is included for reference only; it’s not needed by developers
who use Constructor exclusively, and not relevant for Windows
developers.
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Table 2.2 Project Resources

Name Resource Ul Name
Talt Alert Resource Alert
tFRM Form Resource Form
Menu Resource Menu
Menu bar Resource Menu bar
tSTR String Resource String
Icons
Bitmaps

Alert Resource

Example

Overview

flems Delete

Lo you really want to
dele te this memo ¥

[ ok ) (Cancal )

The alert resource defines a modal dialog that displays a message,

an icon, and one or more buttons.

A small icon indicates the category of the dialog box; for example,
an exclamation mark for an error message. The icon appears on the
left side of the dialog. The text is justified left but placed to the right

of the dialog icon.
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Type Icon Definition Button Example
Information i Lowest-level warning. OK An alarm setting
Action shouldn’t or can’t be must be between 1
completed but doesn’t and 99.
generate an error or risk
data loss.
Confirmation ?  Confirm an action or OK, Change settings
suggest options. Cancel  before switching

applications? (For
example, when
pressing an
application key with
an open dialog box.)

Warning ! Ask if user wishes to OK, Are you sure you
continue a potentially Cancel  want to delete this
dangerous action. entry?

Error (stop Attempted action OK Disk full.

sign) generated error and/or
cannot be completed.

The Alert resource has the following attributes.

Attributes

Alert Type  Determines the sound played and the icon displayed
when the alert is drawn. There are four possible icons:

¢ InformationAlert (Alert Number 0)
e ConfirmationAlert (Alert Number 1)
* WarningAlert (Alert Number 2)

e ErrorAlert (Alert Number 3)

Help ID The ID of a String resource that’s the help text for the
alert dialog box. If you provide a value, the system
displays an “i” in the top right corner of the alert box.
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Button Resource

Default
Button ID

Title
Message

Button Text

Button Resource

Ul Structure

Overview

Examples

Attributes

The number of a button that the system assumes is
selected if the user switches to another application,
forcing the form to go away without making a
selection.

Title of the alert form.

Message displayed by the alert dialog. May contain
N1, N2, A3 as substitution variables for use in
conjunction with FrmCustomAlert.

Text of the button (e.g. OK or Cancel), determined by
an entry in the resource of each button.
To add a button, select Item Text 0, and type Cmd-K.

ControlType

A button is a clickable Ul object, often used to trigger events in an
application. A button displays as a text label surrounded by a
rectangular frame. The frame has rounded corners. The label may be
regular text or a glyph from one of the symbol fonts provided with
your development environment, for example, an arrow.

[ ok ][ Cancel ] [Delete.. ] [Mote

Object
Identifier

Button ID
Left Origin

Top Origin

Name of the object. Assigned by developer and used
by Constructor during header file generation and
update.

ID of the object (assigned by Constructor).

Form-relative position of left side of button.
Valid values: 0 — 159

Form-relative position of top of object.
Valid values: 0 - 159
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Width

Height

Usable

Anchor Left

Frame

Non-bold
Frame

Font

Label

Width of button in pixels. Size the buttons to allow 3-6
pixels of white space at each end of the label.
Valid values: 0 — 160

Height of the button in pixels. Should be 3 pixels
larger than the font size, for example, height =12 for 9-
point labels.

Valid values: 1 - 160

A nonusable object is not considered part of the
application’s interface and doesn’t draw. Nonusable
object can programmatically be set to usable.

If checked, the object is usable.

Controls how the object resizes itself when its text
label is changed. If checked, the left bound of the
object is fixed; if unchecked, the right bound is fixed.

If checked, a rectangular frame with rounded corners
is drawn around the button. Most buttons have
frames. Buttons whose labels are single symbol
characters such as scroll buttons don’t have frames.

If checked, a one-pixel-wide rectangular frame with
rounded corners is drawn around the button. If

unchecked, a bold frame (two pixels wide) is drawn
around the button. Non-bold frames are the default.

Font used to draw the text label of the button. Choose
from the pop-up menu to select one of the fonts.

Text displayed inside the button: one line of text or a
single character from a symbol font to create an
increment arrow.

Comments The label is centered in the button. If the label text is wider than the
button, the whole label is centered and both the right and left sides

are clipped.

Place command buttons at the bottom of table views and dialog
boxes. Leave three pixels between the dialog bottom and buttons.

Increment arrows are a special case; they are buttons that let users
increment the value displayed in a data field.
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Check Box Resource

Tip

To create an increment arrow, use an arrow character from the
Symbol font as a label. Several arrow styles and sizes are available.

Making a Button with a Bitmap Label

It’s not possible to make a bitmap the label of a button; the label
always has to be a text string. However, the same effect can be
achieved by

* Creating a bitmap the same size of a button
¢ Placing them at the same location.
Make sure the bitmap is a Form Bitmap, selected from the catalog.

When the user selects the button, the system inverts the bitmap
graphic as well.

Check Box Resource

Ul Structure

Overview

Example

Attributes

ControlType

A check box is a small, square UI object with an optional text label to
the right.

The figure below shows a checked and an unchecked check box
with a label to the right (the default).

& Show bue Dates.

01 _Show Prigrities

Object Name of the object. Assigned by developer and
Identifier used by Constructor during header file generation
and update.

Check Box ID  ID of the object (assigned by Constructor).

Left Origin Form-relative position of left side of object.
Valid values: 0 — 159

Top Origin Form-relative position of top of object.
Valid values: 0 — 159
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Width

Height

Usable

Selected

Group ID

Font

Label

Width of the picking area around the check box.
Valid values: 0 — 160

Height of the picking area around the check box.
Valid values: 1- 160

If this box is checked, the object is usable.

A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.

Initial selection state of the checkbox. If the box is
checked (the default), the checkbox is initially
checked.

Group ID of a check box that is part of an exclusive
group. Ungrouped (nonexclusive) check boxes
have 0 as a group ID.

Valid values: 0 — 65535

Font used to draw the text label of the button.
Choose from the pop-up menu to select one of the
fonts.

Text displayed to the right of the check box. This
text is part of the activation area. To create a
(nonactive) label to the left of the check box, leave
this attribute blank and create a separate Label
resource.

Comments Make sure that only one check box in a group is initially checked.

All check boxes are the same size. The Height and Width determine
the toggle area, which is the screen area the user needs to press to
check or uncheck the box.

If a label attribute is defined, it’s part of the activation area.

Field Resource

Ul Structure FieldType
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Field Resource

Overview

Attributes

The field Ul object is for user data entry in an application. It displays
one or more lines of text. A field can be underlined, justified left or
right, and editable or uneditable.

Text fields can be located anywhere except in menus and in the
command button area.

The following is an underlined, left-justified field containing data:

Object
Identifier

Field ID
Left Origin

Top Origin
Width
Height

Usable

Editable

Underline

Name of the object. Assigned by developer and used
by Constructor during header file generation and
update.

ID of the object (assigned by Constructor).

Form-relative position of left side of object.
Valid values: 0 - 159

Form-relative position of top of object.
Valid values: 0 — 159

Width of the object in pixels.
Valid values: 0 — 160

Height of the object in pixels.
Valid values: 1- 160

If this box is checked, the object is usable.

A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.

If this box is checked, the field is editable. Noneditable
tields don’t accept user input but can be changed
programmatically. Noneditable text fields are useful
when you want to display text on a form but don’t
want users to edit it.

If set, each line of text is underlined with a gray line.
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Single Line

Dynamic
Size

If checked, the field doesn’t scroll horizontally and
doesn’t accept Return or Tab characters. Only a single
line of text is displayed. If the user attempts to enter
text beyond this, the system beeps.

Multiline text fields expand. An empty field may
display one or more blank lines; for example, records
in a To Do list or a text page.

If checked, the height of the field is expanded or
compressed as characters are added or removed. Set
this attribute to false if the Single Line attribute is set.

Left Justified Text justification. Supported only for fields that have

Max
characters

Font

Auto-Shift

the Single Line attribute checked.
Valid values: checked (left-justified)—recommended
unchecked (right-justified)

Maximum number of characters the field accepts. This
is a limit on the number of characters a user can enter,
but not on what can be displayed. All fields can
display up to 32,767 characters regardless of this
setting.

Valid values: 0 — 32767

Font used to draw the text label of the button. Choose
from the pop-up menu to select one of the fonts.

If checked, 2.0 (and later) auto-shift rules are applied.

Has Scrollbarlf checked, the field has a scroll bar. The system sends

Numeric

Form Resource

more frequent £1dHeightChangedEvents so the
application can adjust the height appropriately.

If checked, only the characters 0 through 9 are allowed
to be entered in the field.

Overview A form is a container for one or more of the Catalog Resources.
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Example

Attributes

Applications usually contain several different forms that the user
triggers by tapping buttons or other control UI objects. Most Ul
objects are displayed only if they are contained within a form.

The example below shows a modal form. A form can also be as large
as the screen.

Address Entry Details  §

Show in List: + Work

Cateqory: w Perzonal
Private: [

[ ok :I [{unn:el:I I:Delete...:l [Nu:-tejl

Left Origin
Top Origin
Width
Height

Usable
Modal

Window-relative position of left side of form.
Valid values: 0 - 159

Window-relative position of top of form.
Valid values: 0 - 159

Width of the form in pixels.
Valid values: 0 - 160

Height of the form in pixels.
Valid values: 1- 160

Not currently supported for forms.

If checked, form is modal. Modal forms ignore pen
events outside their boundaries. Used for dialogs.

Save Behind If checked, the region obscured by the form is saved

Form ID
Help ID

when it’s drawn and restored when it’s erased. Used
for dialogs.

Form ID assigned by Constructor.

ID number of a string that’s displayed when the user
taps the “i” icon. The system adds the icon to the form
when you provide a value for this property. Currently,
only modal dialogs have help resources.
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Menu Bar IDContains the ID of a menu bar resource to be
associated with this form.

Default ID number of a button that the system assumes is

Button ID  selected if the user switches to another application,
forcing the form to go away without making a
selection.

Form Title Title of that form. Use titles for dialogs, menu bars for
views. By convention, the name of the application and
the name of the screen, if possible, for example
Address List or Address Edit.

The title must be one line; it uses about 13 pixels of the
top of the form.

Palm OS Version of the device for which this form is created.
Version

Comments The total display on the Palm device is 160 pixels by 160 pixels. If
you want your whole form to be seen, make sure it fits within this
display area. For pop-up dialogs, you can make the form smaller.
Align a popup dialog with the bottom of the screen.

Here are some general design guidelines:

¢ Each form should have a title that displays the name or view
of the application, or both.

¢ Scroll bars in fields and tables appear and disappear
dynamically if you've selected that option for that Ul
element. Place them to the right of command buttons.

* Modal dialogs always occupy the full width of the screen and
are justified to the bottom of the screen. They hide the
command buttons of the base application but don’t obscure
the title bar of the base application if possible. There should
be a minimum of three pixels between the top of the modal
dialog title bar and the bottom of the application title bar. If
the dialog is too large to accommodate this, the entire
application title bar should be obscured.

¢ Screen command buttons should always be at the bottom of
the screen.
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¢ Dialog command buttons appear four pixels above the
bottom of the dialog box frame. Two-pixel default ring is
three pixels above the bottom, and the baseline of the text
within the buttons should be aligned.

¢ Command buttons should be centered so that the spaces
between the buttons are twice the width of the spaces
between the edges and the border (see diagram below).

If possible, all buttons should be the same width. At a
minimum, they should be spaced equidistant, as illustrated

below.
. " ra ™, ' ™,
A B A E [ & E Q I
" — Y, L J__f ;E A_u:j
Ome hutton Two huktons Three burtons
Distance 4 = B Distance BE=2 xh=2xC Distamee BE=C=2xd=2xD

Form Bitmap Resource

Overview Places predefined bitmaps on a given form. Used for icons in Alert
dialogs to indicate a warning, error, information, and so on. You
have to associate a Bitmap with the Form Bitmap to actually make a
picture appear.

Attributes
Object Name of the object. Assigned by developer and
Identifier used by Constructor during header file generation
and update.
Left Origin. Left bounds of bitmap.

Top Origin Top bounds of bitmap.
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Gadget Resource

Bitmap Resource ID of a PICT resource containing the graphic. You

ID

Usable

Gadget Resource

Name

Ul Name

Overview

Attributes

tGDT

Gadget

can also assign an ID number, then click on Create
and draw the picture in the bitmap editor that
appears.

Checked if the bitmap should be drawn.

A gadget object lets developers implement a custom Ul gadget. The
gadget resource contains basic information about the custom
gadget, which is useful to the gadget writer for drawing and
processing user input.

Object
Identifier

Gadget ID
Left Origin

Top Origin

Width

Name of the object. Assigned by developer and used
by Constructor during header file generation and
update.

ID of the object (assigned by Constructor).

Form-relative position of left side of object.
Valid values: 0 - 159

Form-relative position of top of object.
Valid values: 0 - 159

Width of the gadget in pixels.
Valid values: 0 — 160
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Height Height of the gadget in pixels.
Valid values: 1- 160

Usable If this box is checked, the object is usable.
A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.

Graffiti Shift Indicator Resource

Overview The Graffiti® Shift Indicator resource specifies the window-relative
or form-relative position of the Graffiti shift state indicator. The
different shift states are punctuation, symbol, uppercase shift, and
uppercase lock. These indicators will appear at the position of the
Graffiti Shift resource.

Note: By convention, Graffiti Shift indicators are placed at the
bottom-right of every form that has an editable text field.

Attributes
Object Name of the object. Assigned by developer and used
Identifier by Constructor during header file generation and
update.

Left Origin ~ Form-relative position of left side of object.
Valid values: 0 — 159

Top Origin  Form-relative position of top of object.
Valid values: 0 — 159

Object ID ID of the object (assigned by Constructor).

Label Resource

Overview The label resource displays noneditable text or labels on a form
(dialog box or full-screen). It’s used, for example, to have text
appear to the left of a checkbox instead of the right.
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List Resource

Comments

Attributes

Ul Structure

Example

Overview

Pressing Return in a label wraps the text to the next line.

Object
Identifier

Label ID
Left Origin

Top Origin

Usable

Font

Text

List Resource

ListType

Business
Fersona

Infiled

Name of the object. Assigned by developer and used
by Constructor during header file generation and
update.

ID of the object (assigned by Constructor).

Form-relative position of left side of object.
Valid values: 0 — 159

Form-relative position of top of object.
Valid values: 0 — 159

If this box is checked, the object is usable.

A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.

Font used to draw the text label of the button. Choose
from the pop-up menu to select one of the fonts.

Text of the label.

A list provides a box with a list of choices to the user. The list is
scrollable if the choices don’t all fit in the box.

The list box appears as a vertical list of choices surrounded by a
rectangular frame. The current selection of the list is inverted.
Arrows for scrolling the list appear in the right margin if necessary.
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Attributes

Comments

Lists can appear as popup lists when used with popup triggers. See
Popup Trigger Resource.

Object Name of the object. Assigned by developer and used

Identifier = by Constructor during header file generation and
update.

List ID ID of the object (assigned by Constructor).

Left Origin Form-relative position of left side of object.
Valid values: 0 — 159

Top Origin  Form-relative position of top of object.
Valid values: 0 - 159

Width Width of the list.
Valid values: 0 - 160
Usable If this box is checked, the object is usable.

A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.

Font Font used to draw the text label of the button. Choose
from the pop-up menu to select one of the fonts.

Visible items Height of the list box, in items (choices). For example,
if the list has six items but only four fit, specify four.

Items Items in the list.

Errors may occur if the number of visible items is greater than the
actual number of items. An item’s text is not clipped against the list
box’s borders. Set a list to not usable if it’s linked to a popup trigger.

Use a list to let users choose between items of data; use a menu to
activate a command.

If a list becomes too tall to fit below the trigger, it’s justified up. If it
becomes to large for the screen, it scrolls.
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Menus and Menu Bars

Overview
Menu name —m ] — Menubar
Undo « L
. Cut -
Menu item ——— | copy "¢ |—— Shortcut
Faste « F
Separator —|3electhAll . S
Keyboard « K
GraffitiHelp G

A menu assembly consists of a menu bar, menu names indicating
the available menus, and the menus themselves with their
commands:

* Menu bar. The menu bar at the top of the screen contains the
names of the available menus. Each application has different
sets of menu names; within an application, different views
may have different menus.

* Menu name. Each menu is displayed below the menu name.
The following menu names are commonly found:

— Record—Place Record to the left of Edit (if applicable).

— Edit—Screens that allow editing need an Edit menu.
Note, however, that most editing is edit-in-place.

— Options—Typically, the last menu. The About command,
which provides version and creator information, should
always be an Options command under Palm OS.

* Menu. The menus themselves consist of menu items and
optional shortcuts. Under Palm OS, menu items should not
duplicate functionality available via command buttons.
Menus justify left with the active heading of the menu name
when invoked. If the menu doesn't fit, it’s justified to the
right border of the screen.

NOTE: For each menu, provide shortcuts for all commands or
for none at all. Don’t assign the same shortcut twice within one
application.
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Menus and Menu Bars

Menu Bar and Menu Resources

The only information provided for the menu and menu bar resource
is the resource name and resource ID.

Menu User Interaction

¢ Default Menu and Menu Item. A pen-up on the menu icon
displays the menu bar. The first time a menu is invoked after
an application is launched, no menus are displayed unless
there is only one menu available. Afterwards the menu and
menu item of the last command executed from the menu are
displayed. Graffiti command equivalents are ignored.

For example, if the user selects Edit > Copy, the Edit menu is
popped down and the Copy command is highlighted the
next time the menu bar is displayed. This expedites execution
of commonly used commands or of grouped commands (e.g.,
Copy/Paste). The last menu heading is not saved if the user
switches to a different view or a different application.

* View-specific Menus. Each view within an application can
have a unique menu, that is, different menu headings and
items.

* Menu Display. As a rule, a Palm OS application should try
to have the menu visible on screen as rarely as possible:

— After a menu command is executed, the menu bar is
dismissed.

— The menu bar is active when the menu headings in it are
active. When not active, the menu bar is not visible.

— There are no grayed-out menu headings or grayed-out
menu items. A command not accessible in a certain mode
doesn’t appear at all.

¢ Size. The vertical active area of menu headings is 2 pixels
beyond the ascender and 1 pixel below a potential descender
of the menu heading text. The horizontal active area covers
half the distance to the next menu heading, leaving no gaps
between the headings. If the menu headings aren’t as wide as
the menu bar, part of the menu bar may be inactive.

* Active Area. The entire area of the menu, excluding the
border, is active. Divider lines and status items on the
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Popup Trigger Resource

launcher menu are inactive; that is, they do not highlight
when tapped.

Popup Trigger Resource

Ul structure ControlType

Overview The popup trigger shows the selection of a list. The user can press
the popup trigger to pop up the list and change the selection.

A popup trigger displays a text label and a triangle to the left of the

label that indicates the object is a popup trigger.

When the user selects a popup trigger, a list of items pops up.

w Wark

Attributes
Object
Identifier

Popup ID
Left Origin

Top Origin
Width
Height

Usable

Name of the object. Assigned by developer and used
by Constructor during header file generation and
update.

ID of the object (assigned by Constructor).

Form-relative position of left side of button.
Valid values: 0 - 159

Form-relative position of top of button.
Valid values: 0 - 159

Width of the button’s picking area in pixels.
Valid values: 1 - 160

Height of the button’s picking area in pixels.
Valid values: 1 - 160

If this box is checked, the object is usable.

A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.
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Left anchor Controls how the object resizes itself when its text
label is changed.
Valid values:

¢ checked (left bound fixed)
¢ unchecked (right bound fixed)

Font Font used to draw the text label of the button. Choose
from the pop-up menu to select one of the fonts.

Label Text displayed in the popup trigger (right of the
arrow).

List ID ID of the List object that pops up when the user taps

the pop-up trigger.

Push Button Resource

Ul Structure

Overview

ControlType

Push buttons allow users to select an option from a group of items.
The choices should have few characters; if the choices are long;
check boxes are preferable.

Push buttons display a text label surrounded by a 1-pixel-wide
rectangular frame. They appear in a horizontal or vertical row with
no pixels between the buttons. The buttons share a common border
so there appears to be a one pixel line between two controls. The
current selection is highlighted.

Priority: gl 2 |2 4|5
Sort by: QEETaLs

The List By dialog of the Address Book and the Details dialog of the
ToDo List contain examples of rows of push buttons.
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Attributes
Object
Identifier

Button ID
Left Origin

Top Origin

Width

Height

Usable

Group ID

Font

Label

Name of the object. Assigned by developer and used
by Constructor during header file generation and
update.

ID of the object (assigned by Constructor).

Form-relative position of left side of button.
Valid values: 0 — 159

Form-relative position of top of button.
Valid values: 0 — 159

Width of the button in pixels. Should be size of label
plus two pixels at each end.
Valid values: 1 - 160

Height of the button in pixels. Should be font size plus
two pixels.
Valid values: 1 - 160

If this box is checked, the object is usable.

A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.

Group ID of a push button that is part of an exclusive
group. Only one push button in an exclusive group
may be depressed at a time. Ungrouped
(nonexclusive) push buttons have zero as a group ID.
This feature must be enforced by the application.
Valid values: 0 — 65535

Font used to draw the text label of the button. Choose
from the pop-up menu to select one of the fonts.

Text displayed inside the push button.

Comment To create a row of push buttons, create a number of individual push
button resources with the same height and align them by specifying
the same top position for each button.
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Repeating Button Resource

Overview

Attributes

The repeating button object is identical to the button object in its
appearance. The repeating button is used for buttons that need to be
triggered continuously by holding the pen down on them.

A good example for a repeating button is the scroll arrow, which
moves text as long as it’s held down.

Object
Identifier

Button ID
Left Origin

Top Origin
Width
Height

Usable

Anchor Left

Frame

Name of the object. Assigned by developer and used
by Constructor during header file generation and
update.

ID of the object (assigned by Constructor).

Form-relative position of left side of button.
Valid values: 0 — 159

Form-relative position of top of button.
Valid values: 0 — 159

Width of the button in pixels.
Valid values: 1 - 160

Height of the button in pixels.
Valid values: 1 - 160

If this box is checked, the object is usable.

A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.

Controls how the object resizes itself when its text
label is changed. If checked, the left bound of the
object is fixed; if unchecked, the right bound is fixed.

If checked, a rectangular frame with rounded corners
is drawn around the button.
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Non-bold
Frame

Font

Label

Determines the width of the rectangular frame drawn
around the object.
Valid values:

¢ checked (1-pixel-wide frame)

¢ unchecked (2-pixel-wide frame)

Font used to draw the text label of the button. Choose
from the pop-up menu to select one of the fonts.

Text displayed inside the button.

Comments The attributes match those of the Button Resource (tBTN); the
behavior differs.

You can also use repeating buttons to create increment arrows. See
Button Resource for more information.

Scroll Bar Resource

Overview The scroll bar resource helps developers to provide scrolling
behavior for fields and tables.

Example

Edit MMemo

w» Unfiled

............................... SCro” Car

[ Done ][ Detals.. )
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Attributes
Object
Identifier

Scrollbar ID
Left Origin

Top Origin
Width
Height

Usable

Value
Min Value

Max Value

Page Size

Name of the object. Assigned by developer and used
by Constructor during header file generation and
update.

ID of the object (assigned by Constructor).

Form-relative position of left side of the scroll bar.
Valid values: 0 — 159

Form-relative position of top of the scroll bar.
Valid values: 0 — 159

Width of the scroll bar in pixels.
7 (the default) is strongly recommended.

Height of the scroll bar in pixels.
Valid values:1 - 160

If this box is checked, the object is usable.

A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.

Current top value of the scroll bar’s car (movable
piece).

Position of the scroll car when the scroll bar is at the
top. Default should usually be 0.

Position of the scroll car when the scroll bar is at the
bottom. To compute this value, use the formula:
Number of lines — Page size + Overlap.

Number of lines to scroll at one time.

Selector Trigger Resource

Ul Structure ControlType

Overview Users can tap a selector trigger to pop up a dialog that lets them
select an item. The selected item becomes the label of the selector
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trigger. For example, a selector trigger for time pops up a time
selector. The selected time is entered into the selector trigger.

A selector trigger displays a text label surrounded by a gray
rectangular frame, as shown below:

_Sebe'-:tm_*
Attributes

Object
Identifier
Selector
Trigger ID
Left Origin
Top Origin

Width

Height

Usable

Anchor Left

Name of the object. Assigned by developer and used
by Constructor during header file generation and
update.

ID of the object (assigned by Constructor).

Form-relative position of the left side of the object.
Valid values: 0 — 159

Form-relative position of top of object.
Valid values: 0 — 159

Width of the object in pixels.
Valid values: 1- 160

Height of the object in pixels. Height extends two
pixels above and one pixel below the 9-point plain
font. Height is one pixel above command buttons to
accommodate the gray frame.

Valid values: 1- 160

If this box is checked, the object is usable.

A nonusable object is not considered part of the
application interface and doesn’t draw. Nonusable
objects can programmatically be set to usable.

Controls how the object resizes itself when its text
label is changed. If checked, the left bound of the
object is fixed, if unchecked, the right bound is fixed.
Valid values:

¢ checked (left bound fixed)
¢ unchecked (right bound fixed)
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Font Font used to draw the text label of the button. Choose
from the pop-up menu to select one of the fonts.

Label Text in the selector trigger.

String Resource

Name

Overview

Attributes

Comments

Strings

Stores data strings used by the program. String resources may be
entered as text strings or as a series of hexadecimal characters.

String The text string to be stored, in decimal ASCIL

The string resource uses either the string or data. If both are entered,
they are concatenated.

Table Resource

Overview

Comments

Example

Attributes

The table object allows the developer to organize a collection of
objects on the display. For example, a table might contain a column
of labels that correspond to a column of fields. Under some
circumstances, a one-column table may be preferable to a list.

Since tables are scrollable, they may be larger than the display.

Object Name of the object. Assigned by developer, used by
Identifier = Constructor during header file generation/update.

Table ID ID of the object (assigned by Constructor).
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Left Origin Form-relative position of left side of the object.
Valid values: 0 — 159

Top Origin  Form-relative position of top of object.
Valid values: 0 — 159

Width Width of the object in pixels.
Valid values: 1- 160

Height Height of the object in pixels.
Valid values: 1-160

Editable If the user can modify the table.
Rows Number of rows in the table.
Columns Number of columns in the table.

Column Width of the nth column.
width
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t

Palm OS® events are structures (defined in the header files
Event.h, SysEvent .h, and INetMgr.h) that the system passes to
the application when the user interacts with the graphical user
interface. Chapter 4, “Event Loop” on page 65 in the Palm OS
Programmer’s Companion discusses in detail how this works. This
chapter provides reference-style information about each event. First
it shows the types used by Palm OS events. Then it discusses the

following events in alphabetical order:

Event

Ul Object

appStopEvent

ctlEnterEvent, ctlExitEvent, ctlRepeatEvent,
ctlSelectEvent

davSelectEvent

fldChangedEvent, fldEnterEvent,
fldHeightChangedEvent

frmCloseEvent, frmGotoEvent, frmLoadEvent,
frmOpenEvent, frmSaveEvent, frmUpdateEvent,
frmTitleEnterEvent, frmTitleSelectEvent

frmGadgetEnterEvent, frmGadgetMiscEvent

inetSockReadyEvent, inetSockStatusChangeEvent

kevDownEvent

lstEnterEvent, lstExitEvent, lstSelectEvent

menuEvent, menuOpenEvent, menuCloseEvent,
menuCmdBarOpenEvent

nilEvent

penDownEvent, penMoveEvent, penUpEvent

N.A.

Control

N.A.
Field

Form

Extended gadget
N.A. (INetLib)
N.A.

List

Menu

N.A.
N.A. (pen)
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Event

Ul Object

popSelectEvent

sclEnterEvent, sclRepeatEvent, sclExitEvent
tblEnterEvent, tblExitEvent, tblSelectEvent
winEnterEvent, winExitEvent

Popup (Control)
Scroll bar

Table

Window

Event Data Structures

eventsEnum

The event sEnum enum specifies the possible event types.

enum events {

nilEvent = 0,
penDownEvent,
penUpEvent,
penMoveEvent,
keyDownEvent,
winEnterEvent,
winExitEvent,
ctlEnterEvent,
ctlExitEvent,
ctlSelectEvent,
ctlRepeatEvent,
lstEnterEvent,
lstSelectEvent,
lstExitEvent,
popSelectEvent,
fldEnterEvent,
fldHeightChangedEvent,
fldChangedEvent,
tblEnterEvent,
tblSelectEvent,
daySelectEvent,
menuEvent,
appStopEvent = 22,
frmLoadEvent,
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frmOpenEvent,
frmGotoEvent,
frmUpdateEvent,
frmSaveEvent,
frmCloseEvent,
frmTitleEnterEvent,
frmTitleSelectEvent,
tblExitEvent,
sclEnterEvent,
sclExitEvent,
sclRepeatEvent,
tsmFepModeEvent,

menuCmdBarOpenEvent = 0x0800,
menuOpenEvent,
menuCloseEvent,
frmGadgetEnterEvent,
frmGadgetMiscEvent,

firstINetLibEvent = 0x1000,
firstWebLibEvent = 0x1100,

firstUserEvent = 0x6000
} eventsEnum;

Each of these event types is discussed in alphabetical order below.

EventType

The Event Type structure contains all the data associated with a
system event. All event types have some common data. Most events
also have data specific to those events. The specific data uses a
union that is part of the Event Type data structure. The union can
have up to 8 words of specific data.

The common data is documented below the structure. The Event
Reference section gives details on the important data associated
with each type of event.

typedef struct {
eventskEnum eType;
Boolean penDown ;
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UInt8 tapCount;
Intleé screenX;
Intleé screenY;
union{
} data;

} EventType;

Common Field Descriptions

eType One of the event sEnum constants. Specifies the type
of the event.

penDown  true if the pen was down at the time of the event,
otherwise false.

tapCount The number of taps received at this location. This
value is used mainly by fields. When the user taps in a
text field, two taps selects a word, and three taps
selects the entire line.

screenX  Window-relative position of the pen in pixels (number
of pixels from the left bound of the window).

screenY  Window-relative position of the pen in pixels (number
of pixels from the top left of the window).

data The specific data for an event, if any. The data is a
union, and its exact contents depend on the eType
tield. The Event Reference section in this chapter
shows what the data field contains for each event.

NOTE: Remember that the data field is part of the access path
to an identifier in the EventType structure. As an example, the
code to access the controlID field of a ct 1EnterEvent would

be:

EventType *event;

//...

if (event->data.ctlEnter.controlID ==

MyAppLockButton)
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Compatibility

The tapCount field is only defined if 3.5 New Feature Set is
present. Because of the tapCount field, it’s particularly important
that you clear the event structure before you use it to add a new
event to the queue in Palm OS 3.5 and higher. Otherwise, the
tapCount value may be incorrect for the new event.

EventPtr
The EventPtr defines a pointer to an EventType.
typedef EventType *EventPtr;

Event Reference

appStopEvent

When the system wants to launch a different application than the
one currently running, the event manager sends this event to
request the current application to terminate. In response, an
application has to exit its event loop, close any open files and forms,
and exit.

If an application doesn’t respond to this event by exiting, the system
can’t start the other application.

ctlEnterEvent

The control routine Ct1HandleEvent sends this event when it
receives a penDownEvent within the bounds of a control.

For this event, the data field contains the following structure:

struct ctlEnter {

UIntlé controlID;

struct ControlType *pControl;
} ctlEnter;
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Field Descriptions
controlID Developer-defined ID of the control.

pControl Pointer to a control structure (ControlType).

ctlExitEvent

The control routine Ct 1HandleEvent sends this event. When
CtlHandleEvent receives a ct1EnterEvent, it tracks the pen
until the pen is lifted from the display. If the pen is lifted within the
bounds of a control, a ct1SelectEvent is added to the event
queue; if not, a ct LExitEvent is added to the event queue.

The following data is passed with the event:

Field Descriptions

penDown true if the pen was down at the time of the event,
otherwise false.

screenX Window-relative position of the pen in pixels (number of
pixels from the left bound of the window).

screenY Window-relative position of the pen in pixels (number of
pixels from the top left of the window).

ctiRepeatEvent

The control routine Ct 1HandleEvent sends this event. When
CtlHandleEvent receives a ct1EnterEvent in a repeating
button (tREP) or a feedback slider control (tslf), it sends a
ctlRepeatEvent. When Ct1HandleEvent receives a
ct1lRepeatEvent in a repeating button, it sends another
ct1RepeatEvent if the pen remains down within the bounds of
the control for 1/2 second beyond the last ct LIRepeatEvent.

When Ct1HandleEvent receives a ct1RepeatEvent in a
feedback slider control, it sends a ct1RepeatEvent each time the
slider’s thumb moves by at least one pixel. Feedback sliders do not
send ct IRepeatEvents at regular intervals like repeating buttons
do.
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If you return true in response to a ct LRepeatEvent, it stops the
ct1lRepeatEvent loop. No further ct 1IRepeatEvents are sent.

For this event, the data field contains the following structure:

struct ctlRepeat ({
UIntlé controlID;
struct ControlType *pControl;
UInt32 time;
UIntlée value;
} ctlRepeat;

Field Descriptions

controlID Developer-defined ID of the control.

pControl Pointer to a control structure (ControlType).

time System-ticks count when the event is added to the
queue.

value Current value if the control is a feedback slider.

Compatibility

The value field is only present if 3.5 New Feature Set is present.

ctiSelectEvent

The control routine Ct 1HandleEvent sends this event. When
CtlHandleEvent receives a ct1EnterEvent, it tracks the pen
until the pen is lifted. If the pen is lifted within the bounds of the
same control it went down in, a cltSelectEvent is added to the
event queue; if not, a ct 1IExitEvent is added to the event queue.

For this event, the data field contains the following structure:

struct ctlSelect {
UIntlé controllID;
struct ControlType *pControl;
Boolean on;
UInts reservedl;
UIntle wvalue;
} ctlSelect;
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Field Descriptions

controlID Developer-defined ID of the control.

pControl Pointer to a control structure (ControlType).

on true when the control is depressed; otherwise,
false.

reservedl Unused.

value Current value if the control is a slider.

Compatibility

The value field is only present if 3.5 New Feature Set is present.

daySelectEvent

The system-internal DayHandleEvent routine, which handles
events in the day selector object, handles this event. When the day
selector object displays a calendar month, the user can select a day
by tapping on it.

This event is sent when the pen touches and is lifted from a day
number.

For this event, the data field contains the following structure:

struct daySelect ({
struct DaySelectorType *pSelector;
Intlé selection;
Boolean useThisDate;
UInt8 reservedl;
} daySelect;

Field Descriptions

pSelector Pointer to a day selector structure
(DaySelectorType).
selection Not used.

useThisDate Setto true to automatically use the selected date.

reservedl Unused.
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fldChangedEvent

The field routine F1dHandleEvent sends this event when the text
of a field has been scrolled as a result of drag-selecting. When
FldHandleEvent receives a f1dEnterEvent, it positions the
insertion point and tracks the pen until it’s lifted. Text is selected
(highlighted) appropriately as the pen is dragged.

For this event, the data field contains the following structure:

struct fldChanged {

UIntlé fieldID;

struct FieldType *pField;
} £ldChanged;

Field Descriptions
fieldID Developer-defined ID of the field.

pField  Pointer to a field structure (FieldType).

fldEnterEvent

The field routine F1dHandleEvent sends this event when the field
receives a penDownEvent within the bounds of a field. For this
event, the data field contains the following structure:

struct fldEnter (

UIntlé fieldID;

struct FieldType *pField;
} fldEnter;

Field Descriptions
fieldID Developer-defined ID of the field.

pField  Pointer to a field structure (FieldType).

fldHeightChangedEvent

The field routine F1dHandleEvent sends this event. The field API
supports a feature that allows a field to dynamically resize its visible
height as text is added or removed from it. Functions in the field API
send a f1dHeightChangedEvent to change the height of a field.
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If the field is contained in a table, the table’s code handles the
fldHeightChangedEvent. If the field is directly on a form, your
application code should handle the f1dHeightChangedEvent
itself. The form code does not handle the event for you.

For this event, the data field contains the following structure:

struct fldHeightChanged ({
UIntlé fieldID;
struct FieldType *pField;
Intlé newHeight;
UIntlé currentPos;

} fldHeightChanged;

Field Descriptions

fieldID Developer-defined ID of the field.
pField Pointer to a field structure (FieldType).
newHeight New visible height of the field, in number of lines.

currentPos  Current position of the insertion point.

frmCloseEvent

The form routines FrmGotoForm and FrmCloseAllForms send
this event. FrmGotoFormsends a frmCloseEvent to the currently
active form; FrmCloseAllForms sends a frmCloseEvent to all
forms an application has loaded into memory. If an application
doesn’t intercept this event, the routine FrmHandleEvent erases
the specified form and releases any memory allocated for it.

For this event, the data field contains the following structure:

struct frmClose ({
UIntlé formID;
} frmClose;

Field Descriptions

formID Developer-defined ID of the form.

114 Palm OS SDK

Reference



Palm OS Events
Event Reference

frmGadgetEnterEvent

The function FrmHandleEvent sends this event when there is a
penDownEvent within the bounds of an extended gadget. The
gadget handler function (see FormGadgetHandler) should handle
this event.

For this event, the data field contains the following structure:

struct gadgetEnter (

UIntl6é gadgetID;

struct FormGadgetType *gadgetP;
} gadgetEnter;

Field Descriptions
gadgetID Developer-defined ID of the gadget.

gadgetP Pointer to the FormGadgetType object
representing this gadget.

Compatibility

Implemented only if 3.5 New Feature Set is present.

frmGadgetMiscEvent

An application may choose to send this event when it needs to pass
information to an extended gadget. The FrmHandleEvent function
passes frmGadgetMiscEvents on to the extended gadget’s
handler function (see FormGadgetHandler).

For this event, the data field contains the following structure:

struct gadgetMisc {
UIntlé gadgetID;
struct FormGadgetType *gadgetP;
UIntlé selector;
void *dataP;
} gadgetMisc;
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Field Descriptions
gadgetID Developer-defined ID of the gadget.

gadgetP Pointer to the FormGadgetType object
representing this gadget.

selector Any necessary integer value to pass to the gadget
handler function.

dataP A pointer to any necessary data to pass to the
gadget handler function.
Compatibility

Implemented only if 3.5 New Feature Set is present.

frmGotoEvent

An application may choose to send itself this event when it receives
a sysAppLaunchCmdGoto launch code. sysAppLaunchCmdGoto
is generated when the user selects a record in the global find facility.
Like frmOpenEvent, frmGotoEvent is a request that the
application initialize and draw a form, but this event provides extra
information so that the application may display and highlight the
matching string in the form.

The application is responsible for handling this event.
For this event, the data field contains the following structure:

struct frmGoto ({
UIntlé formID;
UIntlé recordNum;
UIntlé matchPos;
UIntlé matchLen;
UIntlé matchFieldNum;
UInt32 matchCustom;

} frmGoto;

Field Descriptions
formID Developer-defined ID of the form.

recordNum Index of record containing the match string.
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matchPos Position of the match.

matchLen Length of the matched string.

matchFieldNum Number of the field the matched string was
found in.

matchCustom Application-specific information. You might use

this if you need to provide extra information to
locate the matching string within the record.

frmLoadEvent

The form routines FrmGotoForm and FrmPopupForm send this
event. It’s a request that the application load a form into memory.

The application is responsible for handling this event.
For this event, the data field contains the following structure:

struct frmLoad {
UIntlé formID;
} frmLoad;

Field Descriptions

formID Developer-defined ID of the form.

frmOpenEvent

The form routines FrmGotoForm and FrmPopupForm send this
event. It is a request that the application initialize and draw a form.

The application is responsible for handling this event.
For this event, the data field contains the following structure:

struct frmOpen {
UIntlé formID;
} frmOpen;

Field Descriptions

formID Developer-defined ID of the form.
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frmSaveEvent

The form routine FrmSaveAllForms sends this event. It is a
request that the application save any data stored in a form.

The application is responsible for handling this event.

No data is passed with this event.

frmTitleEnterEvent

The control routine FrmHandleEvent sends this event when it
receives a penDownEvent within the bounds of the title of the form.
Note that only the written title, not the whole title bar is active.

For this event, the data field contains the following structure:

struct frmTitleEnter (
UIntlé formID;
} frmTitleEnter;

Field Descriptions

formID Developer-defined ID of the form.

frmTitleSelectEvent

The control routine FrmHandleEvent sends this event.
FrmHandleEvent receives a frmTitleEnterEvent, it tracks the
pen until the pen is lifted. If the pen is lifted within the bounds of
the active same title bar region, a frmTitleSelectEvent is added
to the event queue.

For this event, the data field contains the following structure:

struct frmTitleSelect {
UIntlé formID;
} frmTitleSelect;

Field Descriptions

formID Developer-defined ID of the form.
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Compatibility

In Palm OS version 3.5 and higher, FrmHandleEvent responds to
frmTitleSelectEvent. Its response is to enqueue a
keyDownEvent with a vehrMenu character to display the form’s
menu.

frmUpdateEvent

The form routine FrmUpdateForm, or in some cases the routine
FrmEraseForm, sends this event when it needs to redraw the
region obscured by the form being erased.

Generally, the region obscured by a form is saved and restored by
the form routines without application intervention. However, in
cases where the system is running low on memory, the form’s
routine may not save obscured regions itself. In that case, the
application adds a frmUpdateEvent to the event queue. The form
receives the event and redraws the region using the updateCode
value.

An application can define its own updateCode and then use this
event to also trigger behavior in another form, usually when
changes made to one form need to be reflected in another form.

For this event, the data field contains the following structure:

struct frmUpdate ({
UIntlé formID;
UIntlé updateCode;
} frmUpdate;

Field Descriptions
formID Developer-defined ID of the form.

updateCode The reason for the update request. FrmEraseForm
sets this code to frmRedrawUpdateCode, which
indicates that the entire form needs to be redrawn.
Application developers can define their own
updateCode. The updateCode is passed as a
parameter to FrmUpdateForm.
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inetSockReadyEvent

This event is returned only by INetLibGetEvent (not
EvtGetEvent) when the Internet library determines that a socket
has data ready for an INetLibSockRead.

For this event, the data field contains the following structure:

struct {
MemHandle sockH;
UInt32 context;
Boolean inputReady;
Boolean outputReady;
} inetSockReady;

Field Descriptions

sockH Socket handle of the socket that this event refers
to.
context Not used.

inputReady true when the socket has data ready for the
INetLibSockRead call.

outputReady  Not used.

The penDown, tapCount, screenX and screenY fields are not
valid for Internet library events and should be ignored.

Compatibility

Implemented only if Wireless Internet Feature Set is present.

inetSockStatusChangeEvent

This event is returned only by INetLibGetEvent (not
EvtGetEvent) when the Internet library determines that a socket
has data ready for an INetLibSockRead.

For this event, the data field contains the following structure:

struct {
MemHandle sockH;
UInt32 context;
UIntlé status;
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Err sockErr;
}inetSockStatusChange;

Field Descriptions

sockH Socket handle of the socket that this event refers
to.

context Not used.

status Current status of the socket. This is one of the

INetStatusEnum constants.

sockErr Reason for failure of the last operation, if any. The
current socket error can be cleared by calling
INetLibSockStatus.

The penDown, tapCount, screenX and screenY fields are not
valid for Internet library events and should be ignored.

Compatibility

Implemented only if Wireless Internet Feature Set is present.

keyDownEvent

This event is sent by the system when the user enters a Graffiti®
character, presses one of the buttons below the display, or taps one
of the icons in the icon area; for example, the Find icon.

For this event, the data field contains the following structure:

struct KeyDownEventType {
WChar chr;
UIntlée keyCode;
UIntlé modifiers;

}i

Field Descriptions

chr The character code.
keyCode Unused.
modifiers 0, or one or more of the following values:
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shiftKeyMask Graffiti is in case-shift mode.
capsLockMask Graffiti is in cap-shift mode.
numLockMask Graffiti is in numeric-shift mode.
commandKeyMask The Graffiti glyph was the menu
command glyph or a virtual key code.
optionKeyMask Not implemented. Reserved.
controlKeyMask Not implemented. Reserved.

autoRepeatKeyMask Event was generated due to auto-repeat.
doubleTapKeyMask  Notimplemented. Reserved.

poweredOnKeyMask  The key press caused the system to be
powered on.

appEvtHookKeyMask System use only.

libEvtHookKeyMask System use only.

IstEnterEvent

The list routine LstHandleEvent sends this event when it receives
a penDownEvent within the bounds of a list object.

For this event, the data field contains the following structure:

struct lstEnter (
UIntlé 1listID;
struct ListType *pList;
Intlé selection;

} lstEnter;

Field Descriptions

1listID Developer-defined ID of the list.
pList Pointer to a list structure (List Type).

selection Unused.
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IstExitEvent

The list routine LstHandleEvent sends this event. When
LstHandleEvent receives a 1stEnterEvent, it tracks the pen
until the pen is lifted. If the pen is lifted within the bounds of a list, a
lstSelectEvent is added to the event queue; if not, a
lstExitEvent is added to the event queue.

For this event, the data field contains the following structure:

struct lstExit {

UIntlé 1listID;

struct ListType *plList;
} lstExit;

Field Descriptions
1listID Developer-defined ID of the list.

pList Pointer to a list structure (ListType).

IstSelectEvent

The list routine LstHandleEvent sends this event. When
LstHandleEvent receives a lstEnterEvent, it tracks the pen
until the pen is lifted. If the pen is lifted within the bounds of a list, a
lstSelectEvent is added to the event queue; if not, a
lstExitEvent is added to the event queue.

For this event, the data field contains the following structure:

struct lstSelect
UIntlé 1listID;
struct ListType *pList;
Intlé selection;

} lstSelect;

Field Descriptions

1listID Developer-defined ID of the list.
pList Pointer to a list structure (ListType).

selection Item number (zero-based) of the new selection.
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menuCloseEvent

This event is not currently used.

menuCmdBarOpenEvent

The menu routine MenuHandleEvent sends this event when the
user enters the menu shortcut keystroke, causing the command
toolbar to be displayed at the bottom of the screen. Applications
might respond to this event by calling MenuCmdBarAddButton to
add custom buttons to the command toolbar. Shared libraries or
other non-application code resources can add buttons to the toolbar
by registering to receive the sysNotifyMenuCmdBarOpenEvent
notification. (See Chapter 36, “Notification Manager.”)

For this event, the data field contains the following structure:

struct menuCmdBarOpen {
Boolean preventFieldButtons;
UInts8 reserved;

} menuCmdBarOpen;

Field Descriptions

preventFieldButtons If true, the field manager does not add
the standard cut, copy, paste, and undo
buttons when the focus is on a field. If
false, the field adds the buttons.

reserved Unused.

To prevent the command toolbar from being displayed, respond to
this event and return true. Returning true prevents the form
manager from displaying the toolbar.

Compatibility

Implemented only if 3.5 New Feature Set is present.

menuEvent

The menu routine MenuHandl eEvent sends this event:

* When the user selects an item from a pull-down menu
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* When the user selects a menu command using the Graffiti
command keystroke followed by an available command; for
example, Command-C for copy

* When the user taps one of the buttons on the command
toolbar and the button is set up to generate a menuEvent.

For this event, the data field contains the following structure:

struct menu {
UIntlé itemID;
} menu;

Field Descriptions

itemID Item ID of the selected menu command.

menuOpenEvent

The menu routine MenuHandleEvent sends this event when a new
active menu has been initialized. A menu becomes active the first
time the user taps the Menu silk-screen button or taps the form’s
titlebar, and it might need to be re-initialized and reactivated several
times during the life of an application.

A menu remains active until one of the following happens:
* A FrmSetMenu call changes the active menu on the form.

* A new form, even a modal form or alert panel, becomes
active.

Suppose a user selects your application’s About item from the
Options menu then clicks the OK button to return to the main form.
When the About dialog is displayed, it becomes the active form,
which causes the main form’s menu state to be erased. This menu
state is not restored when the main form becomes active again. The
next time the user requests the menu, it must be initialized again, so
menuOpenEvent is sent again.

Applications might respond to this event by adding, hiding, or
unhiding menu items using the functions MenuAddItem,
MenuHideItem, or MenuShowItem.

A menuCloseEvent is defined by the system, but it is not currently
sent. If you need to perform some cleanup (such as closing a
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resource) after the menu item you added is no longer needed, do so
in response to frmCloseEvent.

For this event, the data field contains the following structure:

struct menuOpen {
UIntl6é menuRscID;
Intle cause;

} menuOpen;

Field Descriptions
menuRscID Resource ID of the menu.

cause Reason for opening the menu. If menuButtonCause,
the user tapped the Menu silkscreen button or tapped
the form’s titlebar, and the menu is going to be
displayed. If nenuCommandCause, the user entered
the command keystroke, so the menu is becoming
active without being displayed.

Compatibility

Implemented only if 3.5 New Feature Set is present.

nilEvent
A nilEvent is useful for animation, polling, and similar situations.

The event manager sends this event when there are no events in the
event queue. This can happen if the routine Evt Get Event is passed
a time-out value (a value other than evtWaitForever, -1). If
EvtGetEvent is unable to return an event in the specified time, it
returns a nilEvent. Different Palm OS versions and different
devices can send nilEvents under different circumstances, so you
might receive a nilEvent even before the timeout has expired.

penDownEvent

The event manager sends this event when the pen first touches the
digitizer.

The following data is passed with the event:
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Field Descriptions
penDown Always true.
tapCount The number of taps received at this location.

screenX  Window-relative position of the pen in pixels (number
of pixels from the left bound of the window).

screenY  Window-relative position of the pen in pixels (number
of pixels from the top left of the window).

penMoveEvent

The event manager sends this event when the pen is moved on the
digitizer. Note that several kinds of UI objects, such as controls and
lists, track the movement directly, and no penMoveEvent is
generated.

The following data is passed with the event:

Field Descriptions
penDown  Always true.
tapCount The number of taps received at this location.

screenX  Window-relative position of the pen in pixels (number
of pixels from the left bound of the window).

screenY  Window-relative position of the pen in pixels (number
of pixels from the top left of the window).

penUpEvent

The event manager sends this event when the pen is lifted from the
digitizer. Note that several kinds of UI objects, such as controls and
lists, track the movement directly, and no penUpEvent is
generated.

For this event, the data field contains the following structure:

struct PenUpEventType {
PointType start;
PointType end;
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}i
Field Descriptions
start Display-relative start point of the stroke.
end Display-relative end point of the stroke.
In addition, the following data is passed with this event:
penDown Always false.
tapCount  The number of taps received at this location.

screenX Window-relative position of the pen in pixels
(number of pixels from the left bound of the window).

screenY Window-relative position of the pen in pixels
(number of pixels from the top left of the window).

popSelectEvent

The form routine FrmHandleEvent sends this event when the user
selects an item in a popup list.

For this event, the data field contains the following structure:

struct popSelect ({
UIntlé controlID;
struct ControlType *controlPp;
UIntlé 1listID;
struct ListType *1istPp;
Intlé selection;
Intle priorSelection;
} popSelect;

Field Descriptions
controlID Developer-defined ID of the resource.

controlP Pointer to the control structure
(ControlType) of the popup trigger object.

1listID Developer-defined ID of the popup list object.
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listP Pointer to the list structure (ListType) of the
popup list object.

selection Item number (zero-based) of the new list
selection.

priorSelection Item number (zero-based) of the prior list
selection.

sclEnterEvent

The routine Sc1HandleEvent sends this event when it receives a
penDownEvent within the bounds of a scroll bar.

Applications usually don’t have to handle this event.
For this event, the data field contains the following structure:

struct sclEnter {

UIntlé scrollBarID;

struct ScrollBarType *pScrollBar;
} sclEnter;

Field Descriptions

scrollBarID Developer-defined ID of the scroll bar resource.
pScrollBar Pointer to the scroll bar structure.
sclExitEvent

The routine Sc1HandleEvent sends this event when the user lifts
the pen from the scroll bar.

Applications that want to implement non-dynamic scrolling should
wait for this event, then scroll the text using the values provided in
value and newvalue.

Note that this event is sent regardless of previous
sclRepeatEvents. If, however, the application has implemented
dynamic scrolling, it doesn’t have to catch this event.

For this event, the data field contains the following structure:

struct sclExit ({
UIntlé scrollBarID;
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struct ScrollBarType *pScrollBar;
Intlée value;
Intlé newValue;

} sclExit;

Field Descriptions

scrollBarID Developer-defined ID of the scroll bar
resource.

pScrollBar Pointer to the scroll bar structure.

value Initial position of the scroll bar

newvalue New position of the scroll bar. Given value

and newValue, you can actually tell how
much you have scrolled.

sclRepeatEvent

The routine Sc1HandleEvent sends this event when the pen is
continually held within the bounds of a scroll bar.

Applications that implement dynamic scrolling should watch for
this event. In dynamic scrolling, the display is updated as the user
drags the scroll bar (not after the user releases the scroll bar).

For this event, the data field contains the following structure:

struct sclRepeat ({
UIntlé scrollBarID;
struct ScrollBarType *pScrollBar;
Intlée value;
Intlé newValue;
Int32 time;
} sclRepeat;

Field Descriptions

scrollBarID Developer-defined ID of the scroll bar
resource.

pScrollBar Pointer to the scroll bar structure.

value Initial position of the scroll bar.
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newValue New position of the scroll bar. Given value
and newValue, you can actually tell how
much you have scrolled.

time System-ticks count when the event is added to
the queue to determine when the next event
should occur.

tblEnterEvent

The table routine TblHandleEvent sends this event when it
receives a penDownEvent within the bounds of an active item in a
table object.

For this event, the data field contains the following structure:

struct tblEnter (
UIntlé tablelD;
struct TableType *pTable;
Intlée row;
Intlé column;
} tblEnter;

Field Descriptions

tableID Developer-defined ID of the table.
pTable Pointer to a table structure (TableType).
row Row of the item.

column Column of the item.

tbIExitEvent

The table routine Tb1HandleEvent sends this event. When
TblHandleEvent receives a tblEnterEvent, it tracks the pen
until it’s lifted from the display. If the pen is lifted within the bounds
of the same item it went down in, a tblSelectEvent is added to
the event queue; if not, a tb1ExitEvent is added to the event
queue.

For this event, the data field contains the following structure:
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struct tblExit ({
UIntlé tablelID;
struct TableType *pTable;
Intlée row;
Intlé column;
} tblExit;

Field Descriptions

tableID  Developer-defined ID of the table.
pTable Pointer to a table structure (TableType).
row Row of the item.

column Column of the item.

tbiSelectEvent

The table routine Tb1HandleEvent sends this event. When
TblHandleEvent receives a tblEnterEvent, it tracks the pen
until the pen is lifted from the display. If the pen is lifted within the
bounds of the same item it went down in, a tblSelectEvent is
added to the event queue; if not, a tb1ExitEvent is added to the
event queue.

For this event, the data field contains the following structure:

struct tblSelect ({
UIntlé tablelID;
struct TableType *pTable;
Intlée row;
Intlé column;
} tblSelect;

Field Descriptions

tableID Developer-defined ID of the table.
pTable Pointer to a table structure (TableType).
row Row of the item.

column Column of the item.
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winEnterEvent

The event manager sends this event when a window becomes the
active window. This can happen in two ways: a call to
WinSetActiveWindow is issued (FrmSetActiveForm calls this
routine), or the user taps within the bounds of a window that is
visible but not active. All forms are windows, but not all windows
are forms; for example, the menu bar is a window but not a form.

For this event, the data field contains the following structure:

struct WinEnterEventType {
WinHandle enterWindow;
WinHandle exitWindow;

}i
Field Descriptions

enterWindow Handle to the window we are entering. If the
window is a form, then this is a pointer to a
FormType structure; if not, it’s a pointer to a
WindowType structure.

exitWindow Handle to the window we are exiting, if there is
currently an active window, or zero if there is no
active window. If the window is a form, then this
is a pointer to a FormType structure; if not, it’s a
pointer to a WindowType structure.

winExitEvent

This event is sent by the event manager when a window is
deactivated. A window is deactivated when another window
becomes the active window (see winEnterEvent).

For this event, the data field contains the following structure:

struct WinExitEventType
WinHandle enterWindow;
WinHandle exitWindow;

}i
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Field Descriptions

enterWindow Handle to the window we are entering. If the
window is a form, then this is a pointer to a
FormType structure; if not, it’s a pointer to a

WindowType structure.

exitWindow Handle to the window we are exiting. If the
window is a form, then this is a pointer to a
FormType structure; if not, it’s a pointer to a

WindowType structure.
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This chapter describes the categories API as declared in the header
tile Category . h. It discusses the following topics:

¢ Category Data Structures

¢ Category Constants

¢ Category Functions

For more information on categories see the section “Categories” on
page 107 in the Palm OS Programmer’s Companion.

Category Data Structures

An AppInfo block can hold any data at all. The category APIs
provide a way to implement categories and use the AppInfo block
as the storage area. An application could implement the category
popup on its own without this API and use the Data Manager
category routines, and /or the AppInfo block, as it chooses.

This API requires that the AppInfo block be used like this:

AppinfoType

typedef struct ({

UIntlé renamedCategories;

Char categorylLabels
[dmRecNumCategories]
[dmCategoryLength] ;

UInts categoryUniqgIDs
[dmRecNumCategories] ;

UInts8 lastUnigID;

UInts padding;

} AppInfoType;

typedef AppInfoType *AppInfoPtr;
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Field Descriptions

renamedCategories

categoryLabels

dmRecNumCategories
dmCategoryLength

categoryUniqgIDs

lastUniqgID

Category Constants

The following category constants are defined:

Used by CategorySetName as a
bit field indicating which
categories have been renamed.
Usually cleared by a conduit.

An array of strings containing the
category names.

Number of categories in the list.
Length of the category names.

Category IDs used for
synchronization. Unique IDs
generated by the device are
between 0 - 127. Those from the
PC are 128 - 255.

Used for sorting and assigning
unique IDs.

Constant

Value Description

categoryHideEditCategory

categoryDefaultEditCategoryString

10000 Used as an argument to

CategoryCreateList
to suppress adding the
“Edit Categories” item to
the list.

10001 Used as an argument to

CategoryCreateliist
to show the default “Edit
Categories” item in the
list.
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Compatibility

The functionality of the constants categoryHideEditCategory
and categoryDefaultEditCategoryString is present only if
the 3.5 New Feature Set is present.

Category Functions

Purpose

Prototype

Parameters

CategoryCreateList
Read a database’s categories and store them in a list.

void CategoryCreatelList (DmOpenRef db,
ListType *1listP, Uintlé currentCategory,
Boolean showAll, Boolean showUneditables,
UInt8 numUneditableCategories,

UInt32 editingStrID, Boolean resizelist)

->db Opened database containing category info.
<-1listP A pointer to the list of category names. See
ListType.
->currentCategory
Category to select.
->showAll true to have an “All” category.
->showUneditables

true to show uneditable categories.

->numUneditableCategories
This is the number of categories, starting with
the first one at zero, that may not have their
names edited by the user. For example, it’s
common to have an “Unfiled” category at
position zero which is not editable.

->editingStrID The resource ID of a string to use with the “Edit
Categories” list item.

If you don’t want users to edit categories, pass
the categoryHideEditCategory constant.
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If you want to allow users to edit categories,
pass the
categoryDefaultEditCategoryString
constant.

To display an alternate string, pass a tSTR
resource ID of your own string.

->resizelist true to resize the list to the number of
categories. Set to true for pop-ups, false
otherwise.

Result A memory block is allocated containing the list of categories. The
ListType in 1istP must be allocated outside this function.
However, this function allocates some structs that are stored INSIDE
the ListType, so CategoryFreeList must be called when you
are done with the list to free the memory block.

Comments  You use this function to create a list of categories to display in your
application’s user interface, usually by calling LstDrawList or
LstPopupList. The category list is obtained from the
AppInfoType structure of the database specified by the db
parameter.

If the showAll parameter is true, the “All” item is first in the list,
followed by the editable categories in the database and then the
categories that cannot be edited. The option to edit categories is last
in the list and can be suppressed if desired. If the current selection is
not in any category, it is marked “Unfiled”.

Compatibility Implemented only if 2.0 New Feature Set is present.

The functionality of the constants
categoryDefaultEditCategoryString and
categoryHideEditString is available only if 3.5 New Feature
Set is present. In earlier versions, you can suppress the Edit
Categories string by passing 0 for the editingStrID parameter, or
include the item by passing categoryEditStrID.

See Also CategorvCreatelListV10
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Purpose

Prototype

Parameters

Result

Compatibility

See Also

Purpose

CategoryCreateListV10

Read a database’s categories and set the category list.
This function is obsolete and should not be used.

void CategoryCreatelListV10 (DmOpenRef db,

ListType *1st, UIntlé currentCategory,
Boolean showAll)

->db Database containing categories to extract.
<-1lst List object to load categories into.
- >currentCategory
Set as the current selection in the resulting list.
->showAll true if an “All” category should be included in
the list.

Returns nothing.

This function corresponds to the Palm OS® 1.0 version of
CategoryCreatelList.

NOTE: Obsolete functions are provided ONLY for backward
compatibility; for example, so a 1.0 application will work on 3.x OS
releases. New code should not call these routines!

CategoryCreatelist

CategoryEdit

Event handler for the “Edit Categories” dialog. Called by
CategorySelect if the user chooses the Edit Category line. (If
the Edit Category line is present)

->db Database containing the categories to be edited.
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<-categoryP Set to the category selected when the dialog is
done.

->titleStrID  Title of the dialog bar.

->numUneditableCategories
This is the number of categories (starting with
the first one at zero) that may not have their
names edited by the user. For example, it’s
common to have an “Unfiled” category at
position zero which is not editable.

Result Returns true if any of the following conditions are true:
* The current category is renamed.
* The current category is deleted.

* The current category is merged with another category.

Compatibility This function was revised for Palm OS 2.0, and Palm OS 3.0. In Palm
0OS 3.0, the numUneditableCategories parameter was added.

NOTE: This enhancement is implemented only if 3.0 New
Feature Set is present.

See Also CategoryEditV20, CategorvyEditVio

CategoryEditV20

Purpose Event handler for the Edit Categories dialog.Called by
CategorySelect if the user chooses the Edit Category line. (If the Edit
Category line is present.)

This function is obsolete and should not be used.

Prototype Boolean CategoryEdit (DmOpenRef db,
UIntlé *categoryP, UInt32 titleStrID)

Parameters ->db Database containing the categories to be edited.
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Result

Compatibility

See Also

Purpose

Prototype

Parameters

Result

<-categoryP Set to the category selected when the dialog is
done.

->titleStrID  Title of the dialog bar.

Returns true if any of the following conditions are true:
® The current category is renamed.
* The current category is deleted.

* The current category is merged with another category.

This function corresponds to the Palm OS 2.0 version of
CategoryEdit. Implemented only if 3.0 New Feature Set is
present.

NOTE: Obsolete functions are provided ONLY for backward
compatibility. For example, so a 1.0 application will work on 3.x
OS releases. New code should not call these routines!

CategorvEdit, CategoryEditVi10

CategoryEditV10

Event handler for the Edit Categories dialog. Called by
CategorySelect if the user chooses the “Edit Category” line. (If
the Edit Category line is present.)

This function is obsolete and should not be used.

Boolean CategoryEditV10 (DmOpenRef db,
UIntlé *categoryP)

->db Database containing the categories to be edited.

<-categoryP Current category (index into the database).

Returns true if any of the following conditions are true:

* The current category is renamed.
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Compatibility

See Also

Purpose

Prototype

Parameters

Result

Purpose

Prototype

Parameters

* The current category is deleted.

* The current category is merged with another category.

This function corresponds to the Palm OS 1.0 version of
CategoryEdit.

NOTE: Obsolete functions are provided ONLY for backward
compatibility; for example, so a 1.0 application will work on 3.x OS
releases. New code should not call these routines!

CategoryEdit, CategoryEditV20
CategoryFind
Return the unique ID of the category that matches the name passed.

UIintlé CategoryFind (DmOpenRef db, const
Char *name)

->db Database to search for the passed category.

->name Category name.

Returns the category index.

CategoryFreelList

This routine unlocks or frees memory locked or allocated by
CategoryCreatelist.

void CategoryFreeList (DmOpenRef db, const
ListType *1listP, Boolean showAll,
UInt32 editingStrID)

->db Categories database.
->1istP Pointer to the category list.
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Result

Comments

Compatibility

See Also

Purpose

Prototype

Parameters

Result

Compatibility

->showAll true if the list was created with an “All”
category.

->editingStrID The editingStrID should be the same as that
passed to CategoryCreateList. The
function will unlock the resource.

Returns nothing.

Calling this function doesn’t remove the categories from the passed
database. It frees the items in the list. The developer must manage
the ListType structure.

Implemented only if 2.0 New Feature Set is present.

CategoryFreeListV10

CategoryFreeListV10

Unlock or free memory locked or allocated by
CategoryCreatelistV10 which was attached to the passed list
object.

This function is obsolete and should not be used.

void CategoryFreeListV10 (DmOpenRef db, const
ListType *1lst)

->db Database containing the categories.

->1st Pointer to the category list containing the
memory to be freed.

Returns nothing.

This function corresponds to the Palm OS 1.0 version of
CategoryFreelList.

Palm OS SDK Reference 143



Categories
Category Functions

See Also

Purpose

Prototype

Parameters

Result

Purpose

Prototype

Parameters

Result

NOTE: Obsolete functions are provided ONLY for backward
compatibility; for example, so a 1.0 application will work on 3.x OS
releases. New code should not call these routines!

CategoryFreelist

CategoryGetName
Return the name of the specified category.

void CategoryGetName (DmOpenRef db, UIntlé index,
Char *name)

->db Database that contains the categories.
->index Category index.
<-name Buffer to hold category name. Buffer should be

dmCategoryLength in size

Stores the category name in the name bulffer passed.

CategoryGetNext

Given a category index, this function returns the index of the next
category. Note that categories are not stored sequentially.

UIntlé CategoryGetNext (DmOpenRef db,
UIntlé index)

->db Database that contains the categories.

->index Category index.

Category index of next category.
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Comments

Compatibility

Purpose

Prototype

Parameters

Result

Comments

Compatibility

Don’t use this function to search for a category. Instead, use it to
allow your users to cycle through categories, for example, using the
hard-button scroll bars on the device.

In Palm OS 1.0, the system chose Unfiled as one category.

In Palm OS 2.0 and later, the system skips both Unfiled and
empty records. That is, if a category contains no records, then its
index will not be returned by this function.

Categorylnitialize
Initialize the category names, IDs, and flags.

void CategoryInitialize (AppInfoPtr appInfoP,
UIntlé localizedAppInfoStrID)

->appInfoP Application info pointer. See AppInfoType.

->localizedAppInfoStrID
Resource ID of the localized category names.
This must be a resource of the type
appInfoStringsRsc.

Returns nothing.

Used to make sure the first field in your application info block is of
type AppInfoType, and to initialize category names.

Implemented only if 2.0 New Feature Set is present.
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CategorySelect

Purpose Process the selection and editing of categories.Usually you call this
when the user taps the category pop-up trigger.

Prototype Boolean CategorySelect (DmOpenRef db, const
FormType *frm, UIntlé ctlID, UIntlé 1lstID,
Boolean title, UIntlé *categoryP,
char *categoryName, UInt8 numUneditableCategories,
UInt32 editingStrID)

Parameters ->db Database that contains the categories.
->frm Form that contains the category popup list.
->ctlID ID of the popup trigger.
->1stID ID of the popup list.
->title true if the popup trigger is on the title line,

which means that an “All” choice should be
added to the list. Pass false if the popup
trigger appears in a form where a specific
record is being modified or any where else the
“All” choice should not appear.

<->categoryP Current category (pointer into db structure).

<->categoryName
Name of the current category.

->numUneditableCategories
This is the number of categories, starting with
the first one at zero, that may not have their
names edited by the user. For example, it’s
common to have an “Unfiled” category at
position zero which is not editable.

->editingStrID
The resource ID of a string to use with the “Edit
Categories” list item.

If you don’t want users to edit categories, pass
the categoryHideEditCategory constant.
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Result

Comments

Compatibility

See Also

Purpose

Prototype

Parameters

If you want to allow users to edit categories,
pass the
categoryDefaultEditCategoryString
constant.

To display an alternate string, pass a tSTR
resource ID of your own string.

Returns true if any of the following conditions are true:
* The current category is renamed.
* The current category is deleted.

* The current category is merged with another category.

This function calls CategoryEdit if the user selects the Edit
Categories option in the list.

Implemented only if 2.0 New Feature Set is present.

CategorySelectV10

CategorySelectV10

Process the selection and editing of categories.

This function is obsolete and should not be used.

Boolean CategorySelectV10 (DmOpenRef db, const
FormType *frm, UIntlé ctlID, UIntlé 1lstID,
Boolean title, UIntlé *categoryP,

Char *categoryName)

->db Database that contains the categories.
->frm Form that contains the category popup list.
->ctlID ID of the popup trigger.

->1stID ID of the popup list.

->title true if the popup trigger is on the title line.
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Result

Compatibility

Purpose

Prototype

Parameters

Result

Compatibility

<->categoryP  Current category (index into db structure).

<->categoryName
Name of the current category.

Returns true if any of the following conditions are true:
® The current category is renamed.
® The current category is deleted.

* The current category is merged with another category.

This function corresponds to the Palm OS 1.0 version of
CategorySelect.

NOTE: Obsolete functions are provided ONLY for backward
compatibility; for example, so a 1.0 application will work on 3.x OS
releases. New code should not call these routines!

CategorySetName

Set the category name and rename bits. A NULL pointer removes the
category name.

void CategorySetName (DmOpenRef db, UIntlé index,
const Char nameP)

->db Database containing the categories to change.
->index Index of category to set.
->nameP A category name (null-terminated) or NULL

pointer to remove the category.
Returns nothing.

Implemented only if 2.0 New Feature Set is present.
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Purpose

Prototype

Parameters

Result

Purpose

Prototype

Parameters

Result

CategorySetTriggerLabel

Set the label displayed by the category trigger. The category name is
truncated if it is larger than the system default maximum width.
CategorySetTrigger calls CategoryTruncateName, with a
default (system-provided) width.

void CategorySetTriggerLabel (ControlType *ctl,
Char *name)

->ctl Pointer to control object to relabel.

->name Pointer to the name of the new category.

Does not copy the string. Ct1 points to the passed string when
done. See Ct1SetLabel.

CategoryTruncateName

Truncate a category name so that it’s short enough to display. The
category name is truncated if it’s longer than maxwidth.

void CategoryTruncateName (Char *name,
UIntlé maxWidth)

->name Category name to truncate.
->maxWidth Maximum size, in pixels, of truncated category
(including ellipsis).

Returns nothing. Stores the changed category in name
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- Clipboard

This chapter provides reference material for the clipboard API
defined in Clipboard.h. It covers:

iz

¢ Clipboard Data Structures

* Clipboard Functions

Clipboard Data Structures

ClipboardFormatType

The ClipboardFormatType enum specifies the type of data to
add to the clipboard or retrieve from the clipboard.

enum clipboardFormats
clipboardText,
clipboardInk,
clipboardBitmap };

typedef enum clipboardFormats
ClipboardFormatType;

Value Descriptions

clipboardText Textual data. This is the most commonly
used clipboard.
clipboardInk Reserved.

clipboardBitmap  Bitmap data.

Clipboards for each type of data are separately maintained. That is,
if you add a string of text to the clipboard, then add a bitmap, then

ask to retrieve a clipboardText item from the clipboard, you will
receive the string you added before the bitmap; the bitmap does not
overwrite textual data and vice versa.
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Clipboard Functions

Purpose

Prototype

Parameters

Result

Comments

See Also

ClipboardAddltem

Add the item passed to the specified clipboard. Replaces the current
item (if any) of that type.

void ClipboardAddItem
(const ClipboardFormatType format,
const void *ptr, UIntlé length)

-> format Text, ink, bitmap, etc. See
ClipboardFormatType.

->ptr Pointer to the item to place on the clipboard.

-> length Size in bytes of the item to place on the
clipboard.

Returns nothing.

The clipboard makes a copy of the data that you pass to this
function. Thus, you may free any data that you've passed to the
clipboard without destroying the contents of the clipboard. You may
also add constant data or stack-based data to the clipboard.

FldCut, FldCopy
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Purpose

Prototype

Parameters

Result

Comments

Compatibility

ClipboardAppenditem
Append data to the item on the clipboard.

Err ClipboardAppendItem
(const ClipboardFormatType format,
const void *ptr, UIntleé length)

-> format Text, ink, bitmap, etc. See
ClipboardFormatType. This function is
intended to be used only for the
clipboardText format.

->ptr Pointer to the data to append to the item on the
clipboard.

-> length Size in bytes of the data to append to the
clipboard.

0 upon success or memErrNot EnoughSpace if there is not enough
space to append the data to the clipboard.

This function differs from ClipboardAddItem in that it does not
overwrite data already on the clipboard. It allows you to create a
large text item on the clipboard from several small disjointed pieces.
When other applications retrieve the text from the clipboard, it’s
retrieved as a single unit.

This function simply appends the specified item to the item already
on the clipboard without attempting to parse the format. It’s
assumed that you'll call it several times over a relatively short
interval and that no other application will attempt to retrieve text
from the clipboard before your application is finished appending.

Implemented only if 3.2 New Feature Set is present.
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Purpose

Prototype

Parameters

Result

Comments

ClipboardGetltem

Return the handle of the contents of the clipboard of a specified type
and the length of a clipboard item.

MemHandle ClipboardGetItem
(const ClipboardFormatType format, UIntlé *length)

-> format Text, ink, bitmap, etc. See
ClipboardFormatType.

<- length The length in bytes of the clipboard item is
returned here.

Handle of the clipboard item.

The handle returned is a handle to the actual clipboard chunk. It is
not suitable for passing to any API that modifies memory (such as
FldSetTextHandle). Consider this to be read-only access to the
chunk. Copy the contents of the clipboard to your application’s own
storage as soon as possible and use that reference instead of the
handle returned by this function.

Don’t free the handle returned by this function; it is freed when a
new item is added to the clipboard.

Text retrieved from the clipboard does not have a NULL terminator.
You must use the 1length parameter to determine the length in
bytes of the string you've retrieved.
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This chapter describes the control object API as declared in the
header file Control . h. It discusses the following topics:

e Control Data Structures

e Control Resources

e Control Functions

For more information on controls, see the section “Controls” in the
Palm OS Programmer’s Companion.

Control Data Structures

ButtonFrameType

The But tonFrameType enum specifies the border style for the
button. It defines values for the frame field of ControlAttrType.

enum buttonFrames {noButtonFrame,
standardButtonFrame, boldButtonFrame,
rectangleButtonFrame} ;

typedef enum buttonFrames ButtonFrameType;

Value Descriptions
noButtonFrame The button has no border.

standardButtonFrame  Standard button rectangular border
with rounded corners.

boldButtonFrame Bolded rectangular border with
rounded corners.

rectangleButtonFrame Rectangular border with square
corners.
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ControlAttrType

The ControlAttrType bit field specifies the control’s visible
characteristics. It is defined as follows:

typedef
UInts8
UInts8
UInts
UInts8
UInts
UInts
UInts8
UInts
UInts

struc
usabl
enabl
visib
on

leftAnchor:

frame

£ {
e 1
ed 1
le :1;
:1
1

drawnAsSelected : 1;
graphical :1;

verti

cal :1;

} ControlAttrType;

Your code should treat the ControlAt trType structure as opaque.
Use the functions specified in the descriptions below to retrieve and
set each value. Do not attempt to change structure member values

directly.

Field Descriptions

usable

enabled

visible

on

If 0, the control is not considered to be part of
the interface of the current application, and it
doesn’t appear on screen. You can use
CtlSetUsable, CtlShowControl, or
CtlHideControl to set or clear this value.

If 0, the control is visible but doesn’t respond to
the pen. This value is set by Ct 1Set Enabled
and returned by Ct 1Enabled.

Set and cleared internally when the control is
drawn (Ct1DrawControl) and erased
(CtlEraseControl).

If set, the control has the value “on.” For
example, a check box that has the on value has
a check mark displayed in it. Use
CtlGetValue and Ct1SetValue to retrieve
and set this value.
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leftAnchor Used by controls that expand and shrink their
width when the label is changed. If this
attribute is set, the left bound of the control is
fixed.

frame The type of frame drawn around the button
controls. See But tonFrameType for possible
values. Only button controls use this attribute;
for all other controls, the ControlStyleType
determines the frame.

drawnAsSelected Used on Palm OS® release 3.5 for button
controls that contain no text (indicating that the
button is displayed on top of a bitmap). If set,
the button is drawn as inverted. If clear, the
button is drawn normally.

graphical If set, the control is a graphical control, slider,
or feedback slider.

vertical Not currently used.

Compatibility

The drawnAsSelected, graphical,and vertical attributes are
only present if 3.5 New Feature Set is present.

ControlPtr

The ControlPtr is a pointer to a ControlType structure.

typedef ControlType* ControlPtr;

ControlStyleType

The ControlsStyleType enum specifies values for the
ControlType style field, which specifies the type of the control
(button, push button, and so on).

enum controlStyles {buttonCtl, pushButtonCtl,
checkboxCtl, popupTriggerCtl,
selectorTriggerCtl, repeatingButtonCtl,
sliderCtl, feedbackSliderCtl};
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typedef enum controlStyles ControlStyleType;

Value Descriptions

buttonCtl

pushButtonCtl

checkboxCtl

popupTriggerCtl

selectorTriggerCtl

repeatingButtonCtl

Button. Buttons display a text label in a
box. The ButtonFrameType specifies
the type of box.

Push button. Selecting a push button
inverts its display so that it appears
highlighted.

Check box. Check boxes display a
setting of either on (checked) or off
(unchecked)

Popup trigger. Popup triggers display a
graphic element followed by a text label.
They are used to display popup lists.

Selector trigger. Selector triggers display
a text label surrounded by a gray
rectangular frame. The control expands
or contracts to the width of the new
label.

Repeating button. Repeating buttons
look like buttons; however, a repeating
button is repeatedly selected if the user
holds the pen on it.
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slidercCtl Slider. Sliders display two bitmaps: one
representing the current value (the
thumb), and another representing the
scale of available values. The user can
slide the thumb to the left or the right to
change the value.

feedbackSliderCtl Feedback slider. A feedback slider looks
like a slider; however, a feedback slider
sends events each time the thumb moves
while the pen is still down. A regular
slider sends an event only when the user
releases the pen.

Compatibility

The slidercCtl and feedbackSliderCt1l values are only
defined if 3.5 New Feature Set is present.

ControlType

The ControlType structure defines the type and characteristics of
a control. It is defined as follows:

typedef struct ({

UIntle id;
RectangleType bounds;
Char * text;

ControlAttrType attr;
ControlStyleType style;

FontID font;
UInt8 group;
UInts reserved;

} ControlType;

Your code should treat the ControlType structure as opaque. The
tields in the struct are set by values you specify when you create the
control resource, and they typically do not change. Use the

functions specified in the descriptions below to retrieve and set the
values. Do not attempt to change structure member values directly.
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Field Descriptions

id

bounds

text

attr
style
font

group

ID value you specified when you created the control
resource.

Bounds of the control, in window-relative coordinates.
The control’s text label is clipped to the control’s
bounds. The control’s frame is drawn around (outside)
the bounds of the control. FrmGetObjectBounds and
FrmSetObjectBounds retrieve and set this value.

Pointer to the control’s label. If text is NULL, the control
has no label. Use Ct1GetLabel and Ct1lSetLabel to
retrieve and set this value.

Control attributes. See ControlAttrType.

Style of the control. See ControlStyleType.

Font to use to draw the control’s label.

Group ID of a push button or a check box that is part of
an exclusive group. The control routines don’t
automatically turn one control off when another is
selected. It’s up to the application or a higher-level
object, like a dialog box, to manage this.

reserved Reserved for future use.

GraphicControlType

The GraphicControlType struct defines a graphical control. A
graphical control is like any other control except that it displays a
bitmap in place of the text label.

typedef struct GraphicControlType ({

UIntle id;

RectangleType bounds;

DmResID bitmapID;

DmResID selectedBitmapID;

ControlAttrType attr;

ControlStyleType style;
FontID unused;
UInt8 group;
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UInt8

reserved;

} GraphicControlType;

Your code should treat the GraphicControlType structure as
opaque. The fields in the struct are set by values you specify when
you create the control resource, and they typically do not change.
Use the functions specified in the descriptions below to retrieve and
set the values. Do not attempt to change structure member values

directly.

Field Descriptions

id

bounds

bitmapID

ID value you specified when you created the
control resource.

Bounds of the control, in window-relative
coordinates. The control’s frame is drawn
around (outside) the bounds of the control.
FrmGetObjectBounds and
FrmSetObjectBounds retrieve and set this
value.

Resource ID of the bitmap to display in the
button. You can use Ct1SetGraphics to
change this value.

selectedBitmapID If the button should show a different bitmap

attr

style

unused

when selected, this field contains the
resource ID of that bitmap. You typically use
this field for push buttons or repeating
buttons. Ct1SetGraphics can change this
value.

Control attributes. See ControlAttrType.
For a graphical control, the graphical
attribute must be set.

Style of the control. See
ControlStyleType. A graphical control
can be any type of control other than
checkboxCt1.

Unused.
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group

reserved

Group ID of a push button that is part of an

exclusive group. The control routines don’t
automatically turn one control off when
another is selected. It’s up to the application
or a higher-level object, like a dialog box, to
manage this.

Compatibility

Reserved for future use.

This struct is defined only if 3.5 New Feature Set is present.

SliderControlType

The S1liderControlType struct defines a slider control or a
feedback slider control.

UIntle
RectangleType
DmResID
DmResID
ControlAttrType
ControlStyleType
UInts8
Intlé
Intlé
Intleé
Intlé
MemPtr

} SliderControlType;

typedef struct SliderControlType {

id;

bounds;
thumbID;
backgroundID;
attr;

style;
reserved;
minvValue;
maxValue;
pageSize;
value;
activeSliderpP;

Your code should treat the S1iderControlType structure as
opaque. The fields in the struct are set by values you specify when
you create the control resource, and they typically do not change.
You can use Ct1SetSliderValues to set new minimum,
maximum, page size, and current values, and
CtlGetSliderValues to retrieve these values. Do not attempt to

change structure member values directly.
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Field Descriptions

id

bounds

thumbID

backgroundID

attr

style

reserved

minValue

maxValue

pageSize

ID value you specified when you created the
control resource.

Bounds of the control, in window-relative
coordinates. FrmGetObjectBounds and
FrmSetObjectBounds retrieve and set this
value.

Resource ID of the bitmap to use for the
slider knob (called the “thumb”). If NULL, the
default bitmap is used.

Resource ID of the bitmap to use for the
slider background. If NULL, the default
bitmap is used.

Control attributes. See ControlAttrType.
For a slider, the graphical attribute is set.

Style of the control. See
ControlStyleType. Mustbe sliderCtl
or feedbackSliderCtl.

Reserved for future use.

Value of the slider when the thumb is all the
way to the left.

Value of the slider when the thumb is all the
way to the right.

Amount by which to increase or decrease the
slider value when the user taps to the right or
left of the thumb.
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value Current value represented by the slider. Use

CtlGetValue and CtlSetValue to
retrieve and set this value.

activeSliderP Pointer to a memory location used when the

slider is active. A slider is active if it is
currently being drawn or if it is tracking the
pen. If the slider is inactive, this pointer is
NULL.

Compatibility

This struct is defined only if 3.5 New Feature Set is present.

Control Resources

Different resources are associated with different controls, as follows:

Button—Button Resource (tBTN)

Popup trigger— Popup Trigger Resource (tPUT)
Selector trigger—Selector Trigger Resource (tSLT)

Repeat control—Repeating Button Resource (tREP)
Push button—Push Button Resource (tPBN)

Check box—Check Box Resource (tCBX)

Slider— Slider Resource (tsld)

Feedback slider— Feedback Slider Resource (tslf)
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Control Functions

Purpose
Prototype

Parameters

Result

Comments

Compatibility

See Also

Purpose
Prototype
Parameters

Result

CtiDrawControl
Draw a control object (and the text or graphic in it) on screen.
void CtlDrawControl

(ControlType *controlP)

-> controlP Pointer to the control object to draw. (See

ControlType.)

Returns nothing.

The control is drawn only if its usable attribute is t rue. This
function sets the visible attribute to true.

In releases prior to Palm OS® 3.5, it is common to create graphical
buttons by drawing a button with no text label on top of a bitmap. If
3.5 New Feature Set is present, you should use graphical controls
instead. (See GraphicControlType.) Ct1DrawControl attempts
to provide backward compatibility for the old-style graphical
buttons.

CtlSetUsable, CtlShowControl

CtlEnabled

Return true if the control responds to the pen.
Boolean CtlEnabled (const ControlType *controlP)

-> controlP Pointer to control object. (See ControlType.)

Returns true if the controls object responds to the pen; false if
not.
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Comments

See Also

Purpose

Prototype

Parameters

Comments

Purpose

Prototype

Parameters

Result

This function provides no indication of whether the control is
visible on the screen. A control that doesn’t respond to the pen may
be visible, and if so, its appearance is no different from controls that
do respond to the pen. You might use such a control to display some
state of your application that cannot be modified.

CtlSetEnabled

CtiEraseControl

Erase a usable and visible control object and its frame from the
screen.

void CtlEraseControl (ControlType *controlP)

-> controlP Pointer to control object to erase. (See

ControlType.)

This function sets the visible attribute to false. If 3.5 New
Feature Set is present, it also sets the drawnAsSelected attribute
to false.

Don’t call this function directly; instead, use FrmHideObject,
which calls this function.

CtiGetLabel

Return a character pointer to a control’s text label.

const Char *CtlGetLabel
(const ControlType *controlP)

-> controlP Pointer to control object. (See ControlType.)

Returns a pointer to a null-terminated string.
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Comments

See Also

Purpose

Prototype

Parameters

Result

Comments

Compatibility

See Also

Make sure that controlP is not a graphical control or a slider
control. The graphical control and slider control structures do not
contain a text label field.

CtlSetlabel

CtiGetSliderValues

Return current values used by a slider control.

void CtlGetSliderValues (const ControlType *ctlP,
UIntlé *minValueP, UIntlé *maxValueP,
UIntlé *pageSizeP, UIntlé *valueP)

->ctlP Pointer to a control object. (See ControlType.)

<-minValueP The slider’s minimum value. Pass NULL if you
don’t want to retrieve this value.

<-maxValueP The slider’s maximum value. Pass NULL if you
don’t want to retrieve this value.

<- pageSizeP The slider’s page size value. Pass NULL if you
don’t want to retrieve this value.

<-valueP The slider’s current value. Pass NULL if you
don’t want to retrieve this value.

Returns nothing. The slider’s values are returned in the parameters
to this function.

If ct1Pis not a slider or a feedback slider, this function immediately
returns.

Implemented only if 3.5 New Feature Set is present.

CtlSetSliderValues, SliderControlType
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Purpose
Prototype
Parameters

Result

See Also

Purpose

Prototype

Parameters

Result

Comments

CtiGetValue

Return the current value of the specified control.
Intl6 CtlGetValue (const ControlType *controlP)

-> controlP Pointer to a control object. (See ControlType.)

Returns the current value of the control. For most controls the return
value is either 0 (off) or 1 (on). For sliders, this function returns the
value of the value field.

CtlSetValue, FrmGetControlGroupSelection,
FrmSetControlGroupSelection, FrmGetControlValue,
FrmSetControlValue

CtlHandleEvent
Handle event in the specified control object.

Boolean CtlHandleEvent (ControlType *controlP,
EventType pEvent)

-> controlP Pointer to control object. (See ControlType.)

-> pEvent Pointer to an EventType structure.

Returns true if an event is handled by this function. Events that are
handled are:

* penDownEvent — If the pen is within the bounds of the
control

e ctlEnterEvent, ctlRepeatEvent, and
ct1ExitEvent— If the control ID in the event data matches
the control’s ID.

The control object must be usable, visible, and respond to the pen
for this function to handle the event.
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Purpose

Prototype

Parameters

Result

Comments

See Also

When this routine receives a penDownEvent, it checks if the pen
position is within the bounds of the control object. If it is, a
ctlEnterEvent is added to the event queue and the routine exits.

When this routine receives a ct 1IEnterEvent, the control object is
redrawn as necessary as either selected or deselected, depending on
its previous state.

When this routine receives a ct 1IEnterEvent or
ct1lRepeatEvent, it checks that the control ID in the passed event
record matches the ID of the specified control. If they match, this
routine tracks the pen until it comes up or until it leaves the object’s
bounds. When that happens, ct 1SelectEvent is sent to the event
queue if the pen came up in the bounds of the control. If the pen
exits the bounds, a ct1ExitEvent is sent to the event queue.

CtiHideControl

Set a control’s usable attribute to £alse and erase the control from
the screen.

void CtlHideControl (ControlType *controlP)

-> controlP Pointer to the control object to hide. (See
ControlType.)

Returns nothing.

A control that is not usable doesn’t draw and doesn’t respond to the
pen.

This function is the same as Ct 1EraseControl except that it also
sets usable to false (in addition to setting visible to false).

Don’t call this function directly; instead, use FrmHideObject,
which performs the same function and works for all user interface
objects.

CtlShowControl
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Purpose

Prototype
Parameters
Result

Comments

Purpose

Prototype

Parameters

CtiHitControl

Simulate tapping a control. This function adds a ct1SelectEvent
to the event queue.

void CtlHitControl (const ControlType *controlP)

-> controlP Pointer to a control object. (See ControlType.)

Returns nothing.

Useful for testing.

CtiINewControl

Create a new control object dynamically and install it in the
specified form.

ControlType *CtlNewControl (void **formPP,

UIntlée ID, ControlStyleType style,

const Char *textP, Coord x, Coord y, Coord width,
Coord height, FontID font, UInt8 group,

Boolean leftAnchor)

<-> formPP Pointer to the pointer to the form in which the
new control is installed. This value is not a
handle; that is, the formPP value may change if
the object moves in memory. In subsequent
calls, always use the new formPP value
returned by this function.

-> ID Symbolic ID of the control.

-> style A ControlStyleType value specifying the
kind of control to create: button, push button,
repeating button, check box, popup trigger, or
popup selector. To create a graphical control or
slider control dynamically, use
CtlNewGraphicControl or
Ct1NewSliderControl, respectively.
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->

textP

width

height

font

group

Pointer to the control’s label text. If textP is
NULL, the control has no label. Only buttons,
push buttons, and text boxes have text labels.
Because the contents of this pointer are copied
into their own buffer, you can free the textP
pointer any time after the Ct INewControl
function returns. The buffer into which this
string is copied is freed automatically when
you remove the control from the form or delete
the form.

Horizontal coordinate of the upper-left corner
of the control’s boundaries, relative to the
window in which it appears.

Vertical coordinate of the upper-left corner of
the control’s boundaries, relative to the
window in which it appears.

Width of the control, expressed in pixels. Valid
values are 1-160. If the value of either of the
width or height parameters is 0, the control is
sized automatically as necessary to display the
text passed as the value of the text parameter.

Height of the control, expressed in pixels. Valid
values are 1-160. If the value of either of the
width or height parametersis 0, the control is
sized automatically as necessary to display the
text passed as the value of the text parameter.

Font used to draw the control’s label.

Group ID of a push button or a check box that
is part of an exclusive group. The control
routines don’t turn one control off
automatically when another is selected. It's up
to the application or a higher-level object, such
as a dialog box, to manage this.
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Result
Compatibility

See Also

Purpose

Prototype

Parameters

-> leftAnchor true specifies that the left bound of this control
is fixed. This attribute is used by controls that
resize dynamically in response to label text
changes.

Returns a pointer to the new control.

Implemented only if 3.0 New Feature Set is present.

CtlValidatePointer, FrmRemoveObject

CtiINewGraphicControl

Create a new graphical control dynamically and install it in the
specified form.

GraphicControlType *CtlNewGraphicControl

(void **formPP, UIntlé ID, ControlStyleType style,
DmResID bitmapID, DmResID selectedBitmapID,

Coord x, Coord y, Coord width, Coord height,
UInt8 group, Boolean leftAnchor)

<-> formPP Pointer to the pointer to the form in which the
new control is installed. This value is not a
handle; that is, the formPP value may change if
the object moves in memory. In subsequent
calls, always use the new formPP value
returned by this function.

-> ID Symbolic ID of the control.

-> style A ControlStyleType value specifying the
kind of control to create: button, push button,
popup trigger, repeating button, or popup
selector. Graphic controls cannot be check
boxes.

-> bitmapID Resource ID of the bitmap to display on the
control.
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Result

Compatibility

See Also

-> selectedBitmapID
Resource ID of the bitmap to display when the
control is selected, if different from bitmapID.

-> X Horizontal coordinate of the upper-left corner
of the control’s boundaries, relative to the
window in which it appears.

-> y Vertical coordinate of the upper-left corner of
the control’s boundaries, relative to the
window in which it appears.

-> width Width of the control, expressed in pixels. Valid
values are 1-160.

-> height Height of the control, expressed in pixels. Valid
values are 1-160.

-> group Group ID of a push button that is part of an
exclusive group. The control routines don’t
turn one control off automatically when
another is selected. It’s up to the application or
a higher-level object, such as a dialog box, to
manage this.

-> leftAnchor true specifies that the left bound of this control
is fixed.

Returns a pointer to the new graphical control. See
GraphicControlType.

Implemented only if 3.5 New Feature Set is present.

CtlNewSliderControl, CtlNewControl,
CtlvValidatePointer, FrmRemoveObject
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CtiINewSliderControl

Purpose Create a new slider or feedback slider dynamically and install it in

the specified form.

Prototype SliderControlType *CtlNewSliderControl

(void **formPP,

UIntlée ID, ControlStyleType style,

DmResID thumbID, DmResID backgroundID, Coord X,
Coord y, Coord width, Coord height,
UIntlé minValue, UIntlé maxValue, UIntlé pageSize,

UIntlé wvalue)

Parameters <-> formPP

-> 1D

-> style

-> thumbID

-> backgroundID

Pointer to the pointer to the form in which the
new control is installed. This value is not a
handle; that is, the formPP value may change if
the object moves in memory. In subsequent
calls, always use the new formPP value
returned by this function.

Symbolic ID of the slider.

Fither sliderCtl or feedbackSliderCtl.
See ControlStvleType.

Resource ID of the bitmap to display as the
slider thumb. The slider thumb is the knob that
the user can drag to change the slider’s value.
To use the default thumb bitmap, pass NULL for
this parameter.

Resource ID of the bitmap to display as the
slider background. To use the default
background bitmap, pass NULL for this
parameter.

Horizontal coordinate of the upper-left corner
of the slider’s boundaries, relative to the
window in which it appears.

Vertical coordinate of the upper-left corner of
the slider’s boundaries, relative to the window
in which it appears.
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Result

Compatibility

See Also

Purpose

Prototype

Parameters

Result

->width Width of the slider, expressed in pixels. Valid
values are 1-160.
->height Height of the slider, expressed in pixels. Valid

values are 1-160.

Value of the slider when its thumb is all the
way to the left.

Value of the slider when its thumb is all the
way to the right.

->minValue
->maxValue

->pageSize Amount by which to increase or decrease the
slider’s value when the user clicks to the right

or left of the thumb.

->value The initial value to display in the slider.

Returns a pointer to the new slider control. See
SliderControlType.

Implemented only if 3.5 New Feature Set is present.

CtlNewGraphicControl, Ct1NewControl,
CtlvValidatePointer, FrmRemoveObject

CtiSetEnabled

Set a control as enabled or disabled. Disabled controls do not
respond to the pen.

void CtlSetEnabled
Boolean enable)

(ControlType *controlP,

-> controlP Pointer to a control object. (See ControlType.)

true to enable the control; false to disable
the control.

-> enable

Returns nothing.
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Comments

See Also

Purpose

Prototype

Parameters

Result
Comments
Compatibility

See Also

If you disable a visible control, the control is still displayed, and its
appearance is no different from controls that do respond to the pen.
You might use such a control to inform your users of some state of
your application that cannot be modified.

CtlEnabled

CtiSetGraphics

Set the bitmaps for a graphical control and redraw the control if it is
visible.

void CtlSetGraphics (ControlType *ctlP,
DmResID newBitmapID, DmResID newSelectedBitmapID)

->ctlP Pointer to a graphical control object. (See
GraphicControlType.)

->newBitmapID Resource ID of a new bitmap to display on the
control, or NULL to use the current bitmap.

->newSelectedBitmapID
Resource ID of a new bitmap to display when
the control is selected, or NULL to use the
current selected bitmap.

Returns nothing.
If ct1P is not a graphical control, this function immediately returns.

Implemented only if 3.5 New Feature Set is present.

GraphicControlType

176 Palm OS SDK Reference



Controls
Control Functions

Purpose

Prototype

Parameters

Result

Comments

See Also

CtiSetLabel

Set the current label for the specified control object and redraw the
control if it is visible.

void CtlSetLabel (ControlType *controlP,
const Char *newLabel)

-> controlP Pointer to a control object. (See ControlType.)

-> newlLabel Pointer to the new text label. Must be a NULL-
terminated string.

Returns nothing.

This function resizes the width of the control to the size of the new
label.

This function stores the newLabel pointer in the control’s data
structure. It doesn’t make a copy of the string that is passed in.
Therefore, if you use Ct1SetLabel, you must manage the string
yourself. You must ensure that it persists for as long as it is being
displayed (that is, for as long as the control is displayed or until you
call ctlsetLabel with a new string), and you must free the string
after it is no longer in use (typically after the form containing the
control is freed).

If you never use Ct1SetLabel, you do not need to worry about
freeing a control’s label.

Make sure that controlP is not a graphical control or a slider
control. The graphical controls and slider control structures do not
contain a text label field, so attempting to set one will crash your
application.

CtlGetlabel
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Purpose

Prototype

Parameters

Result

Comments

Compatibility

See Also

CtiSetSliderValues

Change a slider control’s values and redraw the slider if it is visible.

void CtlSetSliderValues (ControlType *ctlp,
const UIntlé *minValueP, const UIntlé *maxValueP,
const UIntlé *pageSizeP, const UIntlé *valueP)

->ctlP Pointer to an inactive slider or feedback slider
control. (See SliderControlType.)

->minValueP Pointer to a new value to use for the slider’s
minimum or NULL if you don’t want to change
this value.

->maxValueP Pointer to a new value to use for the slider’s
maximum, or NULL if you don’t want to change
this value.

-> pageSizeP Pointer to a new value to use for the slider’s
page size, or NULL if you don’t want to change
this value.

->valueP Pointer to a new value to use for the current
value, or NULL if you don’t want to change this
value.

Returns nothing.

The control’s style must be sliderCtl or feedbackSliderCtl,
and it not be currently tracking the pen. If the slider is currently
tracking the pen, use Ct1SetValue to set the value field.

Implemented only if 3.5 New Feature Set is present.

CtlGetSliderValues, SliderControlType
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Purpose

Prototype

Parameters

Result

Comments

See Also

Purpose

Prototype

Parameters

Result

CtiSetUsable

Set a control to usable or not usable.

void CtlSetUsable (ControlType *controlP,
Boolean usable)

-> controlP Pointer to a control object. (See ControlType.)

-> usable true to have the control be usable; false to
have the control be not usable.

Returns nothing.

A control that is not usable doesn’t draw and doesn’t respond to the
pen.

This function doesn’t usually update the control.

CtlEraseControl, CtlHideControl, CtlShowControl

CtiSetValue

Set the current value of the specified control. If the control is visible,
it’s redrawn.

void CtlSetValue (ControlType *controlP,
Intl6 newValue)

-> controlP Pointer to a control object. (See ControlType.)

-> newValue New value to set for the control. For sliders,
specify a value between the slider’s minimum
and maximum. For graphical controls, push
buttons, or check boxes, specify 0 for off,
nonzero for on.

Returns nothing.
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Comments

Compatibility

See Also

Purpose

Prototype
Parameters
Result

Comments

See Also

This function works only with graphical controls, sliders, push
buttons, and check boxes. If you set the value of any other type of
control, the behavior is undefined.

Sliders and graphical controls are only supported if 3.5 New Feature

Set is present.

CtlGetValue, FrmGetControlGroupSelection,
FrmSetControlGroupSelection, FrmGetControlValue,
FrmSetControlValue

CtiIShowControl

Set a control’s usable attribute to t rue and draw the control on
the screen. This function calls Ct1DrawControl.

void CtlShowControl (ControlType *controlP)

-> controlP Pointer to a control object. (See ControlType.)

Returns nothing.

If the control is already usable, this function is the functional
equivalent of Ct 1DrawControl.

Sets the visible and the usable attributes to true. (See
ControlAttrType.)

Don’t use this function directly; instead use FrmShowObject,
which does the same thing.

CtlHideControl
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Purpose

Prototype

Parameters

Result

Comments

Compatibility

See Also

CtlValidatePointer

Returns true if the specified pointer references a valid control
object.

Boolean CtlValidatePointer
(const ControlType *controlP)

-> controlP Pointer to a control. (See ControlType.)

Returns true when passed a valid pointer to a control; otherwise,
returns false.

For debugging purposes; do not include this function in commercial
products. In debug builds, this function displays a dialog and waits
for the debugger when an error occurs.

Implemented only if 3.0 New Feature Set is present.

FrmValidatePtr, WinValidateHandle
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 Date and Time
Selector

iz

The Palm OS® UI provides two system resources for accepting date
and time input values. These resources are dialog boxes that contain
Ul gadgetry for entering dates and times. The Palm OS Ul also
provides routines to manage the interaction with these resources.
This chapter describes those functions.

The API described in this chapter is declared in the header files
Day.h, SelDay.h,and SelTime.h.

Date and Time Selections Data Structures

SelectDayType

typedef enum

{

selectDayByDay,// return d/m/y

selectDayByWeek, // return d/m/y with d as
same day of the week

selectDayByMonth// return d/m/y with d as
same day of the month

} SelectDayType;

DaySelectorType

typedef struct DaySelectorType
{
RectangleTypebounds;
Booleanvisible;
UInt8 reservedl;
IntlévisibleMonth;// month actually displayed
IntlévisibleYear;// year actually displayed
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DateTimeTypeselected;
SelectDayTypeselectDayBy;
UInt8 reserved2;

} DaySelectorType;

HMSTime

typedef struct ({
UInt8 hours;
UInt8 minutes;
UInt8 seconds;
UInt8 reserved;
} HMSTime;

Date and Time Selection Functions

DayHandleEvent

Purpose Handle event in the specified control. This routine handles two
types of events, penDownEvent and ct1EnterEvent.

Prototype Boolean DayHandleEvent
(const DaySelectorPtr pSelector,
const EventType *pEvent)

Parameters -> pSelector  Pointer to control object.

-> pEvent Pointer to an Event Type structure.

Result true if the event was handled or false if it was not.

Posts a daySelectEvent with information on whether to use the
date.

Comments A date is used if the user selects a day in the visible month.
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Purpose

Prototype

Parameters

Result

Compatibility

See Also

When this routine receives a penDownEvent, it checks if the pen
position is within the bounds of the control object. If it is, a
dayEnterEvent is added to the event queue and the routine exits.

When this routine receives a dayEnterEvent, it checks that the
control id in the event record matches the id of the control specified.
If they match, this routine will track the pen until it comes up in the
bounds in which case daySelectEvent is sent.

If the pen exits the bounds a dayExitEvent is sent.

SelectDay
Display a form showing a date; allow user to select a different date.

Boolean SelectDay
(const SelectDayType selectDayBy, Intlé *month,
Intlé *day, Intlé *year, const Char *title)

selectDayBy The method by which the user should choose
the day. Possible values are selectDayByDay,
selectDayByWeek, and
selectDayByMonth. See SelectDayType

<-> month, day, year
Month, day, and year selected.

-> title String title for the dialog.

true if the OK button was pressed. If true, month, day, and year
contain the new date.

Implemented only if 2.0 New Feature Set is present.

SelectDayV10
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Purpose

Prototype

Parameters

Result

Compatibility

See Also

Purpose

Prototype

Parameters

Result

SelectDayV10

Display a form showing a date, allow user to select a different date.

Boolean SelectDay (Intlé *month, Intlé *day,
Intl6é *year, const Char title)

<-> month, day, year
Month, day, and year selected. The initial

values passed in these parameters must be
valid.

-> title String title for the dialog.

Returns true if the OK button was pressed. In that case, the
parameters passed are changed.

This function corresponds to the 1.0 version of SelectDay.

SelectDay

SelectOneTime

Display a form showing the time and allow the user to select a
different time.

Boolean SelectOneTime (Intlé *hour, Intlé *minute,
const Char *titleP)

<-> hour The hour selected in the form.
<-> minute The minute selected in the form.
-> titleP A pointer to a string to display as the title.

Doesn’t change as the function executes.

Returns true if the user selects OK and false otherwise. If true is
returned, the values in hour and minute have probably been
changed.
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Comments

Compatibility

See Also

Purpose

Prototype

Parameters

Use this function instead of SelectTime if you want to display a
dialog that specifies a single point in time, not a range of time from
start to end.

Implemented only if 3.1 New Feature Set is present.

SelectTimeV33

SelectiTime

Display a form showing a start and end time. Allow the user to
select a different time.

Boolean SelectTime (TimeType * startTimeP,
TimeType * endTimeP, Boolean untimed, const Char *
titleP, Intlé startOfDay, Intlé endOfDay,

Intlé startOfDisplay)

<-> startTimeP, endTimeP
Pointers to values of type TimeType. Pass
values to display in these two parameters. If the
user makes a selection and taps the OK button,
the selected values are returned here.

-> untimed Pass in true to indicate that no time is selected.
If the user sets the time to no time then
startTimeP and EndTimeP are both set to the
constant noTime (-1).

-> titleP A pointer to a string to display as the title.
Doesn’t change as the function executes.

-> startOfDay The hour that the hour list displays at its top. To
see earlier hours, the user can scroll the list up.
The value must be between 0 to 12, inclusive.

-> endOfDay The hour used when the “All Day” button is
selected.
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Result

Comments

Compatibility

See Also

Purpose

Prototype

Parameters

->startOfDisplay
First hour initially visible.

Returns true if the user selects OK and false otherwise. If t rue is
returned, the values in hour and minute have probably been
changed.

This version of SelectTime adds the endOofDay and
startOfDisplay functionality.

Implemented if 3.5 New Feature Set is present.

SelectDay, SelectOneTime

SelectTimeV33

Display a form showing the time and allow the user to select a
different time.

This function is obsolete and should not be used.

Boolean SelectTimeV33 (TimeType *startTimeP,
TimeType *EndTimeP, Boolean untimed, Char *title,
Intle startOfDay)

<-> gtartTimeP, EndTimeP
Pointers to values of type TimeType. Pass
values to display in these two parameters. If the
user makes a selection and taps the OK button,
the selected values are returned here.

-> untimed Pass in true to indicate that no time is selected.
If the user sets the time to no time then
startTimeP and EndTimeP are both set to the
constant noTime (-1).

-> title A pointer to a string to display as the title.
Doesn’t change as the function executes.
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-> startOfDay The hour that the hour list displays at its top. To
see earlier hours, the user can scroll the list up.
The value must be between 0 to 12, inclusive.

Result Returns true if the user selects OK and false otherwise. If t rue is
returned, the values in hour and minute have probably been
changed.

Comments NOTE: Obsolete functions are provided ONLY for backward
compatibility; for example, so a 1.0 application will work on 3.x OS
releases. New code should not call these routines!

See Also SelectDay, SelectOneTime
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3= Fields

t

This chapter provides the following information about field objects:
¢ Field Data Structures

¢ Field Resources

e Field Functions

The header file Field.h declares the API that this chapter
describes. For more information on fields, see the section “Fields” in
the Palm OS Programmer’s Companion.

Field Data Structures

FieldAttrType

The FieldAttrType bit field defines the visible characteristics of
the field. The functions F1dGetAttributes and
FldSetAttributes return and set these values. There are other
functions that retrieve or set individual attributes defined here.
Those functions are noted below.

typedef struct {
UIntleée usable
UIntlé visible
UIntlé editable
UIntlé singleline
UIntlé hasFocus
UIntlé dynamicSize
UIntlé insPtVisible
UIntlée dirty
UIntlé underlined
UIntlé justification:
UIntlé autoShift
UIntlé hasScrollBar
UIntlé numeric

Ne  Ne  Ne Ne o~

o~
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} FieldAttrType;

Field Descriptions

usable

visible

editable

singleLine

hasFocus

dynamicSize

insPtVisible

If not set, the field object is not considered part
of the current interface of the application, and it
doesn’t appear on screen. The function
FldSetUsable sets this value, but it is better
to use FrmShowObject.

Set or cleared internally when the field object is
drawn or erased with Fl1dDrawField or
FrmShowObject.

If not set, the field object doesn’t accept

Graffiti® input or editing commands and the
insertion point cannot be positioned with the
pen. The text can still be selected and copied.

If set, the field is a single line of text high and
doesn’t expand to accommodate more text. If
not set, the field can grow to multiple lines.

Set internally when the field has the current
focus. The blinking insertion point appears in
the field that has the current focus. Use the
function FrmSetFocus and
FldReleaseFocus to set this value.

If set, the height of the field expands as
characters are entered into the field and

contracts as characters are deleted from the
field.

Note that a scrolling multiline field with
dynamicSize set to false will expand the
tield height as necessary, but it does not
contract as you delete characters.

If set, the insertion point is scrolled into view.
This attribute is set and cleared internally.
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dirty

underlined

justification

autosShift

hasScrollBar

numeric

FieldPtr

If set, the user has modified the field. The
functions F1dDirty and F1dSetDirty
retrieve this field’s value.

If set each line of the field, including blank
lines, is underlined. Possible values are defined
by the UnderlineModeType defined in
Window. h:

noUnderline
grayUnderline
solidUnderline

Editable text fields generally use
grayUnderline as the value.

The solidUnderline value is only valid for
Palm OS 3.1 and higher.

Specifies the text alignment. Possible values are
leftAlignand rightAlign. (left or right
justification only; centerAlignjustification is
not supported).

If set, Graffiti auto-shift rules are applied.

If set, the field has a scrollbar. The system
sends more frequent £1dChangedEvents so
the application can adjust the height
appropriately.

If set, only characters in the range of 0 through
9 are allowed in the field. Exactly one decimal
separator (either . or ,) is also allowed per
numeric field.

The FieldPtr type defines a pointer to a FieldType structure.
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typedef FieldType* FieldPtr;

You pass the FieldPtr as an argument to all field functions. You
can obtain the FieldPtr using the function FrmGetObjectPtr in
this way:

fldPtr = FrmGetObjectPtr (frm,
FrmGetObjectIndex (frm, f£1d4ID));

where £1d1ID is the resource ID assigned when you created the
field.

FieldType
The FieldType structure represents a field.

typedef struct {

UIntleé id;
RectangleType rect;
FieldAttrType attr;

Char *text;
MemHandle textHandle;
LineInfoPtr lines;
UIntlé textLen;
UIntleé textBlockSize;
UlIntle maxChars;
UIntleé selFirstPos;
UIntleé sellastPos;
UIntleé insPtXPos;
UIntlé insPtYPos;
FontID fontID;
UInts reserved;

} FieldType;

Your code should treat the FieldType structure as opaque. Use the
functions specified in the descriptions below to retrieve and set each
value. Do not attempt to change structure member values directly.
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Field Descriptions

id

rect

attr

text

textHandle

ID value you specified when you created the
tield resource. This ID value is included as part
of the event data of f1dEnterEvent.

Position and size of the field object. The
functions F1dGetBounds,
FrmGetObjectBounds, F1dSetBounds, and
FrmSetObjectBounds retrieve and set this
value.

Field object attributes. (See FieldAttrType.)

Pointer to the NULL-terminated string that is
displayed by the field object. The functions
F1dGetTextPtr and FldSetTextPtr
retrieve and set this value (see below). Never
set the value of this field directly using a
function such as StrCopy.

Handle to the stored text or to a database
record containing the stored text. The functions
FldGetTextHandle and
FldSetTextHandle retrieve and set this
value.

If textHandle is defined, the field calculates
the text pointer when it locks the handle. In
general, you should only use F1dGetTextPtr
and FldSetTextPtr on text fields that aren’t
editable. On editable text fields, use
FldGetTextHandle and
FldSetTextHandle.

Also note that editable text fields allocate the
text handle as necessary. If a user starts typing
in a field that doesn’t have a text handle
allocated, the field will allocate one. The field
also resizes the text’s memory block as
necessary when the user adds more text.
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lines

textLen

textBlockSize

maxChars

Pointer to an array of LineInfoType
structures. There is one entry in this array for
each visible line of the text. (See
LineInfoType.) The field code maintains this
array internally; you should never change the
lines array yourself.

Length in bytes of the string currently
displayed by the field object; the null
terminator is excluded. You can retrieve this
value with F1dGetTextLength.

Allocated size of the memory block that holds
the field object’s text string. You can retrieve
this value with F1dGetTextAllocatedSize.

Fields allocate memory for the field text as
needed, several bytes at a time.

Note that textBlockSize may be different
from the size of the chunk pointed to by
textHandle. The textHandle may point to
a database record that contains, in part, the text
displayed by the field. If you called
MemHandleSize on such a textHandle, the
number returned may be greater than
textBlockSize.

Maximum number of bytes the field object
accepts. The functions F1dGetMaxChars and
FldSetMaxChars retrieve and set this value.

Note the difference between textLen,
textBlockSize, and maxChars. textLen is
the size of the characters that text actually
holds. textBlockSize is the amount of
memory currently allocated for the text (which
must be greater than or equal to textLen),
and maxChars sets the maximum value that
textBlockSize and textLen can expand to.
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selFirstPos

sellastPos

insPtXPos

insPtYPos

fontID

reserved

LinelnfoPtr

For example, if you've created a text field for
users to enter their first names in, you might
specify that the maximum length of this field is
20 characters. If a user enters “John” in this
field, textLenis 4, textBlockSize is 16,
and maxChars is 20.

Starting character offset in bytes of the current
selection. Use F1dGetSelection and
FldSetSelection to retrieve and set this
value and the selLastPos value.

Ending character offset in bytes of the current
selection. When selFirstPos equals
sellLastPos, there is no selection.

Horizontal location of the insertion point,
given as the offset in bytes into the line
indicated by insPtYPos. The functions
F1dGetInsPtPosition and
FldSetInsPtPosition retrieve and set this
value.

Vertical location of the insertion point, given as
the display line where the insertion point is
positioned. The first display line is zero. The
tirst display line may be different from the first
line of text in the field if the field has been
scrolled.

Font ID for the field. See Font . h for more
information. The functions F1dGetFont and
FldSetFont retrieve and set this value.

Reserved for future use.

The LineInfoPtr type defines a pointer to the LineInfoType.
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typedef LineInfoType* LineInfoPtr;

LinelnfoType

The LineInfoType structure defines an element in the field’s
lines array. The 1ines array contains the field’s word wrapping
information. There is one element in the array per visible line in the
tield, including visible lines that contain no text. The field code
maintains this array internally; you should never change the 1ines
array yourself.

The functions F1dCalcFieldHeight, F1dGetVisiblelines,
FldRecalculateField, and F1dGetNumberOfBlanklLines
retrieve or set information in this structure. The scrolling functions
F1dGetScrollPogsition, F1dGetScrollValues,
FldScrollField, and FldSetScrollPosition also retrieve or
set information in this structure.

typedef struct ({
UIntle start;
UIntleé length;
} LineInfoType;

Field Descriptions

start The byte offset into the FieldType’s text field of the
tirst character displayed by this line. If the line is blank,
start is equal to textLen and lengthis 0.

length  The length in bytes of the portion of the string displayed
on this line. If the line is blank, the length is 0.

Field Resources

The Field Resource (tFLD) represents a field on screen.
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Field Functions

Purpose

Prototype

Parameters

Result

Comments

See Also

Purpose

Prototype
Parameters

Result

FldCalcFieldHeight

Determine the height of a field for a string.

UIntlé FldCalcFieldHeight (const Char* chars,
UIntlée maxWidth)

-> chars Pointer to a null-terminated string.

->maxWidth Maximum line width in pixels.
Returns the total number of lines needed to draw the string passed.

The width of a field is contained in the rect member of the
FieldType structure. You can retrieve this value in the following
way:
FrmGetObjectBounds (frm,
FrmGetObjectIndex (frm, £1d4ID),
&myRect) ;
fieldWidth = myRect.extent.x;
FldCalcFieldHeight (myString, fieldwWidth) ;

FldWordWrap

FldCompactText

Compact the memory block that contains the field’s text to release
any unused space.

void FldCompactText (FieldType* £1dP)
-> f1dp Pointer to a field object (FieldType structure).

Returns nothing.
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Comments

See Also

Purpose
Prototype
Parameters
Result

Comments

See Also

As characters are added to the field’s text, the block that contains the
text is grown. The block is expanded several bytes at a time so that it
doesn’t have to expand each time a character is added. This
expansion may result in some unused space in the text block.

Applications should call this function on field objects that edit data
records in place before the field is unlocked, or at any other time
when a compact field is desirable; for example, before writing to the
storage heap.

FldGetTextAllocatedSize, F1dSetTextAllocatedSize

FldCopy

Copy the current selection to the text clipboard.

void FldCopy (const FieldType* £f£1dP)

-> f1dp Pointer to a field object (FieldType structure).
Returns nothing.

This function leaves the current selection highlighted.

This function replaces anything previously in the text clipboard if
there is text to copy. If no text is selected, the function beeps and the
clipboard remains intact.

FldCut, F1dPaste
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Purpose

Prototype
Parameters
Result

Comments

See Also

Purpose

Prototype

Parameters

FldCut

Copy the current selection to the text clipboard, delete the selection
from the field, and redraw the field.

void FldCut (FieldType* £1dP)

-> f1dp Pointer to a field object (FieldType structure).
Returns nothing.

If text is selected, the text is removed from the field, the field’s dirty

attribute is set, and anything previously in the text clipboard is
replaced by the selected text.

If there is no selection or if the field is not editable, this function
beeps.

F1dCopy, F1dPaste, F1dUndo

FildDelete

Delete the specified range of characters from the field and redraw
the field.

void FldDelete (FieldType* £f£1dP, UIntlé start,
UIntlée end)

-> £1dP Pointer to the field object (FieldType
structure) to delete from.

-> start The beginning of the range of characters to
delete given as a valid byte offset into the field’s
text string.
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Result

Comments

See Also

Purpose

Prototype
Parameters

Result

See Also

->end The end of the range of characters to delete
given as a valid byte offset into the field’s text
string. On systems that support multi-byte
characters, this position must be an inter-
character boundary. That is, it must not point to
a middle byte of a multi-byte character.

Returns nothing.

This function deletes all characters from the starting offset up to the
ending offset and sets the field’s dirty attribute. It does not delete
the character at the ending offset.

If start or end point to an intra-character boundary, F1ldDelete
attempts to move the offset backward, toward the beginning of the
text, until the offset points to an inter-character boundary (i.e., the

start of a character).

FldDelete posts a f£1dChangedEvent to the event queue. If you
call this function repeatedly, you may overflow the event queue
with £1dChangedEvents. An alternative is to remove the text
handle from the field, change the text, and then set the field’s handle
again. See F1dGetTextHandle for a code example.

FldInsert, Fl1dEraseField, TxtCharBounds

FldDirty

Return true if the field has been modified since the text value was
set.

Boolean FldDirty (const FieldType* f£1dP)
-> f1dPp Pointer to a field object (FieldType structure).

Returns true if the field has been modified either by the user or
through calls to certain functions such as FldInsert and
FldDelete, false if the field has not been modified.

FldSetDirty,FieldAttrType
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Purpose
Prototype
Parameters
Result

Comments

See Also

Purpose

Prototype
Parameters
Result

Comments

FldDrawField

Draw the text of the field.
void FldDrawField (FieldType* £1dP)
-> f1dP Pointer to a field object (FieldType structure).

Returns nothing.

The field’s usable attribute must be true or the field won’t be
drawn.

This function doesn’t erase the area behind the field before drawing.

If the field has the focus, the blinking insertion point is displayed in
the field.

FldEraseField

FidEraseField

Erase the text of a field and turn off the insertion point if it’s in the
field.

void FldEraseField (FieldType* £f1dP)
-> f1dp Pointer to a field object (FieldType structure).
Returns nothing.

You rarely need to call this function directly. Instead, use
FrmHideObject, which calls F1dEraseField for you.

This function visibly erases the field from the display, but it doesn’t
modify the contents of the field or free the memory associated with
it.

If the field has the focus, the blinking insertion point is turned off.
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See Also

Purpose

Prototype
Parameters

Result

Comments

This function sets the visible attribute to false. (See
FieldAttrType.)

FldDrawField

FiIdFreeMemory

Release the handle-based memory allocated to the field’s text and
the associated word-wrapping information.

void FldFreeMemory (FieldType* £1dP)
-> f1dP Pointer to a field object (FieldType structure).

Returns nothing. May raise a fatal error message if the text
associated with the field is actually a record in a database.

This function releases

* The memory allocated to the text of a field—the memory
block that the textHandle member of the FieldType data
structure points to.

If the field’s textHandle is NULL but there is a text string
associated with that field (which is often the case with
noneditable text fields), the text string is not freed.

* The memory allocated to hold the word-wrapping
information—the memory block that the 1ines member of
the FieldType data structure points to.

This function doesn’t affect the display of the field. Fields allocate
memory for the text string as needed, so it is not an error to call this
function while the field is still displayed. That is, if text is NULL
and the user starts typing in the field, the field simply allocates
memory for text and continues.
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Purpose

Prototype

Parameters

Result

See Also

Purpose

Prototype

Parameters

Result

Comments

See Also

FldGetAttributes
Return the attributes of a field.

void FldGetAttributes
FieldAttrPtr attrP)

(const FieldType* f£1dP,

-> f1dP Pointer to a FieldType structure.
<-attrP Pointer to the FieldAttrType structure.

Returns the field’s attributes in the at t rP parameter.

FldSetAttributes

FildGetBounds

Return the current bounds of a field.

void FldGetBounds
RectanglePtr rect)

(const FieldType* £f1dP,

-> f1dp Pointer to a field object (FieldType structure).
<-rect Pointer to a RectangleType structure.

Returns nothing. Stores the field’s bounds in the RectangleType
structure reference by rect.

Returns the rect field of the FieldType structure

FldSetBounds, FrmGetObjectBounds
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Purpose
Prototype
Parameters
Result

See Also

Purpose
Prototype
Parameters
Result

Comments

See Also

FldGetFont

Return the ID of the font used to draw the text of a field.
FontID FldGetFont (const FieldType* £1dP)
-> f1dPp Pointer to a field object (FieldType structure).
Returns the ID of the font.

FldSetFont

FldGetinsPtPosition

Return the insertion point position within the string.

UIntlé FldGetInsPtPosition (const FieldType* £1dP)

-> f1dp Pointer to a field object (FieldType structure).

Returns the byte offset of the insertion point.

The insertion point is to the left of the byte offset that this function
returns. That is, if this function returns 0, the insertion point is to the
left of the first character in the string. In multiline fields, line feeds
are counted as a single character in the string, and the byte offset
after the line feed character is the beginning of the next line.

FldSetInsPtPosition
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Purpose
Prototype
Parameters

Result

See Also

Purpose

Prototype

Parameters
Result

Comments

Compatibility

FldGetMaxChars

Return the maximum number of bytes the field accepts.
UIntlée FldGetMaxChars (const FieldType* £1dP)
-> f1dP Pointer to a field object (FieldType structure).

Returns the maximum length in bytes of characters the user is
allowed to enter. This is the maxChars field in FieldType.

FldSetMaxChars

FldGetNumberOfBlankLines

Return the number of blank lines that are displayed at the bottom of
a field.

UIntlé FldGetNumberOfBlankLines
(const FieldType* £f1dP)

-> f1dP Pointer to a FieldType structure.

Returns the number of blank lines visible.

This routine is useful for updating a scroll bar after characters have
been removed from the text in a field. See the NotevViewScroll
function in the Address sample application for an example.

Implemented only if 2.0 New Feature Set is present.
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Purpose

Prototype

Parameters
Result

See Also

Purpose

Prototype

Parameters

Result

Comments

FildGetScrollPosition

Return the offset of the first character in the first visible line of a
field.

UIntlé FldGetScrollPosition
(const FieldType* £1dP)

-> f1dP Pointer to a field object (FieldType structure).
Returns the offset of the first visible character.

FldSetScrollPosition, LineInfoType

FldGetScrollValues

Return the values necessary to update a scroll bar.

void FldGetScrollValues (const FieldType* £f1dP,
UIntlé* scrollPosP, UIntlé* textHeightP,
UIntle* fieldHeightP)

-> f1d4dp Pointer to a FieldType structure.

<-scrollPosP  The line of text that is the topmost visible line.
Line numbering starts with 0.

<-textHeightP The number of lines needed to display the
tield’s text, given the width of the field.

<-fieldHeightP The number of visible lines in the field.

Returns nothing. Stores the position, text height, and field height in
the parameters passed in.

Use the values returned by this function to calculate the values you
send to SclSetScrollBar to update the scroll bar. For example:

F1dGetScrollValues (f1dP, &scrollPos,
&textHeight, &fieldHeight);
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if (textHeight > fieldHeight)
maxValue = textHeight - fieldHeight;
else if (scrollPos)

maxValue = scrollPos;
else
maxValue = 0;

SclSetScrollBar (bar, scrollPos, 0, maxValue,
fieldHeight-1) ;
}

Implemented only if 2.0 New Feature Set is present.

FldSetScrollPosition

FldGetSelection

Return the current selection of a field.

void FldGetSelection (const FieldType* £14P,
UIntlé* startPosition, UIntlé* endPosition)

-> f1dp Pointer to a field object (FieldType structure).

<- startPosition
Pointer to the start of the selected characters
range, given as the byte offset into the field’s
text.

<-endPosition Pointer to end of the selected characters range
given as the byte offset into the field’s text.

Returns the starting and ending byte offsets in startPosition
and endPosition.

The first character in a field is at offset zero.
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If the user has selected the first five characters of a field,
startPosition will contain the value 0 and endPosition the
value 5, assuming all characters are a single byte long.

FldSetSelection

FldGetTextAllocatedSize

Return the number of bytes allocated to hold the field’s text string.
Don’t confuse this number with the actual length of the text string
displayed in the field.

UIntlé FldGetTextAllocatedSize
(const FieldType* f£1dP)
-> f1dP Pointer to a field object.

Returns the number of bytes allocated for the field’s text. This is the
textBlockSize field in FieldType.

FldSetTextAllocatedSize

FldGetTextHandle

Return a handle to the block that contains the text string of a field.

MemHandle FldGetTextHandle (const FieldType* f£1dP)

-> f1dP Pointer to a field object (FieldType structure).
Returns the handle to the text string of a field or NULL if no handle
has been allocated for the field pointer.

The handle returned by this function is not necessarily the handle to
the start of the string. If you've used F1dSetText to set the field’s
text to a string that is part of a database record, the text handle
points to the start of that record. You'll need to compute the offset
from the start of the record to the start of the string. You can either
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store the offset that you passed to F1dSetText or you can compute
the offset by performing pointer arithmetic on the pointer you get
by locking this handle and the pointer returned by
FldGetTextPtr.

If you are obtaining the text handle so that you can edit the field’s
text, you must remove the handle from the field before you do so. If
you change the text while it is being used by a field, the field’s
internal structures specifying the text length, allocated size, and
word wrapping information can become out of sync. To avoid this
problem, remove the text handle from the field, change the text, and
then set the field’s text handle again. For example:

/* Get the handle for the string and unlock */
/* it by removing it from the field. */

textH = FldGetTextHandle (£1dP) ;
FldSetTextHandle (f1dP, NULL) ;

/* Insert code that modifies the string here.*/
/* The basic steps are: */

/* resize the chunk if necessary, */

/* lock the chunk, write to it, and then */

/* unlock the chunk. If the text is in a */

/* database record, use Data Manager calls. */

/* Update the text in the field. */

FldSetTextHandle (f1dP, textH) ;
FldDrawField (£1dP) ;

See Also FldSetTextHandle, F1dGetTextPtr
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FldGetTextHeight

Return the height in pixels of the number of lines that are not empty.
UIntlé FldGetTextHeight (const FieldType* £1dP)
-> f1dPp Pointer to a field object (FieldType structure).

Returns the height in pixels of the number of lines that are not
empty.

Empty lines are all of the lines in the field following the last byte of
text. Note that lines that contain only a linefeed are not empty.

FldCalcFieldHeight

FldGetTextLength

Return the length in bytes of the field’s text.
UIntlé FldGetTextLength (const FieldType* £1dP)
-> f1dp Pointer to a field object (FieldType structure).

Returns the length in bytes of a field’s text, not including the
terminating null character. This is the textLen field of FieldType.

FldGetTextPtr

Return a locked pointer to the field’s text string.
Char* FldGetTextPtr (FieldType* £1dP)
-> f1dp Pointer to a field object (FieldType structure).

Returns a locked pointer to the field’s text string or NULL if the field
is empty.
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The pointer returned by this function can become invalid if the user
edits the text after you obtain the pointer.

Do not modify the contents of the pointer yourself. If you change
the text while it is being used by a field, the field’s internal
structures specifying the text length, allocated size, and word
wrapping information can become out of sync. To avoid this
problem, follow the instructions given under F1dGetTextHandle.

FldSetTextPtr, F1dGetTextHandle

FldGetVisibleLines

Return the number of lines that can be displayed within the visible
bounds of the field.

UIntlé FldGetVisibleLines (const FieldType* £f1dP)
-> f1dp Pointer to a field object (FieldType structure).

Returns the number of lines the field displays. (This is the size of the
lines array in the FieldType structure.)

F1dGetNumberOfBlanklLines, F1dCalcFieldHeight

FildGrabFocus

Turn the insertion point on (if the specified field is visible) and
position the blinking insertion point in the field.

void FldGrabFocus (FieldType* f£1dP)
-> f1dP Pointer to a field object (FieldType structure).

Returns nothing.

You rarely need to call this function directly. Instead, use
FrmSetFocus, which calls F1dGrabFocus for you.
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One instance where you need to call F1dGrabFocus directly is to
programmatically set the focus in a field that is contained in a table
cell.

This function sets the field attribute hasFocus to true. (See
FieldAttrType.)

See Also FrmSetFocus, F1dReleaseFocus

FidHandleEvent

Purpose Handles events that affect the field, including the following:
keyDownEvent, penDownEvent, and £1dEnterEvent.

Prototype Boolean FldHandleEvent (FieldType* £1dP,
EventType* eventP)

Parameters ->f1dpP Pointer to a field object (FieldType structure).
-> eventP Pointer to an event (Event Type data
structure).

Result Returns true if the event was handled.

Comments When a keyDownEvent occurs in an editable text field, the
keystroke appears in the field if it's a printable character or
manipulates the insertion point if it'’s a “movement” character. The
tield is automatically updated.

When a penDownEvent occurs, the field sends a f1dEnterEvent
to the event queue.

When a f1dEnterEvent occurs, the field grabs the focus. If the
user has tapped twice in the current location, the word at that
location is selected. If the user has tapped three times, the entire line
is selected. Otherwise, the insertion point is placed in the specified
position.

When a menuCmdBarOpenEvent occurs, the field adds paste, copy,
cut, and undo buttons to the command toolbar. These buttons are

only added if they make sense in the current context. That is, the cut
button is only added if the field is editable, the paste button is only
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added if there is text on the clipboard and the field is editable, and
the undo button is only added if there is an action to undo.

If the event alters the contents of the field, this function visually
updates the field.

This function doesn’t handle any events if the field is not editable or
usable.

Double-tapping to select a word and triple-tapping to select a line
are only supported if 3.5 New Feature Set is present.

FldHandleEvent only handles the menuCmdBarOpenEvent if 3.5
New Feature Set is present.

Fildinsert

Replace the current selection if any with the specified string and
redraw the field.

Boolean FldInsert (FieldType* £f1dP,
const Char* insertChars, UIntlé insertLen)

-> f1dP Pointer to the field object (FieldType
structure) to insert to.

-> insertChars Text string to be inserted.

-> insertLen Length in bytes of the text string to be inserted,
not counting the trailing null character.

Returns true if string was successfully inserted. Returns false if:
® The insertLen parameter is 0.
¢ The field is not editable.

¢ Adding the text would exceed the field’s size limit (the
maxChars value).

* More memory must be allocated for the field, and the
allocation fails.

Palm OS SDK Reference 215



Fields
Field Functions

Comments

See Also

Purpose

Prototype
Parameters

Result

Comments

See Also

If there is no current selection, the string passed is inserted at the
position of the insertion point.

This function sets the field’s dirty attribute and posts a
fldchangedEvent to the event queue. If you call this function
repeatedly, you may overflow the event queue with
fldChangedEvents. An alternative is to remove the text handle
from the field, change the text, and then set the field’s handle again.
See F1dGetTextHandle for a code example.

FldPaste, FldDelete, F1dCut, F1dCopy

FldMakeFullyVisible

Cause a dynamically resizable field to expand its height to make its
text fully visible.

Boolean FldMakeFullyVisible (FieldType* £1dP)
-> f1dP Pointer to a field object (FieldType structure).

Returns true if the field is dynamically resizable and was not fully
visible; false otherwise.

Use this function on a field whose dynamicSize attribute is true
(see FieldAttrType).

This function does not actually resize the field. Instead, it computes
how big the field should be to be fully visible and then posts this
information to the event queue in a f1dHeightChangedEvent.

If the field is contained in a table, the table’s code handles the
fldHeightChangedEvent. If the field is directly on a form, your
application code should handle the f1dHeightChangedEvent
itself. The form code does not handle the event for you. Note that
the constant maxFieldLines defines the maximum number of
lines a field can expand to if the field is using the standard font.

TblHandleEvent
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FldNewField

Create a new field object dynamically and install it in the specified
form.

FieldType *FldNewField (void **formPP, UIntlé id,
Coord x, Coord y, Coord width, Coord height,
FontID font, UInt32 maxChars, Boolean editable,
Boolean underlined, Boolean singleline,

Boolean dynamicSize,

JustificationType justification,

Boolean autoShift, Boolean hasScrollBar,

Boolean numeric)

<-> formPP Pointer to the pointer to the form in which the
new field is installed. This value is not a handle;
that is, the old form pointer value is not
necessarily valid after this function returns. In
subsequent calls, always use the new form
pointer value returned by this function.

->1id Symbolic ID of the field, specified by the
developer. By convention, this ID should match
the resource ID (not mandatory).

->x Horizontal coordinate of the upper-left corner
of the field’s boundaries, relative to the
window in which it appears.

>y Vertical coordinate of the upper-left corner of
the field’s boundaries, relative to the window
in which it appears.

->width Width of the field, expressed in pixels.
->height Height of the field, expressed in pixels.

-> font Font to use to draw the field’s text.
->maxChars Maximum number of bytes held by the field

this function creates.
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-> editable

->underlined

-> singleLine

->dynamicSize

->justification

-> autoShift

-> hasScrollBar

-> numeric

Pass true to create a field in which the user can
edit text. Pass false to create a field that
cannot be edited.

Pass noUnderline for no underline, or
grayUnderline to have the field underline
the text it displays. On Palm OS® version 3.1
and higher, pass solidUnderline to usea
solid underline instead of a dotted underline.

Pass true to create a field that can display only
a single line of text.

Pass true to create a field that resizes
dynamically according to the amount of text it
displays.

Pass either of the values leftAlign or
rightAlign to specify left justification or
right justification, respectively. The
centerAlign value is not supported.

Pass true to specify the use of Palm OS 2.0
(and later) auto-shift rules.

Pass true to attach a scroll bar control to the
field this function creates.

Pass true to specify that only characters in the
range of 0 through 9 are allowed in the field.

Result Returns a pointer to the new field object or NULL if there wasn’t
enough memory to create the field. Out of memory situations could
be caused by memory fragmentation.

Implemented only if 3.0 New Feature Set is present.

See Also FrmvValidatePtr, WinValidateHandle,

CtlValidatePointer, FrmRemoveObject
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FldPaste

Replace the current selection in the field, if any, with the contents of
the text clipboard.

void FldPaste (FieldType* £1dP)
-> f1dp Pointer to a field object (FieldType structure).
Returns nothing

The function performs these actions:
e Scrolls the field, if necessary, so the insertion point is visible.

¢ Inserts the clipboard text at the position of the insertion point
if there is no current selection.

¢ Positions the insertion point after the last character inserted.

e Doesn’t delete the current selection if there is no text in the
clipboard.

FldInsert, FldDelete, F1dCut, F1dCopy F1dUndo

FldRecalculateField

Update the structure that contains the word-wrapping information
for each visible line.

void FldRecalculateField (FieldType* £14dP,
Boolean redraw)

-> f1dp Pointer to a field object (FieldType structure).
-> redraw If true, redraws the field. Currently, this

parameter must be set to t rue to update the
word-wrapping information.

Returns nothing.
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If necessary, this function reallocates the memory block that
contains the displayed lines information, the LineInfoType
structure pointed to by the 1ines member of the FieldType data
structure.

Call this function if the field’s data structure is modified in a way
that invalidates the visual appearance of the field (for example, if
you update a field’s text with F1dSet Text Ptr). However, many of
the field functions, such as F1dSetTextHandle, FldInsert, and
FldDelete, recalculate the word-wrapping information for you.

FldReleaseFocus

Turn the blinking insertion point off if the field is visible and has the
current focus, reset the Graffiti state, and reset the undo state.

void FldReleaseFocus (FieldType* £f1dP)
-> f1dp Pointer to a field object (FieldType structure).
Returns nothing.

This function sets the field attribute hasFocus to false. (See
FieldAttrType.)

Usually, you don’t need to call this function. If the field is in a form
or in a table that doesn’t use custom drawing functions, the field
code releases the focus for you when the focus changes to some
other control. If your field is in any other type of object, such as a
table that uses custom drawing functions or a gadget, you must call
FldReleaseFocus when the focus moves away from the field.

Fl1dGrabFocus
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FildScrollable

Return true if the field is scrollable in the specified direction.

Boolean FldScrollable (const FieldType* f£1dP,
WinDirectionType direction)

-> f1dp Pointer to a field object (FieldType structure).
->direction The direction to test. DirectionType is

defined in Window. h. It is an enum defining
the constants up and down.

Returns true if the field is scrollable in the specified direction;
false otherwise.

FldScrollField

FldScrollField

Scroll a field up or down by the number of lines specified.

void FldScrollField (FieldType* £f1dP,
UIntlé linesToScroll, WinDirectionType direction)

-> f1dp Pointer to a field object (FieldType structure).

-> linesToScroll
Number of lines to scroll.

->direction The direction to scroll. DirectionType is
defined in Window. h. It is an enum defining
the constants up and down.

Returns nothing.

This function can’t scroll horizontally, that is, right or left.

The field object is redrawn if it’s scrolled; however, the scrollbar is
not updated. Use SclSetScrollBar to update the scrollbar. For
example:
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FldScrollField (f1dP, linesToScroll,
direction) ;

// Update the scroll bar.
SclGetScrollBar (bar, &value, &min, &max,

&pageSize) ;
if (direction == up)
value -= linesToScroll;
else

value += linesToScroll;

SclSetScrollBar (bar, value, min, max,
pageSize) ;

If the field is not scrollable in the direction indicated, this function
returns without performing any work. You can use
FldScrollable before calling this function to see if the field can
be scrolled.

FldScrollable, F1dSetScrollPosition

FldSendChangeNotification

Send a f1dChangedEvent to the event queue.

void FldSendChangeNotification
(const FieldType* £f£1dP)

-> f1dP Pointer to a field object.
Returns nothing.

This function is used internally by the field code. You normally
never call it in application code.
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FldSendHeightChangeNotification

Send a £1dHeightChangedEvent to the event queue.

void FldSendHeightChangeNotification
(const FieldType* f1dP, UIntlé pos,
Intl6 numLines)

-> f1dp Pointer to a field object.
-> pos Character position of the insertion point.
->numLines New number of lines in the field.

Returns nothing.

This function is used internally by the field code. You normally
never call it in application code.

FildSetAttributes
Set the attributes of a field.

void FldSetAttributes (FieldType* £f1dP,
const FieldAttrPtr attrP)

-> f1d4p Pointer to a FieldType structure.
->attrPp Pointer to the attributes.

Returns nothing.

This function does not do anything to make the new attribute values
take effect. For example, if you use this function to change the value
of the underline attribute, you won't see its effect until you call
FldDrawField.
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You usually do not have to modify field attributes at runtime, so
you rarely need to call this function.

FldGetAttributes, FieldAttrType

FldSetBounds

Change the position or size of a field.

void FldSetBounds (FieldType* f1dP,
const RectangleType* rP)

-> f1dP Pointer to a field object (FieldType structure).
->rP Pointer to a RectangleType structure that

contains the new bounds of the display.

Returns nothing. May raise a fatal error message if the memory
block that contains the word-wrapping information needs to be
resized and there is not enough space to do so.

If the field is visible, the field is redrawn within its new bounds.

NOTE: You can change the height or location of the field while
it’s visible, but do not change the width.

The memory block that contains the word-wrapping information
(see LineInfoType) will be resized if the number of visible lines is
changed. The insertion point is assumed to be off when this routine
is called.

Make sure that rect is at least as tall as a single line in the current
font. (You can determine this value by calling FntLineHeight.) If
it’s not, results are unpredictable.

F1dGetBounds, FrmSetObjectBounds
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FldSetDirty
Set whether the field has been modified.
void FldSetDirty

(FieldType* £f1dP, Boolean dirty)

-> f1dP Pointer to a field object (FieldType structure).
->dirty true if the text is modified.

Returns nothing.

You typically call this function when you want to clear the dirty
attribute. The dirty attribute is set when the user enters or deletes
text in the field. It is also set by certain field functions, such as
FldInsert and FldDelete.

FldDirty

FldSetFont

Set the font used by the field, update the word-wrapping
information, and draw the field if the field is visible.

void FldSetFont (FieldType* f1dP, FontID fontID)

-> f1dp Pointer to a field object (FieldType structure).

-> fontID ID of new font.
Returns nothing.

FldGetFont, FieldAttrType
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FldSetIinsertionPoint

Set the location of the insertion point based on a specified string
position.

void FldSetInsertionPoint (FieldType* £14dP,
UIntlé pos)

-> f£1dP Pointer to a FieldType structure.
-> pos New location of the insertion point, given as a

valid offset in bytes into the field’s text. On
systems that support multi-byte characters, you
must make sure that this specifies an inter-
character boundary (does not specify the
middle or end bytes of a multi-byte character).

Nothing.

This routine differs from F1dSet InsPtPosition in thatit doesn’t
make the character position visible. F1dSet InsertionPoint also
doesn’t make the field the current focus of input if it was not
already.

Implemented only if 2.0 New Feature Set is present.

TxtCharBounds

FldSetInsPtPosition

Set the location of the insertion point for a given string position.

void FldSetInsPtPosition (FieldType* £14dP,
UIntlé pos)

-> f1dp Pointer to a field object (FieldType structure).
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-> pos New location of the insertion point, given as a
valid offset in bytes into the field’s text. On
systems that support multi-byte characters, you
must make sure that this specifies an inter-
character boundary (does not specify the
middle or end bytes of a multi-byte character).

Returns nothing.

If the position is beyond the visible text, the field is scrolled until the
position is visible.

FldGetInsPtPosition, TxtCharBounds

FldSetMaxChars

Set the maximum number of bytes the field accepts (the maxChars
value).

void FldSetMaxChars (FieldType* £f1dP,
UIntl6é maxChars)

-> f1dP Pointer to a field object (FieldType structure).
->maxChars Maximum size in bytes of the characters the

user may enter. You may specify any value up
to maxFieldTextLen.

Returns nothing.

Line feed characters are counted when the length of characters is
determined.

FldGetMaxChars
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FildSetScrollPosition

Scroll the field such that the character at the indicated offset is the
tirst character on the first visible line. Redraw the field if necessary.

void FldSetScrollPosition (FieldType* £14P,
UIntlé pos)

-> f1dP Pointer to a field object (FieldType structure).
-> pos Byte offset into the field’s text string of first

character to be made visible. On systems that
support multi-byte characters, you must make
sure that this specifies an inter-character
boundary (does not specify the middle or end
bytes of a multi-byte character).

Returns nothing.

This function scrolls the field but does not update the field’s
scrollbar. You should update the scrollbar after calling this function.
To do so, first call F1dGetScrollValues to determine the values
to use, and then call Sc1SetScrollBar.

FldGetScrollPosition, F1dScrollField, TxtCharBounds

FildSetSelection

Set the current selection in a field and highlight the selection if the
field is visible.

void FldSetSelection (FieldType* £f1dP,
UIntlé startPosition, UIntlé endPosition)

-> f1dPp Pointer to a field object (FieldType structure).

-> startPosition
Starting offset of the character range to
highlight, given as a byte offset into the field’s
text.
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->endPosition Ending offset of the character range to
highlight. The ending offset should be greater
than or equal to the starting offset. On systems
that support multi-byte characters, this position
must be an inter-character boundary. That is, it
must not point to a middle byte of a multi-byte
character.

Returns nothing.

To cancel a selection, set both startPosition and endPosition
to the same value. If startPosition equals endPosition, then
the current selection is unhighlighted.

If either startPosition or endPosition point to an intra-
character boundary, F1dSetSelection attempts to move that
offset backward, toward the beginning of the string, until the offset
points to an inter-character boundary (i.e., the start of a character).

TxtCharBounds

FldSetText

Set the text value of the field without updating the display.

void FldSetText (FieldType* £f1dP,
MemHandle textHandle, UIntlé offset, UIntlé size)

-> f1dp Pointer to a field object (FieldType structure).

-> textHandle  Unlocked handle of a block containing a null-
terminated text string. Pass NULL for this
parameter to remove the association between
the field and the string it is currently displaying
so that the string is not freed with the field
when the form is deleted.

-> offset Offset from start of block to start of the text
string.
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-> size Allocated size of text string, not the string
length.

Returns nothing.

This function allows applications to perform editing in place in
memory. You can use it to point the field to a string in a database
record so that you can edit that string directly using field routines.

The handle that you pass to this function is assumed to contain a
null-terminated string starting at of £set bytes in the memory
chunk. The string should be between 0 and size - 1 bytes in length.
The field does not make a copy of the memory chunk or the string
data; instead, it stores the handle to the record in its structure.

FldSetText updates the word-wrapping information and places
the insertion point after the last visible character, but it does not
update the display. You must call F1ldDrawField after calling this
function to update the display.

FldSetText increments the lock count for textHandle and
decrements the lock count of its previous text handle (if any).

Because F1dSetText (and FldSetTextHandle) may be used to
edit database records, they do not free the memory associated with
the previous text handle. If the previous text handle points to a
string on the dynamic heap and you want to free it, use
FldGetTextHandle to obtain the handle before using
FldSetText and then free that handle after using F1dSetText.
(See F1dSetTextHandle for a code example.)

If the field points to a database record, you want the memory
associated with the text handle to persist; however, this memory
and all other memory associated with the field is freed when the
tield itself is freed, which happens when the form is closed. If you
don’t want the memory associated with the text handle freed when
the field is freed, use F1dSetText and pass NULL for the text
handle immediately before the form is closed. Passing NULL
removes the association between the field and the text handle that
you want retained. That text handle is unlocked as a result of the

230 Palm OS SDK Reference



Fields
Field Functions

See Also

Purpose

Prototype

Parameters

Result

Comments

See Also

Purpose

Prototype

Parameters

FldSetText call, and when the field is freed, there is no text
handle to free with it.

FldSetTextPtr, F1dSetTextHandle

FildSetTextAllocatedSize

Set the number of bytes allocated to hold the field’s text string.
Don’t confuse this with the actual length of the text string displayed
in the field.

void FldSetTextAllocatedSize (FieldType* £f1dP,
UIntlé allocatedSize)

-> f1dp Pointer to a field object (FieldType structure).

->allocatedSize
Number of bytes to allocate for the text.

Returns nothing.

This function generally is not used. It does not resize the field’s
allocated memory for the text string; it merely sets the
textBlockSize field of the FieldType structure. The value of
this field is computed and maintained internally by the field, so you
should not have to call F1dSetTextAllocatedSize directly.

FldGetTextAllocatedSize, F1dCompactText

FldSetTextHandle

Set the text value of a field to the string associated with the specified
handle. Does not update the display.

void FldSetTextHandle (FieldType* £f1dP,
MemHandle textHandle)

-> f1dP Pointer to a field object (FieldType structure).
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-> textHandle  Unlocked handle of a field’s text string. Pass
NULL for this parameter to remove the
association between the field and the string it is
currently displaying so that the string is not
freed with the field when the form is deleted.

Result Returns nothing.

Comments  This function differs from F1dSetText in that it uses the entire
memory chunk pointed to by textHandle for the string. In fact,
this function simply calls F1dSetText with an offset of 0 and a size
equal to the entire length of the memory chunk. Use it to have the
field edit a string in a database record if the entire record consists of
that string, or use it to have the field edit a string in the dynamic
heap.

FldSetTextHandle updates the word-wrapping information and
places the insertion point after the last visible character, but it does
not update the display. You must call F1dDrawField after calling
this function to update the display.

FldSetTextHandle increments the lock count for textHandle
and decrements the lock count of its previous text handle (if any).

Because F1dSetTextHandle (and F1dSetText) may be used to
edit database records, they do not free the memory associated with
the previous text handle. If the previous text handle points to a
string on the dynamic heap and you want to free it, use
F1ldGetTextHandle to obtain the handle before using
FldSetText and then free that handle after using F1dSetText.
For example:

/* get the old text handle */
0ldTxtH = FldGetTextHandle (£1dP) ;

/* change the text and update the display */
FldSetTextHandle (£1dP, txtH) ;
FldDrawField (£1dP) ;

/* free the old text handle */
if (o0oldTxtH != NULL)
MemHandleFree (01ldTxtH) ;
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See Also

Purpose
Prototype

Parameters

Result

Comments

If the field points to a database record, you want the memory
associated with the text handle to persist; however, this memory
and all other memory associated with the field is freed when the
tield itself is freed, which happens when the form is closed. If you
don’t want the memory associated with the text handle freed when
the field is freed, use F1dSetTextHandle and pass NULL for the
text handle immediately before the form is closed. Passing NULL
removes the association between the field and the text handle that
you want retained. That text handle is unlocked as a result of the
FldSetTextHandle call, and when the field is freed, there is no
text handle to free with it.

FldSetTextPtr, F1dSetText

FldSetTextPtr

Set a noneditable field’s text to point to the specified text string.

void FldSetTextPtr (FieldType* f1dP, Char* textP)

-> f1dp Pointer to a field object (FieldType structure).
-> textP Pointer to a null-terminated string.

Returns nothing. May display an error message if passed an editable
text field.

Do not call F1dSetTextPtr with an editable text field. Instead, call
FldSetTextHandle for editable text fields. F1dSetTextPtr is
intended for displaying noneditable text in the user interface.

If the field has more than one line, use F1dRecalculateField to
recalculate the word wrapping.

This function does not visually update the field. Use
FldDrawField to do so.

The field never frees the string that you pass to this function, even
when the field itself is freed. You must free the string yourself.
Before you free the string, make sure the field is not still displaying
it. Set the field’s string pointer to some other string or call
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See Also

Purpose

Prototype

Parameters

Result

Comments

See Also

Purpose

Prototype

Parameters

Result

See Also

FldSetTextPtr (£1dP, NULL) before freeing a string you have
passed using this function.

FldSetTextHandle, F1dGetTextPtr

FildSetUsable

Set a field to usable or nonusable.

void FldSetUsable
Boolean usable)

(FieldType* £1dP,

£f1d4p Pointer to a FieldType structure.
usable true to set usable; false to set nonusable.

Returns nothing.

A nonusable field doesn’t display or accept input.

Use FrmHideObject and FrmShowObject instead of using this
function.

FldEraseField, F1dDrawField, FieldAttrType

FidUndo

Undo the last change made to the field object, if any. Changes
include typing, backspaces, delete, paste, and cut.
void FldUndo (FieldType* £1dP)

fldp Pointer to the field (FieldType structure) that

has the focus.

Returns nothing.

FldPaste, F1dCut, FldDelete, FldInsert
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Purpose

Prototype

Parameters

Result

See Also

FldWordWrap

Given a string and a width, return the number of bytes of characters
that can be displayed using the current font.

UIntlé FldWordWrap (const Char* chars,
Intl6 maxWidth)

-> chars Pointer to a null-terminated string.

->maxWidth Maximum line width in pixels.
Returns the length in bytes of the characters that can be displayed.

FntWordWrap
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" Find

This chapter provides reference material for the global find facility.
The API for the find facility is defined in the header file Find.h.

iz

Find Functions

FindDrawHeader

Purpose Draw the header line that separates, by database, the list of found
items.

Prototype Boolean FindDrawHeader (FindParamsPtr findParams,
Char const* title)

Parameters findParams Handle of FindParamsPtr.
title Description of the database (for example
Memos).

Result Returns true if Find screen is filled up. Applications should exit
from the search if this occurs.

FindGetLineBounds

Purpose Returns the bounds of the next available line for displaying a match
in the Find Results dialog.

Prototype void FindGetLineBounds
(const FindParamsType *findParams, RectanglePtr r)

Parameters findParams Handle of FindParamsPtr.
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Result

Purpose

Prototype

Parameters

Result

Comments

r Pointer to a structure to hold the bounds of the
next results line.

Returns nothing.

FindSaveMatch

Saves the record and position within the record of a text search
match. This information is saved so that it’s possible to later
navigate to the match.

Boolean FindSaveMatch (FindParamsPtr findParams,
UIntl6é recordNum, UIntlée pos, UIntlé fieldNum,
UInt32 appCustom, UIntlé cardNo, LocalID dbID)

findParams Handle of FindParamsPtr.

recordNum Record index.

pos Offset of the match string from start of record.

fieldNum Field number the string was found in.

appCustom Extra data the application can save with a
match.

cardNo Card number of the database that contains the
match.

dbID Local ID of the database that contains the
match.

Returns true if the maximum number of displayable items has
been exceeded

Called by application code when it gets a match.
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Purpose

Prototype

Parameters

Result

Comment

FindStrInStr

Perform a case-blind partial word search for a string in another
string. This function assumes that the string to find has already been
normalized for searching.

Boolean FindStrInStr (Char const *strToSearch,
Char const *strToFind, UIntlé *posP)

strToSearch String to search.

strToFind Normalized version of the text string to be
found.

posP Pointer to offset in search string of the match.

Returns true if the string was found. FindStrInStr matches the
beginnings of words only; that is, st rToFind must be a prefix of
one of the words in strToSearch for FindStrInStr to return
true.

Don’t use this function on systems that support the Text Manager.
Instead, use Txt FindString, which performs searches on strings
that contain multi-byte characters and returns the length of the
matching text.

On systems that don’t support the Text Manager, use
TxtGlueFindString, found in the PalmOSGlue library. For more
information, see Chapter 62, “PalmOSGlue Library.”

The method by which a search string is normalized varies
depending on the version of Palm OS® and the character encoding
supported by the device. The string passed to your application in
the strToFind field of the sysAppLaunchCmdFind launch code
parameter block has already been normalized. It can be passed
directly to FindStrInStr, TxtFindString, or
TxtGlueFindString. If you have to create your own normalized
search string, use TxtGluePrepFindString, also in the
PalmOSGlue library.
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3= Forms

t

This chapter provides the following information about form objects:

¢ Form Data Structures

¢ Form Constants

e Form Resources

e Form Functions

* Application-Defined Functions

The header file Form.h declares the API that this chapter describes.
For more information on forms, see the section “Forms, Windows,
and Dialogs” in the Palm OS Programmer’s Companion.

Form Data Structures

FormAttrType

The FormAttrType bit field defines the visible characteristics of
the form.

typedef struct ({
UIntlé usable
UIntlé enabled
UIntlé visible
UIntlée dirty ;
UIntlé saveBehind :1;
UIntle graffitiShift:1;
UIntlé globalsAvailable : 1;
UIntlé doingDialog : 1;
UIntlé exitDialog : 1;
UIntlé reserved :7;
UIntlé reserved2;

} FormAttrType;

PR

.~
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Your code should treat the FormAttrType bit field as opaque. Do
not attempt to change bit field member values directly.

Field Descriptions

usable

enabled

visible

dirty

saveBehind

graffitishift

globalsAvailable

doingDialog
exitDialog
reserved

reserved?2

Compatibility

Not set if the form is not considered part
of the current interface of the application,
and it doesn’t appear on screen.

Not used.

Set or cleared internally when the field
object is drawn or erased.

Not used.

Set if the bits behind the form are saved
when the form is drawn.

Set if the graffiti shift indicator is
supported.

System use only.

System use only.
System use only.
Reserved for system use.

Reserved for system use.

The globalsAvailable, doingDialog, and exitDialog flags
are present only if 3.5 New Feature Set is present.

FormBitmapType

The FormBitmapType structure defines the visible characteristics

of a bitmap on a form.

typedef struct

FormObjAttrType attr;

PointType

pos;
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UIntlé rsclD;
} FormBitmapType;

Field Descriptions

attr See FormObjAttrType.
pos Location of the bitmap.
rscID Resource ID of the bitmap. If you use

DmGetResource with this value as the resource ID,
it returns a pointer to a BitmapType structure.

FormFrameType

The FormFrameType structure defines a frame that appears on the
form.

typedef struct ({
UIntle id;
FormObjAttrType attr;
RectangleType rect;
UIntleé frameType;
} FormFrameType;

Field Descriptions

id ID of the frame.
attr See FormObjAttrType.
rect Location and size of the frame.

frameType The type of frame.

FormGadgetAttrType
The FormGadgetAttrType bit field defines a gadget’s attributes.

typedef struct ({
UIntlé usable : 1;
UIntlé extended : 1;
UIntlé visible : 1;
UIntlé reserved : 13;
} FormGadgetAttrType;
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Your code should treat the FormGadgetAttrType structure as
opaque. Use the functions specified in the descriptions below to
retrieve and set each value. Do not attempt to change structure
member values directly.

Field Descriptions

usable Not setif the gadget is not considered part of the current
interface of the application, and it doesn’t appear on
screen. This is set by FrmShowObject and cleared by
FrmHideObject.

extended If set, the gadget is an extended gadget. Extended
gadgets are supported if 3.5 New Feature Set is present.
An extended gadget has the handler field defined in its
FormGadgetType. If not set, the gadgets is a standard
gadget compatible with all releases of Palm OS®.

visible Setor cleared when the gadget is drawn or erased.
FrmHideObject clears this value. You should set it
explicitly in the gadget’s callback function (if it has one)
in response to a draw request.

reserved Reserved for future use.

Compatibility
This type is defined only if 3.5 New Feature Set is present.

FormGadgetType

The FormGadget Type structure defines a gadget object that
appears on a form.

typedef struct(

UIntle id;

FormGadgetAttrType attr;

RectangleType rect;

const void * data;

FormGadgetHandlerType *handler;
} FormGadgetType;

Your code should treat the FormGadget Type structure as opaque.
Use the functions specified in the descriptions below to retrieve and
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set each value. Do not attempt to change structure member values
directly.

Field Descriptions

id ID of the gadget resource.

attr See FormGadgetAttrType.

rect Location and size of the object.

data Pointer to any specific data that needs to be stored.

You can set and retrieve the value of this field with
FrmGetGadgetData and FrmSetGadgetData.

handler Pointer to a callback function that controls the
gadget’s behavior and responds to events. You can
set this field with FrmSetGadgetHandler.

Compatibility

In Palm OS® releases prior to 3.5, the attr field was of type
FormObjAttrType and the handler field did not exist.

FormLabelType

The FormLabelType structure defines a label that appears on a
form.
typedef struct {

UIntlé id;
PointType pos;
FormObjAttrType attr;
FontID fontID;
UInt8 reserved;
Char * text;

} FormLabelType;

Your code should treat the FormLabel1Type structure as opaque.
Do not attempt to change structure member values directly.
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Field Descriptions

id Resource ID of the label.

pos Location of the label.

attr See FormObjAttrType.

fontID Font ID of the font used for the label.

reserved Reserved for future use.

text Text of the label.

FormLineType
The FormLineType structure defines a line appearing on a form.

typedef struct {
FormObjAttrType attr;
PointType pointl;
PointType point2;
} FormLineType;

Your code should treat the FormLineType structure as opaque. Do
not attempt to change structure member values directly.

Field Descriptions

attr See FormObjAttrType.
pointl Starting point of the line.
point2 Ending point of the line.
FormODbjAttrType

The FormObjAttrType bit field defines a form object’s attributes.

typedef struct {
UIntlé usable : 1;
UIntlé reserved : 15;
} FormObjAttrType;

Your code should treat the FormObjAt trType structure as opaque.
Do not attempt to change structure member values directly.
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Field Descriptions

usable Not set if the object is not considered part of the
current interface of the application, and it doesn’t
appear on screen.

reserved Reserved for future use.

FormObjectKind

The FormObjectKind enum specifies values for the objectType
field of the FormObjListType. It specifies how to interpret the
object field.

enum formObjects
frmFieldObj,
frmControlObj,
frmListObj,
frmTableObj,
frmBitmapObij,
frmLineObj,
frmFrameObj,
frmRectangleObj,
frmLabelObj,
frmTitleObj,
frmPopupObij,
frmGraffitiStateObj,
frmGadgetObj,
frmScrollbarObj,

}i

typedef enum formObjects FormObjectKind;

Value Descriptions

frmFieldObj Text field
frmControlObj Control
frmListObj List
frmTableObj Table
frmBitmapObj Form bitmap

Palm OS SDK Reference 247



Forms
Form Data Structures

frmLineObj
frmFrameObj
frmRectangleObj
frmLabelObj
frmTit1leObj
frmPopupOb]j
frmGraffitiStateObj
frmGadgetObj

frmScrollbarObj

FormObjectType

Line

Frame

Rectangle

Label

Form title

Popup list

Graffiti® state indicator
Gadget (custom object)
Scrollbar

The FormObjectType union points to the C structure for a user
interface object that appears on the form.

typedef union {

void * ptr;
FieldType* field;
ControlType* control;
GraphicControlType * graphicControl;
SliderControlType * sliderControl;
ListType* list;
TableType* table;
FormBitmapType* bitmap;
FormLabelType * label;
FormTitleType* title;
FormPopupType* popup;
FormGraffitiStateType* grfState;
FormGadgetType* gadget;
ScrollBarType* scrollBar;

} FormObjectType;

Your code should treat the FormObjectType structure as opaque.
Do not attempt to change structure member values directly.
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Field Descriptions

ptr Used when the object’s type is not one of those
specified below.

field Text field’s structure. See FieldType.

control Control’s structure. See ControlType.

graphicControl Graphic button structure. See
GraphicControlType.

sliderControl Slider control structure. See
SliderControlType.

list List object’s structure. See ListType.

table Table structure. See TableType.

bitmap Form bitmap’s structure. See
FormBitmapType.

label Label’s structure. See FormLabelType.

title Form title’s structure. See FormTitleType.

popup Popup list’s structure. See FormPopupType.

grfState Graffiti shift indicator’s structure. See

FrmGraffitiStateType.

gadget Gadget (custom Ul resource) structure. See
FormGadgetType.

scrollbar Scroll bar’s structure. See ScrollBarType.

Compatibility

The graphicControl and sliderControl fields are only
defined if 3.5 New Feature Set is present.

FormObijListType

The FormObjectListType structure specifies a user interface
object that appears on the form.
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typedef struct ({
FormObjectKind objectType;
UInts8 reserved;
FormObjectType object;

} FormObjListType;

Your code should treat the FormObjListType structure as opaque.
Do not attempt to change structure member values directly.

Field Descriptions

objectType Specifies the type of the object (control, field, etc.).
See FormObjectKind.

reserved Reserved for future use.

object The C data structure that defines the object. See
FormObjectType.

FormPopupType

The FormPopupType structure defines a popup list that appears on
a form.

typedef struct
UIntle controlID;
UIntlé listID;

} FormPopupType;

Your code should treat the FormPopupType structure as opaque.
Do not attempt to change structure member values directly.

Field Descriptions

controlID Resource ID of the popup trigger control that
triggers the list’s display.

1listID Resource ID of the list object that defines the popup
list.

FormPtr
The FormPtr type defines a pointer to a FormType structure.
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typedef FormType * FormPtr;

FormRectangleType

The FormRectangleType structure defines a rectangle that
appears on the form.

typedef struct {
FormObjAttrType attr;
RectangleType rect;
} FormRectangleType;

Your code should treat the FormRectangleType structure as
opaque. Do not attempt to change structure member values directly.

Field Descriptions

attr See FormObjAttrType.
rect Location and size of the rectangle.
FormTitleType

The FormTitleType structure defines the title of the form.

typedef struct {
RectangleType rect;
char * text;
} FormTitleType;

Your code should treat the FormTitleType structure as opaque.
Do not attempt to change structure member values directly.

Field Descriptions

rect The location and size of the title area.
text Text of the title.
FormType

The FormType structure and supporting structures are defined as
follows:
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typedef struct ({

WindowType window;

UIntleé formId;
FormAttrType attr;
WinHandle bitsBehindForm;
FormEventHandlerType * handler;
UIntle focus;

UIntleé defaultButton;
UIntleé helpRscId;
UIntle menuRscId;
UIntleé numObjects;
FormObjListType * objects;

} FormType;

Your code should treat the FormType structure as opaque. Do not
attempt to change structure member values directly.

Field Descriptions

window

formId

attr

bitsBehindForm

handler

focus

Structure of the window object that
corresponds to the form. See WindowType.

ID number of the form, specified by the
application developer. This ID value is part of
the event data of frmOpenEvent. The ID
should match the form’s resource ID.

Form object attributes. See FormAt trType.

Used to save all the bits behind the form so
the screen can be properly refreshed when the
form is closed. Use this attribute for modal
forms.

Routine called when the form needs to handle
an event. You typically set this in your
application’s event handling function.

Index of a field or table object within the form
that contains the focus. Any keyDownEvent
is passed to the object that has the focus. Set to
noFocus if no object has the focus.
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defaultButton

helpRscId

menuRscId

numObjects

objects

Resource ID of the object defined as the
default button. This value is used by the
routine FrmDoDialog.

Resource ID number of the help resource. The
help resource is a String resource (type tSTR).

ID number of a menu bar to use if the form
has a menu, or zero if the form doesn’t have a
menu.

Number of objects contained within the form.

Pointer to the array of objects contained
within the form. See FormObjListType.

FrmGraffitiStateType

The FrmGraffitiStateType structure defines the graffiti shift

indicator.

typedef struct/{

PointerType

pos;

}FrmGraffitiStateType;

Your code should treat the FrmGraffitiStateType structure as
opaque. Do not attempt to change structure member values directly.

Field Descriptions

pos Location of the graffiti shift indicator.

Form Constants

The following form constants are defined:

Constant Value Description
noFocus Oxffff No form object has the focus
frmRedrawUpdateCode 0x8000 Indicates that the form should be

redrawn; flag in a frmUpdateEvent.
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Constant Value Description

frmNoSelectedControl Oxff Returned by
FrmGetControlGroupSelection if
no control is selected.

frmResponseCreate 1974 Passed to FormCheckResponseFunc to
indicate that the function should perform
initialization.

frmResponseQuit OxBEEF Passed to FormCheckResponseFunc to

indicate that the function should perform
cleanup.

Form Resources

The following resources are associated with forms and with the
objects on a form whose data structures are defined above:

Form—Form Resource (tFRM)

Alert dialog— Alert Resource (Talt)
Bitmap—Form Bitmap Resource (tFBM)
Button—Button Resource (tBTN)

Check box—Check Box Resource (tCBX)
Field—Field Resource (tFLD)

Gadget (custom object)— Gadget Resource (tGDT)

Graffiti shift indicator —Gralffiti Shift Indicator Resource
(tGSI)

Label—Label Resource (tLBL)
List—List Resource (tLST)

Popup trigger—Popup Trigger Resource (tPUT)
Push button—Push Button Resource (tPBN)

Repeating button—Repeating Button Resource (tREP)
Scrollbar—Scroll Bar Resource (tSCL)

Selector trigger—Selector Trigger Resource (tSLT)
Table—Table Resource (tTBL)
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Form Functions

Purpose

Prototype
Parameters

Result

See Also

Purpose
Prototype
Parameters
Result

Comments

See Also

FrmAlert

Create a modal dialog from an alert resource and display it until the
user selects a button in the dialog.

UIntlé FrmAlert (UIntlé alertId)
->alertId ID of the alert resource.

Returns the item number of the button the user selected. A button’s
item number is determined by its order in the alert dialog; the first
button has the item number 0 (zero).

FrmDoDialog, FrmCustomAlert, FrmCustomResponselAlert

FrmCloseAllForms

Send a frmCloseEvent to all open forms.

void FrmCloseAllForms (void)
None.

Returns nothing.

Applications can call this function to ensure that all forms are closed
cleanly before exiting PilotMain () ; that is, before termination.

FrmSaveAllForms
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Purpose

Prototype

Parameters

Result

Comments

See Also

FrmCopyLabel

Copy the passed string into the data structure of the specified label
object in the active form.

void FrmCopyLabel (FormType *formP,
UIntlé labelID, const Char * newLabel)

-> formP Pointer to the form object (FormType
structure).

-> labellD ID of form label object.

->newLabel Pointer to a NULL-terminated string.

Returns nothing.

The size of the new label must not exceed the size of the label
defined in the resource. When defining the label in the resource,
specify an initial size at least as big as any of the strings that will be
assigned dynamically. This function redraws the label if the form’s
usable attribute and the label’s visible attribute are set.

This function redraws the label but does not erase the old one first.
If the new label is shorter than the old one, the end of the old label
will still be visible. To avoid this, you can hide the label using
FrmHideObject, then show it using FrmShowObject, after using
FrmCopyLabel.

FrmGetLabel
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Purpose

Prototype

Parameters

Result

Comments

See Also

Purpose

Prototype

Parameters

Result

Comments

FrmCopyTitle

Copy a new title over the form’s current title. If the form is visible,
the new title is drawn.

void FrmCopyTitle (FormType *formP,
const Char *newTitle)

-> formP Pointer to the form object (FormType
structure).

->newTitle Pointer to the new title string.

Returns nothing.

The size of the new title must not exceed the title size defined in the
resource. When defining the title in the resource, specify an initial
size at least as big as any of the strings to be assigned dynamically.

FrmGetTitle, FrmSetTitle

FrmCustomAlert

Create a modal dialog from an alert resource and display the dialog
until the user taps a button in the alert dialog.

UIntlé FrmCustomAlert
const Char *sl,

(UIntlé alertId,
const Char *s2, const Char *s3)

->alertId Resource ID of the alert.

->sl, s2, s3  Strings to replace M1, A2, and "3 (see

Comments).

Returns the number of the button the user tapped (the first button is
Z€ero).

A button’s item number is determined by its order in the alert
template; the first button has the item number zero.
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See Also

Purpose

Prototype

Parameters

Result

Up to three strings can be passed to this routine. They are used to
replace the variables 1, A2 and /3 that are contained in the message
string of the alert resource.

If the variables 71, A2, and ~3 occur in the message string, do not
pass NULL for the arguments s1, s2, and s3. If you want an
argument to be ignored, pass the empty string (" "). In Palm OS 2.0
or below, pass a string containing a space (" ") instead of the empty
string.

FrmAlert, FrmDoDialog, FrmCustomResponselAlert

FrmCustomResponseAlert

Create a modal dialog with a text field from an alert resource and
display it until the user taps a button in the alert dialog.

UIntlé FrmCustomResponseAlert (UIntlé alertId,
const Char *sl, const Char *s2,

const Char *s3, Char *entryStringBuf,

Intle entryStringBuflength,
FormCheckResponseFuncPtr callback)

->alertId Resource ID of the alert.

->sl, s2, s3 Strings to replace 71, A2, and 3. See the
Comments in FrmCustomAlert for more
information.

<-entryStringBuf
The string the user entered in the text field.

-> entryStringBufLength
The maximum length for the string in
entryStringBuf.

-> callback A callback function that processes the string.
See FormCheckResponseFunc. Pass NULL if
there is no callback.

Returns the number of the button the user tapped (the first button is
Z€ero).
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Comments

Compatibility

See Also

Purpose

Prototype

Parameters

Result
Comments

Compatibility

See Also

This function differs from FrmCustomAlert in these ways:

¢ The dialog it displays contains a text field for user entry. The
text that the user enters is returned in the entryStringBuf
parameter.

¢ When the user taps a button, the callback function is called
and is passed the button number and entryStringBuf.
The dialog is only dismissed if the callback returns true.
This behavior allows you to perform error checking on the
string that the user entered and give the user a chance to re-
enter the string.

The callback function is also called with special constants
when the alert dialog is being initialized and when it is being
deallocated. This allows the callback to perform any
necessary initialization and cleanup.

Implemented only if 3.5 New Feature Set is present.

FrmAlert, FrmDoDialog

FrmDeleteForm

Release the memory occupied by a form. Any memory allocated to
objects in the form is also released.

void FrmDeleteForm (FormType *formP)

-> formpP Pointer to the form object (FormType
structure).

Returns nothing.
This function doesn’t modify the display.

If 3.5 New Feature Set is present and the form contains an extended
gadget, this function calls the gadget’s callback with
formGadgetDeleteCmd. See FormGadgetHandler.

FrmInitForm, FrmReturnToForm
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Purpose
Prototype
Parameters

Result

Comments

Purpose
Prototype

Parameters

Result

See Also

FrmDispatchEvent

Dispatch an event to the application’s handler for the form.
Boolean FrmDispatchEvent (EventType *eventP)
-> eventP Pointer to an event.

Returns the Boolean value returned by the form’s event handler or
FrmHandleEvent . (If the form’s event handler returns false, the
event is passed to FrmHandleEvent.) This function also returns
false if the form specified in the event is invalid.

The event is dispatched to the current form’s handler unless the
form ID is specified in the event data, as, for example, with
frmOpenEvent or frmGotoEvent. A form’s event handler
(FormEventHandler) is registered by FrmSetEventHandler.

Note that if the form does not have a registered event handler, this
function causes a fatal error.

FrmDoDialog
Display a modal dialog until the user taps a button in the dialog.
UIntlé FrmDoDialog (FormType *formP)

-> formpP Pointer to the form object (FormType
structure).

Returns the resource ID of the button the user tapped.

FrmInitForm, FrmCustomAlert, FrmCustomResponselAlert
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Purpose
Prototype

Parameters

Result

Comments

Compatibility

See Also

FrmDrawForm
Draw all objects in a form and the frame around the form.
void FrmDrawForm (FormType *formP)

-> formP Pointer to the form object (FormType
structure).

Returns nothing.

If the saveBehind form attribute is set and the form is visible, this
function saves the bits behind the form using the bit sBehindForm
field in the FormType structure.

You should call this function in response to a frmOpenEvent.

If you do any custom drawing, you should do so after you call this
function not before. If you do custom drawing, respond to
frmUpdateEvent as well as frmOpenEvent, and be sure to return
true to specify that the frmUpdateEvent was handled. The default
event handler for frmUpdateEvent calls FrmDrawForm, so if you
allow the event to fall through by returning false, your custom
drawing is erased.

If 3.5 New Feature Set is present, FrmDrawForm erases the form’s
window before performing any drawing. Thus, it is especially
important to do any custom drawing after this function call on Palm
OS 3.5 and higher.

If 3.5 New Feature Set is present and the form contains an extended
gadget, this function calls the gadget’s callback with
formGadgetDrawCmd. See FormGadgetHandler.

FrmEraseForm, FrmInitForm
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FrmEraseForm
Purpose Erase a form from the display.
Prototype void FrmEraseForm (FormType *formP)

Parameters -> formP Pointer to the form object (FormType
structure).

Result Returns nothing.

Comments If the region obscured by the form was saved by FxrmDrawForm, this
function restores that region.

FrmGetActiveForm
Purpose Return the currently active form.
Prototype FormType *FrmGetActiveForm (void)
Parameters  None.
Result Returns a pointer to the form object of the active form.

See AlsO FrmGetActiveFormID, FrmSetActiveForm

FrmGetActiveFormiD
Purpose Return the ID of the currently active form.
Prototype UIntlé FrmGetActiveFormID (void)
Parameters None.
Result Returns the active form’s ID number.

See Also FrmGetActiveForm
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Purpose

Prototype

Parameters

Result

Comments

Compatibility

See Also

Purpose

Prototype

Parameters

FrmGetControlGroupSelection

Return the item number of the control selected in a group of
controls.

UIntlé FrmGetControlGroupSelection
(FormType *formP, UInt8 groupNum)

-> formP Pointer to the form object (FormType
structure).
-> groupNum Control group number.

Returns the item number of the selected control; returns
frmNoSelectedControl if no item is selected.

The item number is the index into the form object’s data structure.

NOTE: FrmSetControlGroupSelection sets the selection
in a control group based on an object ID, not its index, which
FrmGetControlGroupSelection returns.

On versions prior to 3.5, this function returned a Byte instead of
UIntle.

FrmGetObjectId, FrmGetObjectPtr,
FrmSetControlGroupSelection

FrmGetControlValue
Return the current value of a control.

Intl6 FrmGetControlValue (const FormType *formP,
UIntlé controlID)

-> formpP Pointer to the form object (FormType
structure).
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Result

Comments

See Also

Purpose
Prototype
Parameters
Result

Comments

-> controlID Index of the control object in the form object’s
data structure. You can obtain this by using
FrmGetObjectIndex.

Returns the current value of the control. For most controls the return
value is either 0 (off) or 1 (on). For sliders, this function returns the
value of the value field.

The caller must specify a valid index. This function is valid only for
push button and check box control objects.

FrmSetControlValue

FrmGetFirstForm

Return the first form in the window list.

FormType *FrmGetFirstForm (void)

None.

Returns a pointer to a form object, or NULL if there are no forms.

The window list is a LIFO stack. The last window created is the first
window in the window list.
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Purpose
Prototype

Parameters

Result

See Also

Purpose

Prototype

Parameters

Result

FrmGetFocus
Return the item (index) number of the object that has the focus.
UIntl6é FrmGetFocus (const FormType *formP)

-> formP Pointer to the form object (FormType
structure).

Returns the index of the object (Ul element) that has the focus, or
returns noFocus if none does. To convert the object index to an ID,
use FrmGetObjectId.

FrmGetObjectPtr, FrmSetFocus

FrmGetFormBounds

Return the visual bounds of the form; the region returned includes
the form’s frame.

void FrmGetFormBounds (const FormType *formP,
RectangleType *rP)

-> formpP Pointer to the form object (FormType
structure).
<-rP Pointer to a RectangleType structure where

the bounds is returned.

Returns nothing. The bounds of the form are returned in r.
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FrmGetFormid
Purpose Return the resource ID of a form.
Prototype UIntlé FrmGetFormId (FormType *formP)

Parameters -> formP Pointer to the form object (FormType
structure).

Result Returns form resource ID.

See AlsO FrmGetFormPtr

FrmGetFormPtr
Purpose Return a pointer to the form that has the specified ID.
Prototype FormType *FrmGetFormPtr (UIntlé formId)
Parameters -> formId Form ID number.

Result Returns a pointer to the form object, or NULL if the form is not in
memory.

See Also FrmGetFormId

FrmGetGadgetData
Purpose Return the value stored in the data field of the gadget object.

Prototype void *FrmGetGadgetData (const FormType *formP,
UIntlé objIndex)

Parameters -> formP Pointer to the form object (FormType
structure).
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Result

Comments

See Also

Purpose

Prototype

Parameters

Result

Comments

See Also

-> objIndex Index of the gadget object in the form object’s
data structure. You can obtain this by using
FrmGetObjectIndex.

Returns a pointer to the custom gadget’s data.

Gadget objects provide a way for an application to attach custom
gadgetry to a form. In general, the data field of a gadget object
contains a pointer to the custom object’s data structure.

FrmSetGadgetData, FrmSetGadgetHandler

FrmGetLabel

Return pointer to the text of the specified label object in the specified
form.

const Char *FrmGetLabel (FormType *formP,
UIntlé labelID)

-> formpP Pointer to the form object (FormType
structure).
-> labelID ID of the label object.

Returns a pointer to the label string.

Does not make a copy of the string; returns a pointer to the string.
The object must be a label.

FrmCopyLabel
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Purpose

Prototype

Parameters

Result

See Also

Purpose

Prototype

Parameters

Result

See Also

FrmGetNumberOfObjects

Return the number of objects in a form.

UIntlé FrmGetNumberOfObjects
(const FormType *formP)

-> formpP Pointer to the form object (FormType
structure).

Returns the number of objects in the specified form.

FrmGetObjectPtr, FrmGetObjectId

FrmGetObjectBounds
Retrieve the bounds of an object given its form and index.

void FrmGetObjectBounds (const FormType *formP,
UIntlé ObjIndex, RectangleType *rP)

-> formpP Pointer to the form object (FormType
structure).
-> ObjIndex Index of an object in the form. You can obtain

this by using FrmGetObjectIndex.

<-rP Pointer to a RectangleType structure where
the object bounds are returned. The bounds are
in window-relative coordinates.

Returns nothing. The object’s bounds are returned in r.

FrmGetObjectPosition, FrmSetObjectPosition
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Purpose

Prototype

Parameters

Result

See Also

Purpose

Prototype

Parameters

Result

Comments

FrmGetObijectid
Return the ID of the specified object.

UIntl6é FrmGetObjectId (const FormType *formP,
UIntlé objIndex)

-> formpP Pointer to the form object (FormType
structure).
-> objIndex Index of an object in the form. You can obtain

this by using FrmGetObjectIndex.

Returns the ID number of an object or frmInvalidObjectIdif the
objIndex parameter is invalid.

FrmGetObjectPtr

FrmGetObjectindex
Return the index of an object in the form’s objects list.

UIntlé FrmGetObjectIndex (const FormType *formpP,
UIntlé objID)

-> formpP Pointer to the form object (FormType
structure).
->objID ID of an object in the form.

Returns the index of the object (the index of the first object is 0).

Bitmaps use a different mechanism for IDs than the rest of the form
objects. When finding a bitmap with FrmGetObjectIndex, you
need to pass the bitmap's resource ID, not the ID of the form bitmap
object. (Passing the ID of the form bitmap object may or may not
give you the right object back, depending on how you created the
objects.)
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This means that if you've got the same bitmap in two different form
bitmap objects on the same form, you won't be able to use
FrmGetObjectIndex to get at the second one; it'll always return
the first.

See AlsO FrmGetObijectPtr, FrmGetObijectId

FrmGetObjectPosition
Purpose Return the coordinates of the specified object relative to the form.

Prototype void FrmGetObjectPosition (const FormType *formP,
UIntlé objIndex, Coord *x, Coord *y)

Parameters -> formP Pointer to the form object (FormType
structure).
-> objIndex Index of an object in the form. You can obtain

this by using FrmGetObjectIndex.

<X, Vv Pointers where the window-relative x and y
positions of the object are returned. These
locate the top-left corner of the object.

Result Returns nothing.

See Also FrmGetObijectBounds, FrmSetObjectPosition

FrmGetObjectPtr

Purpose Return a pointer to the data structure of an object in a form.

Prototype void *FrmGetObjectPtr (const FormType *formP,
UIntlé objIndex)

Parameters -> formP Pointer to the form object (FormType
structure).
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Result

See Also

Purpose

Prototype

Parameters

Result

Purpose
Prototype

Parameters

Result

Comments

See Also

-> objIndex Index of an object in the form. You can obtain

this by using FrmGetObject Index.

Returns a pointer to an object in the form.

FrmGetObjectld

FrmGetObjectType
Return the type of an object.

FormObjectKind FrmGetObjectType
(const FormType *formP, UIntlé objIndex)

-> formP Pointer to the form object (FormType

structure).

-> objIndex Index of an object in the form. You can obtain

this by using FrmGetObject Index.

Returns FormObjectKind of the item specified. See
FormObjectKind.

FrmGetTitle

Return a pointer to the title string of a form.
const Char *FrmGetTitle (const FormType *formP)

-> formP Pointer to the form object (FormType

structure).

Returns a pointer to title string, or NULL if there is no title string or
there is an error finding it.

This is a pointer to the internal structure itself, not to a copy.

FrmCopyTitle, FrmSetTitle
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Purpose

Prototype

Parameters

Result

Purpose

Prototype
Parameters
Result

Comments

See Also

FrmGetWindowHandle

Return the window handle of a form.

WinHandle FrmGetWindowHandle
(const FormType *formP)

-> formpP Pointer to the form object (FormType
structure).

Returns the handle of the memory block that contains the form data
structure. Since the form structure begins with the WindowType,
this is also a WinHandle.

FrmGotoForm

Send a frmCloseEvent to the current form; send a
frmloadEvent and a frmOpenEvent to the specified form.

void FrmGotoForm (UIntlé formId)
-> formId ID of the form to display:.
Returns nothing.

The default form event handler (FrmHandleEvent) erases and
disposes of a form when it receives a frmCloseEvent.

FrmPopupForm
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Purpose

Prototype

Parameters

Result

Comments

FrmHandleEvent
Handle the event that has occurred in the form.

Boolean FrmHandleEvent (FormType *formP,
EventType *eventP)

-> formpP Pointer to the form object (FormType
structure).

-> eventP Pointer to the event data structure
(EventType).

Returns true if the event was handled.

Never call this function directly. Call FxrmDispatchEvent instead.
FrmDispatchEvent passes events to a form’s custom event
handler and then, if the event was not handled, to this function.

Table 10.1 provides an overview of how FrmHandleEvent handles
different events.

Table 10.1 FrmHandleEvent Actions

When FrmHandleEvent receives... n FrmHandleEvent performs these actions...

ctlEnterEvent

ctlRepeatEvent

Passes the event and a pointer to the object the
event occurred in to Ct1HandleEvent. The
object pointer is obtained from the event data.
If the control is part of an exclusive control
group, it deselects the currently selected
control of the group first.

Passes the event and a pointer to the object the
event occurred in to Ct1HandleEvent. The
object pointer is obtained from the event data.
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Table 10.1 FrmHandleEvent Actions (continued)

When FrmHandleEvent receives...

FrmHandleEvent performs these actions...

ctlSelectEvent

fl1dEnterEvent or
fldHeightChangedEvent

frmCloseEvent

frmGadgetEnterEvent

frmGadgetMiscEvent

frmTitleEnterEvent

frmTitleSelectEvent

frmUpdateEvent

Checks if the control is a Popup Trigger
Control. If it is, the list associated with the
popup trigger is displayed until the user
makes a selection or touches the pen outside
the bounds of the list. If a selection is made, a
popSelectEvent is added to the event
queue.

Checks if a field object or a table object has the
focus and passes the event to the appropriate
handler (F1dHandleEvent or
TblHandleEvent). The table object is also a
container object, which may contain a field
object. If Tb1HandleEvent receives a field
event, it passes the event to the field object
contained within it.

Erases the form and releases any memory
allocated for it.

Passes the event to the gadget’s callback
function if the gadget has one. See
FormGadgetHandler.

Passes the event to the gadget’s callback
function if the gadget has one. See
FormGadgetHandler.

Tracks the pen until it is lifted. If it is lifted
within the bounds of the form title, adds a
frmTitleSelectEvent event to the event
queue.

Adds a keyDownEvent with the vechrMenu
character to the event queue.

Calls FrmDrawForm to redraw the form.
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Table 10.1 FrmHandleEvent Actions (continued)

When FrmHandleEvent receives...

FrmHandleEvent performs these actions...

kevDownEvent

lstEnterEvent

menuCmdBarOpenEvent

menuEvent

penDownEvent; pen position in the
bounds of the form object

popSelectEvent

Passes the event to the handler for the object
that has the focus. If no object has the focus,
the event is ignored.

Passes the event and a pointer to the object the
event occurred in to LstHandleEvent. The
object pointer is obtained from the event data.

Checks if a field object or a table object has the
focus and passes the event to the appropriate
handler (F1dHandleEvent or
TblHandleEvent), broadcasts the
notification
sysNotifyMenuCmdBarOpenEvent, and
then displays the command toolbar.

Checks if the menu command is one of the
system edit menu commands. The system
provides a standard edit menu that contains
the commands Undo, Cut, Copy, Paste, Select
All, and Keyboard. FrmHandleEvent
responds to these commands.

Checks the list of objects contained by the
form to determine if the pen is within the
bounds of one. If it is, the appropriate handler
is called to handle the event, for example, if
the pen is in a control, Ct 1HandleEvent is
called. If the pen isn’t within the bounds of an
object, the event is ignored by the form. If the
pen is within the bounds of the help icon, it is
tracked until it is lifted, and if it’s still within
the help icon bounds, the help dialog is
displayed.

Sets the label of the popup trigger to the
current selection of the popup list.
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Table 10.1 FrmHandleEvent Actions (continued)

When FrmHandleEvent receives...  FrmHandleEvent performs these actions...
sclEnterEvent or Passes the event and a pointer to the object the
sclRepeatEvent event occurred in to Sc1HandleEvent.
tblEnterEvent Passes the event and a pointer to the object the
event occurred in to TblHandleEvent. The
object pointer is obtained from the event data.
Compatibility FrmHandleEvent only handles frmTitleSelectEvent,

See Also

Purpose

Prototype
Parameters
Result

Comments

menuCmdBarOpenEvent, frmGadgetEnterEvent, and
frmGadgetMiscEvent if 3.5 New Feature Set is present.

FrmDispatchEvent

FrmHelp

Display the specified help message until the user taps the Done
button in the help dialog.

void FrmHelp (UIntlé helpMsgId)
->helpMsgId Resource ID of help message string.
Returns nothing.

The help message is displayed in a modal dialog that has a vertical
scrollbar, if necessary:.
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Purpose

Prototype

Parameters

Result
Comments

Compatibility

See Also

Purpose
Prototype
Parameters

Result

FrmHideObject

Erase the specified object and set its attribute data (usable bit) so
that it does not redraw or respond to the pen.

void FrmHideObject
UIntlé objIndex)

(FormType *formP,

-> formP Pointer to the form object (FormType

structure).

-> objIndex Index of an object in the form. You can obtain

this by using FrmGetObject Index.

Returns nothing.
This function does not affect lists or tables.

Prior to OS version 3.2, this function did not set the usable bit of
the object attribute data to false. On an OS version prior to 3.2 you
can work around this bug by directly setting this bit to false
yourself.

If 3.5 New Feature Set is present and the object is an extended
gadget, this function calls the gadget’s callback with
formGadgetEraseCmd. See FormGadgetHandler.

FrmShowObject

FrmInitForm

Load and initialize a form resource.
FormType *FrmInitForm (UIntlé rscID)
->rscID Resource ID of the form.

Returns a pointer to the form data structure.

Displays an error message if the form has already been initialized.
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Comments

See Also

Purpose

Prototype

Parameters

This function does not affect the display (use FrmDrawForm to
draw the form) nor make the form active (use FrmSetActiveForm
to make it active).

For each initialized form, you must call FrmDeleteForm to release
the form memory when you are done with the form. Alternatively,
you can free the active form by calling FrmReturnToForm.

FrmDoDialog, FrmDeleteForm, FrmReturnToForm

FrmNewBitmap
Create a new form bitmap dynamically.

FormBitmapType *FrmNewBitmap (FormType **formPP,
UIntlé ID, UIntlé rscID, Coord x, Coord y)

<-> formPP Pointer to a pointer to the form in which the
new bitmap is installed. This value is not a
handle; that is, the old formPP value is not
necessarily valid after this function returns
because the form may be moved in memory. In
subsequent calls, always use the new formPP
value returned by this function.

-> 1D Symbolic ID of the bitmap, specified by the
developer. By convention, this ID should match
the resource ID (not mandatory).

->rscID Numeric value identifying the resource that
provides the bitmap. This value must be unique
within the application scope.

> x Horizontal coordinate of the upper-left corner
of the bitmap’s boundaries, relative to the
window in which it appears.
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Result

Compatibility

See Also

Purpose

Prototype

Parameters

>y Vertical coordinate of the upper-left corner of
the bitmap’s boundaries, relative to the
window in which it appears.

Returns a pointer to the new bitmap, or 0 if the call did not succeed.
The most common cause of failure is lack of memory.

Implemented only if 3.0 New Feature Set is present.

FrmRemoveObject

FrmNewForm
Create a new form object dynamically.

FormType *FrmNewForm (UIntlé formID,
const Char *titleStrP, Coord x, Coord vy,
Coord width, Coord height, Boolean modal,
UIntlé defaultButton, UIntlé helpRscID,
UIntlé menuRscID)

-> formID Symbolic ID of the form, specified by the
developer. By convention, this ID should match
the resource ID (not mandatory).

->titleStrP Pointer to a string that is the title of the form.

->x Horizontal coordinate of the upper-left corner
of the form’s boundaries, relative to the
window in which it appears.

>y Vertical coordinate of the upper-left corner of
the form’s boundaries, relative to the window
in which it appears.

->width Width of the form, expressed in pixels. Valid
values are 1 -160.

->height Height of the form, expressed in pixels.Valid
values are 1 -160.
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Result

Compatibility

See Also

Purpose

Prototype

Parameters

->modal t rue specifies that the form ignores pen events
outside its boundaries.

-> defaultButtonSymbolic ID of the button that provides the
form’s default action, specified by the
developer.

->helpRscID Symbolic ID of the resource that provides the
form’s online help, specified by the developer.
Only modal dialogs can have help resources.

->menuRscID Symbolic ID of the resource that provides the
form’s menus, specified by the developer.

Returns a pointer to the new form object, or 0 if the call did not
succeed. The most common cause of failure is lack of memory.

Implemented only if 3.0 New Feature Set is present.

FrmValidatePtr, WinValidateHandle, FrmRemoveObject

FrmNewGadget
Create a new gadget dynamically and install it in the specified form.

FormGadgetType *FrmNewGadget (FormType **formPP,
UIntlé id, Coord x, Coord y, Coord width,
Coord height)

<-> formPP Pointer to a pointer to the form in which the
new gadget is installed. This value is not a
handle; that is, the old formPP value is not
necessarily valid after this function returns
because the form may be moved in memory. In
subsequent calls, always use the new formPP
value returned by this function.

->1id Symbolic ID of the gadget, specified by the
developer. By convention, this ID should match
the resource ID (not mandatory).
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->x Horizontal coordinate of the upper-left corner
of the gadget’s boundaries, relative to the
window in which it appears.

>y Vertical coordinate of the upper-left corner of
the gadget’s boundaries, relative to the window
in which it appears.

->width Width of the gadget, expressed in pixels. Valid
values are 1 - 160.

->height Height of the gadget, expressed in pixels.Valid
values are 1 - 160.

Result Returns a pointer to the new gadget object or 0 if the call did not
succeed. The most common cause of failure is lack of memory.

Comments A gadget is a custom user interface object. For more information, see
“Gadget Resource” on page 90.

Compatibility Implemented only if 3.0 New Feature Set is present.

See Also FrmRemoveObiject

FrmNewGsi

Purpose Create a new Graffiti shift indicator dynamically and install it in the
specified form.

Prototype FrmGraffitiStateType *FrmNewGsi
(FormType **formPP, Coord x, Coord y)

Parameters <-> formPP Pointer to a pointer to the form in which the
new Graffiti shift indicator is installed. This
value is not a handle; that is, the old formPP
value is not necessarily valid after this function
returns because the form may be moved in
memory. In subsequent calls, always use the
new formPP value returned by this function.

Palm OS SDK Reference 281



Forms
Form Functions

Result

Comments

Compatibility

See Also

Purpose

Prototype

Parameters

->x Horizontal coordinate of the upper-left corner
of the Graffiti shift indicator’s boundaries,
relative to the window in which it appears.

>y Vertical coordinate of the upper-left corner of
the Graffiti shift indicator’s boundaries, relative
to the window in which it appears.

Returns a pointer to the new gadget object or 0 if the call did not
succeed. The most common cause of failure is lack of memory.

In normal operation, the Graffiti shift indicator is drawn in the
lower-right portion of the screen when the user enters the shift
keystroke. You use this function if the Graffiti shift indicator needs
to be drawn in a nonstandard location. For example, the form
manager uses it to draw the shift indicator in a custom alert dialog
that contains a text field (FrmCustomResponseAlert).

Implemented only if 3.5 New Feature Set is present.

FrmRemoveObject

FrmNewLabel

Create a new label object dynamically and install it in the specified
form.

FormLabelType *FrmNewLabel (FormType **formPP,
UIntlé ID, const Char *textP, Coord x, Coord vy,
FontID font)

<-> formPP Pointer to a pointer to the form in which the
new label is installed. This value is not a
handle; that is, the old formPP value is not
necessarily valid after this function returns
because the form may be moved in memory. In
subsequent calls, always use the new formPP
value returned by this function.
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Result

Compatibility

See Also

Purpose

Prototype

Parameters

Result

Compatibility

-> 1D

-> textP

-> font

Symbolic ID of the label, specified by the
developer. By convention, this ID should match
the resource ID (not mandatory).

Pointer to a string that provides the label text.
This string is copied into the label structure.

Horizontal coordinate of the upper-left corner
of the label’s boundaries, relative to the
window in which it appears.

Vertical coordinate of the upper-left corner of
the label’s boundaries, relative to the window
in which it appears.

Font with which to draw the label text.

Returns a pointer to the new label object or 0 if the call did not
succeed. The most common cause of failure is lack of memory.

Implemented only if 3.0 New Feature Set is present.

CtlValidatePointer, FrmRemoveObject

FrmPointInTitle

Check if a coordinate is within the bounds of the form'’s title.

Boolean FrmPointInTitle (const FormType *formP,

Coord x,

-> formP

>x, Y

Coord vy)

Pointer to the form object (FormType
structure).

Window-relative x and y coordinates.

Returns true if the specified coordinate is in the form’s title.

Implemented only if 2.0 New Feature Set is present.
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Purpose

Prototype
Parameters
Result

Comments

Purpose

Prototype

Parameters

Result

Comments

FrmPopupForm

Queues a frmLoadEvent and a frmOpenEvent for the specified
form.

void FrmPopupForm (UIntlé formId)
-> formID Resource ID of form to open.
Returns nothing.

This routine differs from FrmGotoForm in that the current form is
not closed. You can call FrmReturnToForm to close a form opened
by FrmPopupForm.

FrmRemoveObject
Remove the specified object from the specified form.

Err FrmRemoveObject (FormType **formPP,
UIntlé objIndex)

<-> formPP Pointer to a pointer to the form from which this
function removes an object. This value is not a
handle; that is, the old formPP value is not
necessarily valid after this function returns. In
subsequent calls, always use the new formPP
value returned by this function.

-> objIndex The object to remove, specified as an index into
the list of objects installed in the form. You can
use the FrmGetObject Index function to
discover this value.

Returns 0 if no error.

You can use this function to remove any form object (a bitmap,
control, list, and so on) and free the memory allocated to it within
the form data structure. The data structures for most form objects
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Compatibility

See Also

Purpose
Prototype

Parameters

Result

Comments

Compatibility

are embedded within the form data structure memory chunk. This
function frees that memory and moves the other objects, if
necessary, to close up the memory “hole” and decrease the size of
the form chunk.

Note that this function does not free memory outside the form data
structure that may be allocated to an object, such as the memory
allocated to the string in an editable field object.

Implemented only if 3.0 New Feature Set is present.

FrmNewBitmap, FrmNewForm, FrmNewGadget, FrmNewLabel,
CtlNewControl, F1dNewField, LstNewlList

FrmRestoreActiveState
Macro that restores the active window and form state.
FrmRestoreActiveState (stateP)

-> stateP A pointer to the FormActiveStateType
structure that you passed to
FrmSaveActiveState when you saved the
state.

Returns zero on success.

Use this function to restore the state of displayed forms to the state
that existed before you dynamically showed a new modal form. You
must have previously called FrmSaveActiveState to save the
state.

Implemented only if 3.0 New Feature Set is present.
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Prototype
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Result

Comments

See Also

Purpose
Prototype

Parameters

Result

Comments

FrmReturnToForm

Erase and delete the currently active form and make the specified
form the active form.

void FrmReturnToForm (UIntlé formId)

-> formID Resource ID of the form to return to.

Returns nothing.

It is assumed that the form being returned to is already loaded into
memory and initialized. Passing a form ID of 0 returns to the first
form in the window list, which is the last form to be loaded.

FrmReturnToForm does not generate a frmCloseEvent when
called from a modal form’s event handler. It assumes that you have
already handled cleaning up your form’s variables since you are
explicitly calling FrmReturnToForm.

FrmGotoForm, FrmPopupForm

FrmSaveActiveState
Macro that saves the active window and form state.

FrmSaveActiveState (stateP)

<-> stateP A pointer to a FormActiveStateType
structure that is used to save the state. Pass the
same pointer to FrmRestoreActiveState to
restore the state. Treat the structure like a black
box; that is, don’t attempt to read it or write to

it.
Returns zero on success.

Use this function to save the state of displayed forms before
dynamically showing a new modal form. Call
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Purpose
Prototype
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Result

See Also

Purpose

Prototype

Parameters

Result

Comments

Compatibility

FrmRestoreActiveState to restore the state after you remove
the modal form.

Implemented only if 3.0 New Feature Set is present.

FrmSaveAllForms

Send a frmSaveEvent to all open forms.

void FrmSaveAllForms (void)
None.

Returns nothing.

FrmCloseAllForms

FrmSetActiveForm

Set the active form. All input (key and pen) is directed to the active
form and all drawing occurs there.
void FrmSetActiveForm (FormType *formP)

-> formpP Pointer to the form object (FormType

structure).

Returns nothing.

A penDownEvent outside the form but within the display area is
ignored.

In Palm OS releases earlier than 3.5, this function generated a
winEnterEvent for the new form immediately following the
winExitEvent for the old form. Starting in Palm OS 3.5,
FrmSetActiveForm does not generate the winEnterEvent. The
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Purpose

Prototype

Parameters

Result

Comments

Purpose

Prototype

Parameters

winEnterEvent does not occur until the newly active form is
drawn.

FrmGetActiveForm

FrmSetCategoryLabel

Set the category label displayed on the title line of a form. If the
form’s visible attribute is set, redraw the label.

void FrmSetCategorylLabel (FormType *formP,
UIntlé objIndex, Char *newLabel)

-> formpP Pointer to the form object (FormType
structure).
-> objIndex Index of an object in the form. You can obtain

this by using FrmGetObjectIndex.

->newLabel Pointer to the name of the new category.
Returns nothing.

The pointer to the new label (newLabel) is saved in the object.

FrmSetControlGroupSelection
Set the selected control in a group of controls.

void FrmSetControlGroupSelection
(const FormType *formP, UInt8 groupNum,
UIntlé controllID)

-> formP Pointer to the form object (FormType
structure).
-> groupNum Control group number.
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Result

Comments

See Also

Purpose

Prototype

Parameters

Result

-> controlID ID of control to set.
Returns nothing.

This function unsets all the other controls in the group. The display
is updated.

NOTE: FrmGetControlGroupSelection returns the
selection in a control group as an object index, not as an object
ID, which FrmSetControlGroupSelection uses to set the
selection.

FrmGetControlGroupSelection

FrmSetControlValue

Set the current value of a control. If the control is visible, it’s
redrawn.

void FrmSetControlValue (const FormType *formP,
UIntlé objIndex, Intl6é newValue)

-> formpP Pointer to the form object (FormType
structure).

-> objIndex Index of the control in the form. You can obtain
this by using FrmGetObjectIndex.

->newValue New value to set for the control. For sliders,

specify a value between the slider’s minimum
and maximum. For graphical controls, push
buttons, or check boxes, specify 0 for off,
nonzero for on.

Returns nothing.
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Comments  This function works only with graphical controls, sliders, push
buttons, and check boxes. If you set the value of any other type of
control, the behavior is undefined.

See Also FrmGetControlValue

FrmSetEventHandler
Purpose Registers the event handler callback routine for the specified form.

Prototype void FrmSetEventHandler (FormType *formP,
FormEventHandlerType *handler)

Parameters -> formP Pointer to the form object (FormType
structure).
->handler Address of the form event handler function,

FormEventHandler.

Result Returns nothing.

Comments FrmDispatchEvent calls this handler whenever it receives an
event for a specific form.

FrmSetEventHandler must be called right after a form resource is
loaded. The callback routine it registers is the mechanism for
dispatching events to an application. The tutorial explains how to
use callback routines.

FrmSetFocus
Purpose Set the focus of a form to the specified object.

Prototype void FrmSetFocus (FormType *formP,
UIntlée fieldIndex)

Parameters -> formP Pointer to the form object (FormType
structure).
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Result

Comments

See Also

Purpose

Prototype

Parameters

Result

Comments

See Also

->fieldIndex  Index of the object to get the focus in the form.
You can obtain this by using
FrmGetObjectIndex. You can pass the
constant noFocus so that no object has the
focus.

Returns nothing.

You can set the focus to a field or table object. If the focus is set to a
tield object, this function turns on the insertion point in the field by
calling F1dGrabFocus internally.

FrmGetFocus

FrmSetGadgetData
Store a data value in the data field of the gadget object.

void FrmSetGadgetData (FormType *formP,
UIntlé objIndex, const void *data)

-> formpP Pointer to the form object (FormType
structure).

-> objIndex Index of an object in the form. You can obtain
this by using FrmGetObjectIndex.

->data Application-defined value. This value is stored
into the data field of the gadget data structure
(FormGadgetType).

Returns nothing.

Gadget objects provide a way for an application to attach custom
gadgetry to a form. Typically, the data field of a gadget object
contains a pointer to the custom object’s data structure.

FrmGetGadgetData, FrmSetGadgetHandler
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Prototype
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Result

Comments

Compatibility

See Also

Purpose

Prototype

Parameters

Result

FrmSetGadgetHandler

Registers the gadget event handler callback routine for the specified
gadget on the specified form.

void FrmSetGadgetHandler (FormType *formP,
UIntlé objIndex, FormGadgetHandlerType *attrP)

-> formP Pointer to the form object (FormType

structure).

-> objIndex Index of a gadget object in the form. You can

obtain this by using FrmGetObjectIndex.

Address of the callback function. See
FormGadgetHandler.

->attrP

Returns nothing.

This function sets the application-defined function that controls the
specified gadget’s behavior. This function is called when the gadget
needs to be drawn, erased, deleted, or needs to handle an event.

Implemented only if 3.5 New Feature Set is present.

FrmGetGadgetData, FrmSetGadgetData

FrmSetMenu
Change a form’s menu bar and make the new menu active.

void FrmSetMenu (FormType *formP,
UIntl6é menuRscID)

-> formP Pointer to the form object (FormType

structure).

-> menuRscID Resource ID of the menu.

Returns nothing.
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Purpose

Prototype

Parameters

Result
Comments

Compatibility

Purpose

Prototype

Parameters

Implemented only if 2.0 New Feature Set is present.

FrmSetObjectBounds
Set the bounds or position of an object.

void FrmSetObjectBounds (FormType *formP,
UIntlé objIndex, const RectangleType *bounds)

-> formP Pointer to the form object (FormType
structure).
-> objIndex Index of an object in the form. You can obtain

this by using FrmGetObject Index.

-> bounds Window-relative bounds. For the following
objects, this sets only the position of the top-left
corner: label, bitmap, and Graffiti state
indicator.

Returns nothing.
Doesn’t update the display.

Implemented only if 2.0 New Feature Set is present.

FrmSetObjectPosition
Set the position of an object.

void FrmSetObjectPosition (FormType *formP,
UIntlé objIndex, Coord x, Coord Vy)

-> formP Pointer to the form object (FormType
structure).
-> objIndex Index of an object in the form. You can obtain

this by using FrmGetObject Index.

> x Window-relative horizontal coordinate.
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See Also
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Result

Comments

See Also

>y Window-relative vertical coordinate.
Returns nothing.

FrmGetObjectPosition, FrmGetObjectBounds

FrmSetTitle
Set the title of a form. If the form is visible, draw the new title.

void FrmSetTitle (FormType *formP, Char *newTitle)

-> formpP Pointer to the form object (FormType
structure).
->newTitle Pointer to the new title string.

Returns nothing.

This function draws the title if the form is visible.

This function saves the pointer passed in newTit1le; it does not
make a copy. Don’t pass a pointer to a stack-based object in
newTitle.

This function redraws the title but does not erase the old one first. If
the new title is shorter than the old one, the end of the old title will
still be visible. To avoid this, you can hide the title using
FrmHideObject, then show it using FrmShowObject, after using
FrmSetTitle.

FrmGetTitle, FrmCopyTitle, FrmCopyvLabel
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See Also
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Result

FrmShowObiject
Set a form object as usable. If the form is visible, draw the object.

void FrmShowObject (FormType *formP,
UIntlé objIndex)

-> formpP Pointer to the form object (FormType
structure).
-> objIndex Index of an object in the form. You can obtain

this by using FrmGetObjectIndex.
Returns nothing.

If 3.5 New Feature Set is present and the object is an extended
gadget, this function calls the gadget’s callback with
formGadgetDrawCmd. See FormGadgetHandler.

FrmHideObject

FrmUpdateForm

Send a frmUpdateEvent to the specified form.

void FrmUpdateForm (UIntlé formId,
UIntlé updateCode)

-> formId Resource ID of form to update.

->updateCode  Anapplication-defined code that can be used to
indicate what needs to be updated. Specify the
code frmRedrawUpdateCode to indicate that
the whole form should be redrawn.

Returns nothing.
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If the frmUpdateEvent posted by this function is handled by the
default form event handler, FrmHandleEvent, the updateCode
parameter is ignored. FrmHandleEvent always redraws the form.

If you handle the frmUpdateEvent in a custom event handler, you
can use the updateCode parameter any way you want. For
example, you might use it to indicate that only a certain part of the
form needs to be redrawn. If you do handle the frmUpdateEvent,
be sure to return true from your event handler so that the default
form handler does not also redraw the whole form.

If you do handle the frmUpdateEvent in a custom event handler,
be sure to handle the case where updateCode is set to
frmRedrawUpdateCode, and redraw the whole form. This event
(and code) is sent by the system when the whole form needs to be
redrawn because the display needs to be refreshed.

FrmUpdateScrollers
Visually update (show or hide) the field scroll arrow buttons.

void FrmUpdateScrollers (FormType *formP,
UIntlé upIndex, UIntlé downlIndex,
Boolean scrollableUp, Boolean scrollableDown)

-> formpP Pointer to the form object (FormType
structure).
-> upIndex Index of the up-scroller button. You can obtain

this by using FrmGetObjectIndex.

-> downIndex Index of the down-scroller button. You can
obtain this by using FrmGetObjectIndex.

-> scrollableUp Setto true to make the up scroll arrow active
(shown), or false to hide it.

-> gscrollableDown
Set to true to make the down scroll arrow
active (shown), or false to hide it.

Returns nothing.
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See Also

FrmValidatePtr

Return true if the specified pointer references a valid form.

Boolean FrmValidatePtr (const FormType *formP)

-> formP Pointer to be tested.

Returns true if the specified pointer is a non-NULL pointer to an
object having a valid form structure.

This function is intended for debugging purposes only. Do not
include it in released code.

To distinguish between a window and a form in released code,
instead of using this function, look at the flag
windowFlags.dialog in the WindowType structure. This flag is
true if the window is a form.

Implemented only if 3.0 New Feature Set is present.

FrmVisible

Return true if the form is visible (is drawn).
Boolean FrmVisible (const FormType *formP)

-> formP Pointer to the form object (FormType

structure).
Returns true if the form is visible; false if it is not visible.

FrmDrawForm, FrmEraseForm
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Compatibility

FormCheckResponseFunc

Callback function for FrmCustomResponselAlert.

Boolean FormCheckResponseFuncType (Intlé button,
Char *attempt)

->button The ID of the button that the user tapped.
-> attempt The string that the user entered in the alert
dialog.

Return true if the dialog should be dismissed. Return false if the
dialog should not be dismissed.

This function is called at these times during the
FrmCustomResponseAlert routine:

¢ At the beginning of FrmCustomResponseAlert, this
function is called with a button ID of frmResponseCreate.
This constant indicates that the dialog is about to be
displayed, and your function should perform any necessary
initialization. For example, on a Japanese system, a password
dialog might need to disable the Japanese FEP. So it would
call TsmSetFepMode (NULL, tsmFepModeOff) in this
function.

* When the user has tapped a button on the dialog. The
function should process the at tempt string. If the string is
valid input, the function should return true. If not, it should
return false to give the user a chance to re-enter the string.

e At the end of FrmCustomResponseAlert, this function is
called with a button ID of frmResponseQuit. This gives the
callback a change to perform any cleanup, such as re-
enabling the Japanese FEP.

Implemented only if 3.5 New Feature Set is present.
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Prototype
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FormEventHandler
The event handler callback routine for a form.
Boolean FormEventHandlerType (EventType *eventP)

-> eventP Pointer to the form event (FormType
structure).

Must return true if this routine handled the event, otherwise
false.

FrmDispatchEvent calls this handler whenever it receives an
event for the form.

This callback routine is the mechanism for dispatching events to
particular forms in an application. The callback is registered by the
routine FrmSetEventHandler.

FormGadgetHandler

The event handler callback for an extended gadget.

Boolean (FormGadgetHandlerType)
(struct FormGadgetType *gadgetP, UIntlé cmd,
void *parambP)

->gadgetP Pointer to the gadget structure. See
FormGadgetType.

-> cmd A constant that specifies what action the
handler should take. This can be one of the
following;:

formGadgetDeleteCmd

Sent by FrmDeleteForm to indicate that the
gadget is being deleted and must clean up any
memory it has allocated or perform other
cleanup tasks.
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Comments

formGadgetDrawCmd

Sentby FrmDrawFormand FrmShowObject to
indicate that the gadget must be drawn or
redrawn.

formGadgetEraseCmd

Sent by FrmHideObject to indicate that the
gadget is going to be erased. FrmHideObject
clearsthe visible and usable flags for you. If
you return false, it also calls
WinEraseRectangle to erase the gadget’s
bounds.

formGadgetHandleEventCmd

Sent by FrmHandleEvent to indicate that a
gadget event has been received. The parampP
parameter contains the pointer to the
EventType structure.

-> paramP NULL except if cmd is
formGadgetHandleEventCmd. In that case,
this parameter holds the pointer to the
EventType structure containing the event.

Return true if the event was handed successfully; false
otherwise.

If this function performs any drawing in response to the
formGadgetDrawCmd, it should set the gadget’s visible
attribute flag. (gadgetP->attr.visible = true). This flag
indicates that the gadget appears on the screen. If you don’t set the
visible flag, the gadget won’t be erased when FrmHideObject
is called. (FrmHideObject immediately returns if the object’s
visible flagis false.)

Note that if the function receives the formGadgetEraseCmd, it
may simply choose to perform any necessary cleanup and return
false. If the function returns false, FrmHideObject erases the
gadget’s bounding rectangle. If the function returns true, it must
erase the gadget area itself.

If this function receives a formGadgetHandleEventCmd, paramP
points one of two events: frmGadgetEnterEvent or
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See Also

frmGadgetMiscEvent. The frmGadgetEnterEvent is passed
when there is a penDownEvent within the gadget’s bounds. This
function should track the pen and perform any necessary
highlighting. The frmGadgetMiscEvent is never sent by the
system. Your application may choose to use it if at any point it
needs to send data to the extended gadget. In this case, the event has
one or both of these fields defined: selector, an unsigned integer,
and dataP, a pointer to data.

Implemented only if 3.5 New Feature Set is present.

FrmSetGadgetHandler
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Graffiti Shift

This chapter provides reference material for the Graffiti® Shift
facility, declared in the header file GraffitiShift.h.

GraffitiShift Functions

Purpose
Prototype
Parameters
Result

Comments

Purpose

Prototype
Parameters

Result

GsiEnable

Enable or disable the Graffiti-shift state indicator.
void GsiEnable (const Boolean enablelt)
enableIt true to enable, false to disable.
Returns nothing.

Enabling the indicator makes it visible, disabling it makes the
insertion point invisible.

GsiEnabled

Return true if the Graffiti-shift state indicator is enabled, or false
if it’s disabled.

Boolean GsiEnabled (void)
None.

true if enabled, false if not.
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Purpose
Prototype
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Result

Comments

Gsilnitialize

Initialize the global variables used to manage the Graffiti-shift state
indicator.

void GsiInitialize (void)
None.

Returns nothing.

GsiSetLocation

Set the display-relative position of the Graffiti-shift state indicator.
void GsiSetLocation (const Intlé x, const Intlé y)
X, Y Coordinate of left side and top of the indicator.
Returns nothing.

The indicator is not redrawn by this routine.
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Purpose

Prototype

Parameters

Result

Comment

See Also

GsiSetShiftState
Set the Gralffiti-shift state indicator.

void GsiSetShiftState (const UIntlé lockFlags,
const UIntlé tempShift)

lockFlags glfCapsLock or gl £fNumLock.
tempShift The current temporary shift.

Returns nothing.

This function affects only the state of the Ul element, not the
underlying Graffiti engine.

GrfSetState
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Insertion Point

This chapter provides reference material for the insertion point API,
declared in the header file InsPoint.h.

For more information on the insertion point, see the section
“Insertion Point” in the Palm OS Programmer’s Companion.

Insertion Point Functions

Purpose

Prototype
Parameters
Result

Comments

See Also

InsPtEnable

Enable or disable the insertion point. When the insertion point is
disabled, it’s invisible; when it’s enabled, it blinks.

void InsPtEnable (Boolean enablelt)
enablelIt true = enable; false = disable
Returns nothing.

This function is called by the Form functions when a text field loses
or gains the focus, and by the Windows function when a region of
the display is copied (WinCopyRectangle).

InsPtEnabled
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Prototype
Parameters

Result

See Also
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Prototype
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Purpose
Prototype

Parameters

Result

Comments

InsPtEnabled

Return true if the insertion point is enabled or false if the
insertion point is disabled.

Boolean InsPtEnabled (void)

None.

Returns true if the insertion point is enabled (blinking); returns
false if the insertion point is disabled (invisible).

InsPtEnable

InsPtGetHeight
Return the height of the insertion point.
Intl6 InsPtGetHeight (void)

None.

Returns the height of the insertion point, in pixels.

InsPtGetLocation
Return the screen-relative position of the insertion point.
(Int16 *x,

void InsPtGetLocation Intle *vy)

Pointer to top-left position of insertion point’s x
and y coordinate.

X,y

Returns nothing. Stores the location in x and y.

This function is called by the Field functions. An application would
not normally call this function.
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See Also
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Result

Comments

See Also

InsPtSetHeight

Set the height of the insertion point.

void InsPtSetHeight (const Intlé height)

height Height of the insertion point in pixels.

Returns nothing.

Set the height of the insertion point to match the character height of
the font used in the field that the insertion point is in. When the
current font is changed, the insertion point height should be set to
the line height of the new font.

If the insertion point is visible when its height is changed, it’s erased
and redrawn with its new height.

InsPtGetHeight

InsPtSetLocation
Set the screen-relative position of the insertion point.

void InsPtSetlLocation
const Intlé vy)

(const Intlé x,

Number of pixels from the left side (top) of the
display:.

X,y

Returns nothing.

The position passed to this function is the location of the top-left
corner of the insertion point.

This function should be called only by the Field functions.

InsPtGetlLocation
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This chapter provides information about list objects by discussing
these topics:

e [ist Data Structures
e [ist Resources
e List Functions

¢ Application-Defined Function

The header file List . h declares the API that this chapter describes.
For more information on lists, see the section “Lists” in the Palm OS
Programmer’s Companion.

List Data Structures

ListAttrType

The ListAttrType bit field defines the visible characteristics of
the list.

typedef struct ({
UIntlé usable
UIntleée enabled
UIntlé visible
UIntl6é poppedUp ;
UIntlé hasScrollBar:1.
UIntlé search :1;
UIntlé reserved :2;

} ListAttrType;

o~

=
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Field Descriptions

usable If not set, the form is not considered part of the
current interface of the application, and it
doesn’t appear on screen.

enabled If set, the user can interact with the list.

visible Set or cleared internally when the field object is
drawn or erased.

poppedUp If set, choices are displayed in a popup window.
This attribute is set and cleared internally.

hasScrollBar If set, the list has a scroll bar.

search If set, incremental search is enabled.
reserved Reserved for system use.
ListType

The ListType structure is defined as follows:

typedef struct {

UIntlé id;
RectangleType bounds;
ListAttrType attr;
Char ** itemsText;
Intle numItems;
Intleée currentItem;
Intle topItem;
FontID font;
UInts8 reserved;
WinHandle popupWin;
ListDrawDataFuncPtr drawlItemCallback;
} ListType;
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Field Descriptions

id

bounds
attr

itemsText

numItems
currentItem
topltem
font
reserved

popupWin

ID value, specified by the application developer.
This ID value is part of the event data of
lstEnterEvent and 1lstSelectEvent.

Bounds of the list, relative to the window.

List attributes. See ListAttrType.

Pointer to an array of pointers to the text of the
choices.

Number of choices in the list.
Currently-selected list choice (0 = first choice).
First choice displayed in the list.

ID of the font used to draw all list text strings.
Reserved for future use.

Handle of the window created when a list is
displayed if the poppedUp attribute is set.

drawItemCallbFunction used to draw an item in the list. If NULL,

ack

List Resources

the default drawing routine is used instead. See
Application-Defined Function.

The List Resource (tLST), and Popup Trigger Resource (tPUT) are
used together to represent an active list.
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Purpose
Prototype
Parameters
Result

Comments

See Also

Purpose
Prototype
Parameters
Result
Comments

See Also

LstDrawList
Draw the list object if it’s usable. Set its visible attribute to true.

void LstDrawList (ListType *1istP)

listP Pointer to list object (ListType).

Returns nothing.

If there are more choices than can be displayed, this function
ensures that the current selection is visible. If possible, the current
selection is displayed at the top. The current selection is highlighted.

If the list is disabled, it’s drawn grayed-out (strongly discouraged).
If it's empty, nothing is drawn. If it’s not usable, nothing is drawn.

FrmGetObjectPtr, LstPopupliist, LstEraseliist

LstEraseList
Erase a list object.
void LstEraselist (ListType *1istP)
listP Pointer to a list object (ListType).
Returns nothing.

The visible attribute is set to false by this function.

FrmGetObjectPtr, LstDrawlist
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Prototype
Parameters
Result

See Also

Purpose
Prototype
Parameters

Result

See Also

Purpose

Prototype

Parameters

LstGetNumberOfitems

Return the number of items in a list.
Intle LstGetNumberOfItems (const ListType *1istP)
listP Pointer to a list object (ListType).

Returns the number of items in a list.

FrmGetObjectPtr, LstSetlListChoices

LstGetSelection

Return the currently selected choice in the list.

Intl6 LstGetSelection (const ListType *1listP)

listP Pointer to list object.

Returns the item number of the current list choice. The list choices
are numbered sequentially, starting with 0; Returns
noListSelection if none of the items are selected.

FrmGetObjectPtr, LstSetlListChoices, LstSetSelection,
LstGetSelectionText

LstGetSelectionText

Return a pointer to the text of the specified item in the list, or NULL
if no such item exists.

Char * LstGetSelectionText (const ListType *1listpPp,
Intle itemNum)

listP Pointer to list object.

Palm OS SDK Reference 315



Lists
List Functions

Result

Comments

See Also

Purpose
Prototype
Parameters
Result

Compatibility

Purpose

Prototype

Parameters

Result

itemNum Item to select (0 = first item in list).

Returns a pointer to the text of the current selection, or NULL if out
of bounds.

This is a pointer within ListType, not a copy.

FrmGetObjectPtr, LstSetlListChoices

LstGetVisibleltems

Return the number of visible items.

Intl6 LstGetVisibleItems (const ListType *1istP)
listP Pointer to list object.

The number of items visible.

Implemented only if 2.0 New Feature Set is present.

LstHandleEvent

Handle event in the specified list; the list object must have its
usable and visible attribute set to t rue.This routine handles
two type of events, penDownEvent and 1stEnterEvent; see
Comments.

Boolean LstHandleEvent (ListType *1istP,
const EventType *eventP)

listP Pointer to a list object (ListType).
eventP Pointer to an Event Type structure.

Return true if the event was handled. The following cases will
result in a return value of true:

¢ A penDownEvent within the bounds of the list
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Comments

Purpose

Prototype

Parameters

Result

Comments

See Also

e A lstEnterEvent with a list ID value that matches the list
ID in the list data structure

When this routine receives a penDownEvent, it checks if the pen
position is within the bounds of the list object. If it is, this routine
tracks the pen until the pen comes up. If the pen comes up within
the bounds of the list, a 1stEnterEvent is added to the event
queue, and the routine is exited.

When this routine receives a 1stEnterEvent, it checks that the list
ID in the event record matches the ID of the specified list. If there is
a match, this routine creates and displays a popup window
containing the list’s choices and the routine is exited.

If a penDownEvent is received while the list’s popup window is
displayed and the pen position is outside the bounds of the popup
window, the window is dismissed. If the pen position is within the
bounds of the window, this routine tracks the pen until it comes up.
If the pen comes up outside the list object, a 1stEnterEvent is
added to the event queue.

LstMakeltemVisible

Make an item visible, preferably at the top. If the item is already
visible, make no changes.

void LstMakeItemVisible (ListType *1listP,
Intle itemNum)

listP Pointer to a list object (ListType).
itemNum Item to select (0 = first item in list).

Returns nothing.

Does not visually update the list. You must call LstDrawList to
update it.

FrmGetObjectPtr, LstSetSelection, LstSetTopltem,
LstDrawlList
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LstNewList

Purpose Create a new list object dynamically and install it in the specified

form.

Prototype Err LstNewList

(void **formPP, UIntlé id, Coord x,

Coord y, Coord width, Coord height, FontID font,
Intl6 visibleItems, Intlé triggerId)

Parameters <--> formPP

id

width

height

visibleItems

triggerId

Pointer to the pointer to the form in which the
new list is installed. This value is not a handle;
that is, the old formPP value is not necessarily
valid after this function returns. In subsequent
calls, always use the new formPP value
returned by this function.

Symbolic ID of the list, specified by the
developer. By convention, this ID should match
the resource ID (not mandatory).

Horizontal coordinate of the upper-left corner
of the list’s boundaries, relative to the window
in which it appears.

Vertical coordinate of the upper-left corner of
the list’'s boundaries, relative to the window in
which it appears.

Width of the list, expressed in pixels. Valid
values are 1 —160.

Height of the list, expressed in pixels.Valid
values are 1 —160.

Number of list items that can be viewed
together.

Symbolic ID of the popup trigger associated
with the new list. This ID is specified by the
developer; by convention, this ID should match
the resource ID (not mandatory).

Result Returns 0 if no error.
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Compatibility

See Also

Purpose
Prototype
Parameters
Result

Comments

See Also

Purpose

Prototype

Parameters

Result

Compatibility

Implemented only if 3.0 New Feature Set is present.

LstDrawList, FrmRemoveObiject

LstPopuplList

Display a modal window that contains the items in the list.
Intl6 LstPopupList (ListType *1istP)
listP Pointer to list object.

Returns the list item selected, or -1 if no item was selected.

Saves the previously active window. Creates and deletes the new
popup window.

FrmGetObjectPtr

LstScrollList

Scroll the list up or down a number of times.

Boolean LstScrollList
WinDirectionType direction,

(ListType *1listP,
Intlé6 itemCount)

listP Pointer to list object.
direction Direction to scroll.
itemCount Items to scroll in direction.

Returns true when the list is actually scrolled, false otherwise.
May return false if a scroll past the end of the list is requested.

Implemented only if 2.0 New Feature Set is present.
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See Also

Purpose

Prototype

Parameters

Result
Comments

See Also

LstSetDrawFunction

Set a callback function to draw each item instead of drawing the
item’s text string.

void LstSetDrawFunction (ListType *1listP,
ListDrawDataFuncPtr func)

listP Pointer to list object.

func Pointer to function which draws items.

Returns nothing.
This function also adjusts topItem to prevent a shrunken list from
being scrolled down too far. Use this function for custom draw

functionality.

FrmGetObjectPtr, LstSetlListChoices

LstSetHeight

Set the number of items visible in a list.

void LstSetHeight (ListType *1istP,
Intl6 visibleItems)

listP Pointer to list object.

visibleItems Number of choices visible at once.
Returns nothing.

This function doesn’t redraw the list if it’s already visible.

FrmGetObijectPtr
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Purpose

Prototype

Parameters

Result
Comments

See Also

LstSetListChoices

Set the items of a list to the array of text strings passed to this
function. This function doesn’t affect the display of the list. If the list
is visible, erases the old list items.

void LstSetListChoices (ListType *1listPp,
Char **itemsText, UIntlé numItems)

listP Pointer to a list object.
itemsText Pointer to an array of text strings.
numItems Number of choices in the list.

Returns nothing.

FrmGetObjectPtr, LstSetSelection, LstSetTopltem,
LstDrawlist, LstSetHeight, LstSetDrawFunction

LstSetPosition

Set the position of a list.

void LstSetPosition (ListType *1listP, Coord x,
Coord v)

listP Pointer to a list object

X, Y Left and top bound.

Returns nothing.
List is not redrawn. Don’t call this function when the list is visible.

FrmGetObjectPtr
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Result

Comments

See Also

Purpose

Prototype

Parameters

Result
Comments

See Also

LstSetSelection
Set the selection for a list.

volid LstSetSelection
Intlé itemNum)

(ListType *1listP,

listP Pointer to a list object.

itemNum Item to select (0 = first item in list; -1 = none).

Returns nothing.
The old selection, if any, is unselected. If the list is visible, the
selected item is visually updated. The list is scrolled to the selection,

if necessary.

FrmGetObjectPtr

LstSetTopltem

Set the item visible. The item cannot become the top item if it’s on
the last page.

void LstSetTopIltem
Intl6é itemNum)

(ListType *1listP,

listP Pointer to list object.

itemNum Item to select (0 = first item in list).
Returns nothing.

Does not update the display.

FrmGetObjectPtr,LstSetSelection, LstMakeltemVisible,
LstDrawList, LstEraselist
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Application-Defined Function

If you need to perform special drawing for items in the list, call
LstSetDrawFunction to set the list drawing callback function.
The callback function’s prototype is:

void ListDrawDataFuncType (Intlé itemNum,
RectangleType *bounds, Char **itemsText)
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"~ Menus
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This chapter describes the menu API as declared in the header file
Menu. h. It discusses the following topics:

¢ Menu Data Structures

¢ Menu Constants

e Menu Resources

e Menu Functions

For more information on menus, see the section “Menus” on
page 99 in the Palm OS Programmer’s Companion.

Menu Data Structures

MenuBarAttrType

The MenuBarAttrType bit field defines some characteristics of the
menu bar.

typedef struct ({
UIntlé visible : 1;
UIntlé commandPending : 1;
UIntlé insPtEnabled : 1;
UIntlé needsRecalc : 1;

} MenuBarAttrType;

Your code should treat the MenuBarAt trType structure as opaque.
Use the functions specified in the descriptions below to retrieve and
set each value. Do not attempt to change structure member values
directly.
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Field Descriptions

visible

commandPending

insPtEnabled

needsRecalc

Compatibility

If set, the menu bar is drawn and visible on the
screen. This attribute is set as part of
MenuDrawMenu, which is called when the
menu is drawn.

If set, a menu command shortcut is in
progress. This bit is set during
MenuHandleEvent if the menu shortcut
keystroke is received. If the next key is
received before the timeout value is reached,
the key is examined to see if it is a valid menu
command.

Stores the state of the insertion point at the
time the menu was drawn so that it can be
restored when the menu is erased.

If set, recalculate menu dimensions.

The needsRecalc constant is present only if 3.5 New Feature Set is

present.

MenuCmdBarButtonType

The MenuCmdBarButtonType struct defines a button to be
displayed on the command toolbar. The but tonsData field of the
MenuCmdBarType struct contains an array of structures of this

type.

typedef struct ({
UIntlé DbitmapId;
Char name [menuCmdBarMaxTextLength] ;
MenuCmdBarResultType resultType;
UInts8 reserved;
UInt32 result;
} MenuCmdBarButtonType;

Your code should treat the MenuCmdBarButtonType structure as
opaque. Do not attempt to change structure member values directly.
Instead, use MenuCmdBarAddButton to add a button to the
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display. For the most part, the parameters to
MenuCmdBarAddButton are the same as the fields in the
MenuCmdBarButtonType, so there should be no need to alter
these fields directly.

Field Descriptions

bitmapId Resource ID of the bitmap to display on the button.
This bitmap should be 13 pixels high by 16 pixels
wide.

name Text to display in the status message when the user
taps the button.

resultType Specifies what type of data is contained in the
result field. See MenuCmdBarResul tType.

reserved Reserved for future use.

result Specifies the data to send when the user clicks the
button. The data is interpreted as specified by the
resultType field. The result can be a shortcut
character to enqueue in a keyDownEvent, a menu
item ID to enqueue in a menuEvent, or a notification
to be broadcast.

Compatibility

This structure is defined only if 3.5 New Feature Set is present.

MenuCmdBarResultType

The MenuCmdBarResultType enum specifies how the result
field in the MenuCmdBarButtonType structure should be
interpreted.

typedef enum
menuCmdBarResultNone,
menuCmdBarResultChar,
menuCmdBarResultMenultem,
menuCmdBarResultNotify

} MenuCmdBarResultType;
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Value Descriptions

menuCmdBarResultNone Send nothing.
menuCmdBarResultChar The result is a character to send in a
kevDownEvent.

menuCmdBarResultMenuItem The resultis the ID of the menu item
to send in a menuEvent.

menuCmdBarResultNotify  The resultis a notification constant
to be broadcast using
SysNotifyBroadcastDeferred.

Compatibility

This enum is defined only if 3.5 New Feature Set is present.

MenuCmdBarType

The MenuCmdBarType struct defines the command toolbar. This
command toolbar is allocated and displayed when the user draws
the shortcut stroke in the Graffiti® area. It is deallocated when
MenuEraseStatus is called, which occurs most frequently when
the timeout value has elapsed.

typedef struct MenuCmdBarType {
WinHandle bitsBehind;

Int32 timeoutTick;
Coord top;

Intleé numButtons;
Boolean insPtWasEnabled;
Boolean gsiWasEnabled;
Boolean feedbackMode;

MenuCmdBarButtonType *buttonsData;
} MenuCmdBarType;

Your code should treat the MenuCmdBarType structure as opaque.
Do not attempt to change structure member values directly.
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Field Descriptions

bitsBehind

timeoutTick

top

numButtons

insPtWasEnabled

gsiWasEnabled

feedbackMode

buttonsData

Handle for the window that contains the
region obscured by the command toolbar.

Timeout value given in system ticks. If the
user hasn’t specified a command after this
many ticks, the command toolbar is erased
from the screen and deallocated from
memory. This value also specifies how long
the status message is displayed after the user
successfully enters a command.

The top bound of the command toolbar given
in display-relative coordinates. The
command toolbar is as wide as the screen and
displays at the bottom of the screen.

Number of buttons displayed on the
command toolbar.

If true, the insertion point was enabled
before the command toolbar was displayed
and should be re-enabled when the command
toolbar is erased. If false, the insertion point
was disabled.

If true, the Graffiti shift indicator was
enabled before the command toolbar was
displayed and should be re-enabled when the
command toolbar is erased. If false, the
Graffiti shift indicator was disabled.

If true, the command toolbar is currently
displaying a status message. The status
message is displayed to tell the user what
command is being performed. If false, the
command toolbar is awaiting input.

The list of buttons to display on the command
toolbar. See MenuCmdBarButtonType.
Buttons are stored in this list sequentially
with the rightmost button at index 0.
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Compatibility

This structure is defined only if 3.5 New Feature Set is present.

MenuBarPtr

The MenuBarPtr type defines a pointer to a MenuBarType.

typedef MenuBarType *MenuBarPtr;

MenuBarType

The MenuBarType structure defines the menu bar. There is one
menu bar per form.

typedef struct ({

WinHandle barWin;
WinHandle bitsBehind;
WinHandle savedActiveWin;
WinHandle bitsBehindStatus;
MenuBarAttrType attr;

Intleé curMenu;

Intleée curltem;

Int32 commandTick;
Intleé numMenus ;

MenuPullDownPtr menus;
} MenuBarType;

Your code should treat the MenuBarType structure as opaque. Do
not attempt to change structure member values directly.

Field Descriptions

barWin Handle for the window that contains
the menu bar.

bitsBehind Handle for the window that contains
the region obscured by the menu bar.

savedActiveWin Handle where the currently active
window is saved so that it can be
restored when the menu is erased.
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bitsBehindStatus

attr

curMenu

curltem

commandTick

numMenus

menus

Compatibility

Handle where the bits behind the status
message are saved so that when the
message display terminates, the bits
can be restored.

The status message is displayed when
the user activates the menu through the
use of the command keystroke.

Menu bar attributes. See
MenuBarAttrType.

Menu number for the currently visible
menu. Menus are numbered
sequentially starting with 0. The value
is preserved when the menu bar is
dismissed. A value of
noMenuSelection indicates that
there is no current pull-down menu.

Item number of the currently
highlighted menu item. The items in
each menu are numbered sequentially,
starting with zero.

A value of noMenuItemSelection
indicates that there is no current item
selected.

Tick count at which the status message
should be erased.

Number of pull-down menus on the
menu bar.

Array of MenuPullDownType
structures.

If 3.5 New Feature Set is present, the bitsBehindStatus and
commandTick fields are defined but are not used. Instead, the
bitsBehind and timeoutTick fields in MenuCmdBarType
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define the save-behind window and the timeout value for the
command toolbar.

MenultemType

The MenuItemType structure defines a specific item within a
menu. The items array in the MenuPullDownType structure
contains one MenuItemType structure for each menu item in the
pull-down menu.

If 3.5 New Feature Set is present, you can add a menu item to a pull-
down menu programmatically using MenuAddItem.

typedef struct ({
UIntleée id;
Char command ;
UInt8 hidden: 1;
UInts8 reserved: 7;
Char * itemStr;

} MenulItemType;

Field Descriptions

id ID value you specified when you created the menu
item. This ID value is included as part of the event data
of a menuEvent.

command  Shortcut key. If you provide shortcuts, make sure that
each shortcut is unique among all commands available
at that time.

hidden If true, the menu item is hidden. If false, itis
displayed. You can set and clear this value using
MenuHideItem and MenuShowItem

reserved Reserved for future use.

itemStr Pointer to the text to display for this menu item,
including the shortcut key. To include a shortcut key,
begin the string with the item’s text, then type a tab
character, and then the item’s shortcut key.

To create a separator bar, create a one-character string
containing the MenuSeparatorChar constant.
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Compatibility

The hidden and reserved fields are defined only if 3.5 New
Feature Set is present.

MenuPullDownPtr

The MenuPullDownPtr type defines a pointer to a
MenuPullDownType.

typedef MenuPullDownType * MenuPullDownPtr;

MenuPullDownType

The MenuPullDownType structure defines a specific menu
accessed from the menu bar. The menus array in the MenuBarType
structure contains one MenuPullDownType structure for each pull-
down menu associated with the menu bar.

typedef struct {

WinHandle menuWin;
RectangleType bounds;
WinHandle bitsBehind;
RectangleType titleBounds;
Char * title;

UIntleé hidden : 1;
UIntle numItems : 15;
MenultemType *items;

} MenuPullDownType;

Field Descriptions

menuWin Handle for the window that contains the menu.
bounds Position and size, in pixels, of the pull-down
menu.

bitsBehind  Handle of a window that contains the region
obscured by the menu.

title The menu title (null-terminated string) displayed
in the menu bar.
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titleBounds

hidden

numltems

items

Compatibility

Position and size, in pixels, of the title in the menu
bar.

If true, the menu is hidden; if false, itis
displayed. This field is not currently used.

Number of items in the menu. Separators count as
items.

Array of MenuItemType structures.

The hidden field is defined only if 3.5 New Feature Set is present.

Menu Constants

Constant Value Description

noMenuSelection -1

noMenultemSelection -1

separatorItemSelection -2

MenuSeparatorChar -

The curMenu field of MenuBarType is set to
this when there is no currently selected
menu.

The curItemfield of MenuBarType is set to
this when there is no currently selected
menu item.

The curItem field of MenuBarType is set to
this when a menu separator item is selected.

Special character indicating that the menu
item is a bar used to separate groups of
related menu items. The first character of the
itemStr string in MenuItemType is set to
this.

Menu Resources

The menu bar (MBAR) and pull-down menu (MENU) resources are
used jointly to represent a menu object on screen. See “Menus and
Menu Bars” in Chapter 2, “Palm OS Resources.”
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Menu Functions

Purpose

Prototype

Parameters

Result

Comments

MenuAdditem

Add an item to the currently active menu.

Err MenuAddItem (UIntlé positionId, UIntlé id,
Char cmd, const Char *textP)

->positionId  ID of an existing menu item. The new menu
item is added after this menu item.

->1id ID value to use for the new menu item.

-> cmd Shortcut key. If you provide shortcuts, make
sure that each shortcut is unique among all
commands available at that time.

-> textP Pointer to the text to display for this menu item,
including the shortcut key. To include a
shortcut key, begin the string with the item’s
text, then type a tab character, and then the
item’s shortcut key.

To create a separator bar, create a one-character
string containing the MenuSeparatorChar
constant.

Returns 0 upon success or one of the following if an error occurs:

menuErrNoMenu The textP parameter is NULL.

menuErrSameId The menu already contains an item with the ID
id.

menuErrNot Found

The menu doesn’t contain an item with the ID
positionId.

May display a fatal error message if there is no current menu.

This function creates a new MenuItemType structure and adds it to
the MenuBarType’s item list.
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Compatibility

Purpose

Prototype

Parameters

You should call this function only in response to a
menuOpenEvent. This event is generated when the menu is first
made active. In general, a form’s menu becomes active the first time
a keyDownEvent with a vehrMenu or vehrCommand is generated,
and it remains active until a new form (including a modal form or
alert panel) is displayed or until FrmSetMenu is called to change
the form’s menu. Palm OS® user interface guidelines discourage
adding or hiding menu items at any time other than when the menu
is first made active.

Implemented only if 3.5 New Feature Set is present.

MenuCmdBarAddButton

Define a button to be displayed on the command toolbar.

Err MenuCmdBarAddButton (UInt8 where,
UIntlé bitmapId, MenuCmdBarResultType resultType,
UInt32 result, Char *nameP)

-> where Either menuCmdBarOnLeft to add the button
to the left of the other buttons on the command
toolbar, menuCmdBarOnRight to add it to the
right of the other buttons, or a number
indicating the exact position of the button.
Button positions are numbered from right to
left, and the rightmost position is number 1.

->bitmapId Resource ID of the bitmap to display on the
button. The bitmap’s dimensions should be 13
pixels high by 16 pixels wide.

->resultType  The type of data contained in the result
parameter. See MenuCmdBarResultType.

->result The data to send when the user taps this
button. This can be a character, a menu item ID,
or a notification constant.
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Result

Comments

-> nameP Pointer to the text to display in the status
message if the user taps the button. If NULL, the
text is taken from the menu item that matches
the ID or shortcut character contained in
result, if a match is found.

If you supply a text buffer for this parameter,
MenuCmdBarAddBut ton makes a copy of the
buffer.

Returns 0 upon success, or one of the following error codes:

menuErrOutOfMemory
There is not enough memory available to
perform the operation.

menuErrTooManyItems
The command toolbar already has the
maximum number of buttons allowed
(currently 8).

Call this function in response to a menuCmdBarOpenEvent or to
the notification sysNot i fyMenuCmdBarOpenEvent. Both of these
signal that the user has entered the command keystroke and the
command toolbar is about to open. Your response should be to add
buttons to the toolbar and to return false, indicating that you have
not completely handled the event.

The sysNotifyMenuCmdBarOpenEvent notification is intended
to be used only by shared libraries, system extensions, and other
code resources that do not use an event loop. If you're writing an
application, always respond to the event instead of the notification;
an application should only add buttons to the toolbar if it is the
current application. If you register for the notification, you receive it
each time the command toolbar is displayed, whether your
application is active or not.

Note that the command toolbar is allocated each time it is opened
and is deallocated when it is erased from the screen.

There is a limited amount of space in which to display buttons on
the command toolbar. You should limit the number of buttons to
four or five. The maximum allowed by the system is eight, but you
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should leave space for the status message that appears after the user
chooses an action. Buttons should be contextual; for example, the
tield code only displays a paste button if there is text on the
clipboard. Bitmaps for the buttons should be 16 X 13 pixels.

If a field has focus when the command toolbar is opened, the field
manager adds buttons for cut, copy, paste, and undo. If your
application does not want this default behavior, set the
preventFieldButtons field in the menuCmdBarOpenEvent
structure to true. (Note that there is no way to prevent the field
buttons from being drawn from within a notification handler.)

The following bitmaps for command toolbar buttons are defined in
UIResources.h. The system and the built-in applications use
these bitmaps to represent the commands listed in the table. Your
application should also use them if it performs the same actions. If
you use any of these buttons, add them in the order shown from
right to left. (For example, BarDeleteBitmap, if used, should
always be the rightmost button.)

Bitmap Command

BarDeleteBitmap Delete record.

BarPasteBitmap  Paste clipboard contents at insertion point.

BarCopyBitmap Copy selection.
BarCutBitmap Cut selection.
BarUndoBitmap Undo previous action.

BarSecureBitmap Show Security dialog.
BarBeamBitmap Beam current record.

BarInfoBitmap Show Info dialog (Launcher).

It is best to add buttons on the left side. If you add buttons to the
right, this function moves all existing buttons over one position to
the left. You can also specify an exact position for the where
parameter. The positions are numbered from right to left with the
rightmost position being 1. If you specify an exact position, the
function leaves space for the other buttons. For example, if you
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Compatibility

See Also

Purpose
Prototype
Parameters

Result

specify position 3 and there are no buttons displayed at positions 1
and 2, there will be blank spots to the right of your button.

The result and resultType parameters specify what the result
should be if the user taps the button. result contains the actual
data, and resultType contains a constant that specifies the type of
data in result. Typically, the result is to enqueue a menuEvent. In
this case, resultType is menuCmdBarResultMenuItem and the
result is the ID of the menu item that should included in the
event.

You may also specify the shortcut character instead of the menu ID;
however, doing so is inefficient. When result is a shortcut
character, the MenuHandleEvent function enqueues a
keyDownEvent with the character in result. During the next
cycle of the event loop, MenuHandleEvent enqueues a
menuEvent in response to the keyDownEvent. Thus, it is better to
have your button enqueue the menuEvent directly.

If you call MenuCmdBarAddBut ton outside of an application, you
might not know of any menu items in the active menu (unless your
code has added one using MenuAddItem). In this case, specify a
notification to be broadcast. The notification is broadcast at the top
of the next event loop, and it must contain no custom data.
(Applications may also use the notification result type.)

Implemented only if 3.5 New Feature Set is present.

MenuCmdBarDisplay, MenuCmdBarGetButtonData

MenuCmdBarDisplay
Display the command toolbar.

void MenuCmdBarDisplay (void)
None

Returns nothing.
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Comments

Compatibility

See Also

Purpose

Prototype

Parameters

This function displays the command toolbar when the user enters
the command keystroke. You normally do not call this function in
your own code. The form manager calls it at the end of its handling
of menuCmdBarOpenEvent.

Implemented only if 3.5 New Feature Set is present.

MenuCmdBarAddButton, MenuCmdBarGetButtonData

MenuCmdBarGetButtonData

Get the data for a given command button.

Boolean MenuCmdBarGetButtonData

(Intl6e buttonIndex, UIntlé *bitmapIdP,
MenuCmdBarResultType *resultTypeP,
UInt32 *resultP, Char *nameP)

->buttonIndex Index of the button for which you want to
obtain information. Buttons are ordered from
right to left, with the rightmost button at index
0.

<-bitmapIdP The resource ID of the bitmap displayed on the
button. Pass NULL if you don’t want to retrieve
this value.

<-resultTypeP The type of action this button takes. Pass NULL
if you don’t want to retrieve this value.

<-resultP The result of tapping the button. Pass NULL if
you don’t want to retrieve this information.
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<-nameP The text displayed in the status message when
this button is tapped. Pass NULL if you don’t
want to retrieve this information. If not NULL,
nameP must point to a string of
menuCmdBarMaxTextLength size.

Returns true if the information was retrieved successfully, false
if there is no command toolbar or if there is no button at
buttonIndex.

You can use this function to retrieve information about the buttons
that are displayed on the command toolbar. If the command toolbar
has not yet been initialized, this function returns false.

Note that the command toolbar is allocated when the user enters the
command keystroke and deallocated when MenuEraseStatus is
called. Thus, the only logical place to call
MenuCmdBarGetButtonData is in response to a
menuCmdBarOpenEvent or sysNotifyMenuCmdBarOpenEvent
notification.

Implemented only if 3.5 New Feature Set is present.

MenuCmdBarDisplay, MenuCmdBarAddButton

MenuDispose

Release any memory allocated to the menu and the command status
and restore any saved bits to the screen.

void MenuDispose (MenuBarType *menuP)

-> menuP Pointer to the menu object to dispose. (See
MenuBarType.) If NULL, this function returns
immediately.

Returns nothing.
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Most applications do not need to call this function directly.
MenuDispose is called by the system when the form that contains
the menu is no longer the active form, when the form that contains
the menu is freed, and when FrmSetMenu is called to change the
form’s menu bar.

MenulInit, MenuDrawMenu

MenuDrawMenu
Draw the current menu bar and the last pull-down that was visible.
void MenuDrawMenu (MenuBarType *menuP)

-> menuP Pointer to a MenuBarType. Must not be NULL.

Returns nothing.

Most applications do not need to call this function directly.
MenuHandleEvent calls MenuDrawMenu when the user taps the
Menu silk-screen button (or taps the form’s title on Palm OS 3.5 and
higher).

The menu bar and the pull-down menu are drawn in front of all the
application windows. The state of the insertion point, the bits that
are obscured by the menu bar and the pull-down menu, and the
currently active window are saved before the menu is drawn. These
are all restored when the menu is erased.

A menu keeps track of the last pull-down menu displayed for as
long as the menu is active. A menu loses its active status under these
conditions:

* When FrmSetMenu is called to change the active menu on
the form.

* When a new form, even a modal form or alert panel, becomes
active.

Suppose a user selects your application’s About item from the
Options menu then clicks the OK button to return to the main form.
When the About dialog is displayed, it becomes the active form,
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which causes the main form’s menu state to be erased. This menu
state is not restored when the main form becomes active again. The
next time MenuDrawMenu is called (that is, the next time the user
taps the Menu silk-screen button), the menu bar is displayed as it
was before, and the first pull-down menu listed in the menu bar is
displayed instead of the Options pull-down menu.

MenulInit, MenuDispose

MenuEraseStatus
Erase the menu command status.
void MenuEraseStatus (MenuBarType *menuP)

-> menuP Pointer to a MenuBarType, or NULL for the
current menu.

Returns nothing.

When the user selects a menu command using the command
keystroke, the command toolbar or status message is displayed at
the bottom of the screen. MenuEraseStatus erases the toolbar or
status message.

Under most circumstances, you do not need to call this function
explicitly—just let the current menu command status remove itself
automatically. Otherwise, you may cause text to be erased before the
user has a chance to see it.

You need to call MenuEraseStatus explicitly only if the command
toolbar covers something that is going to be changed by the menu
command the user has selected. For example, if the user selects a
command that displays a new form, call MenuEraseStatus before
executing the command. Also, if the command performs some
drawing in the lower portion of the window, call
MenuEraseStatus before performing the drawing function.

The exact behavior when a menu shortcut character is entered
depends on which version of the operating system is running. In
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versions prior to release 3.5, the system displays the string
“Command:” in the lower-left portion of the screen when the user
enters the Graffiti command keystroke.

In Palm OS 3.5 and higher, entering the Graffiti command keystroke
displays the command toolbar. This toolbar is the entire width of the
screen and it displays buttons that the user can tap instead of
entering another keystroke. If the user taps a button or enters a
character that matches a shortcut character for an item on the active
menu, a status message is displayed in the toolbar while the
command is executed. Calling MenuEraseStatus on Palm OS 3.5
and higher deallocates the command toolbar data structure as well
as erasing the command toolbar from the screen.

Because the command toolbar takes up more of the display than the
pre-Palm OS 3.5 status message, you may find you need to call
MenuEraseStatus more frequently in Palm OS 3.5 than in earlier
versions.

MenulInit

MenuGetActiveMenu

Returns a pointer to the currently active menu.
MenuBarType *MenuGetActiveMenu (void)
None.

Returns a pointer to the currently active menu, or NULL if there is
none.

An active menu is not necessarily visible on the screen. A menu
might be active but not visible, for example, if a command shortcut
has been entered. In general, a form’s menu becomes active the first
time a keyDownEvent with a vchrMenu or vehrCommand is
generated, and it remains active until a new form (including a
modal form or alert panel) is displayed or until FrmSetMenu is
called to change the form’s menu.
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If you want to know if the menu is visible rather than merely active,
there are two options:

* You can check the visible attribute. For example:

myMenu = MenuGetActiveMenu () ;
if (myMenu && myMenu-sattr.visible) ({
// menu is visible

® You can check for winEnterEvent and winExitEvent.

When the system draws a menu, the menu’s window
becomes the active drawing window. The system generates a
winExitEvent for the previous active drawing window
and a winEnterEvent for the menu’s window. When the
menu is erased, the system generates a winExitEvent for
the menu’s window and a winEnterEvent for the window
that was active before the menu was drawn.

It’s common to want to check if the menu is visible in
applications that perform custom drawing to a window.
Such applications want to make sure that they don’t draw on
top of the menu. The recommended way to do this is to stop
drawing when you receive a winExitEvent matching your
drawing window and resume drawing when you receive the
corresponding winEnterEvent. For example, the following
code is excerpted from the Reptoids example application’s
main event loop:

EvtGetEvent (&event, TimeUntillNextPeriod()) ;

if (event.eType == winExitEvent) {
if (event.data.winExit.exitWindow ==
(WinHandle) FrmGetFormPtr (MainView)) {

// stop drawing.

else if (event.eType == winEnterEvent) ({
if (event.data.winEnter.enterWindow ==
(WinHandle) FrmGetFormPtr (MainView) &&
event .data.winEnter.enterWindow ==
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(WinHandle) FrmGetFirstForm ()) {
// start drawing
}

}

Note that the second method of checking to see if a menu is visible
is preferred because it is not specific to menus—your application
should stop drawing if any window obscures your drawing
window, and it will do so if you check for winEnterEvent and
winExitEvent.

MenuHandleEvent, MenuSetActiveMenu

MenuHandleEvent

Handle events in the current menu. This routine handles two types
of events, penDownEvent and keyDownEvent.

Boolean MenuHandleEvent (MenuBarType *menuP,
EventType *event, Uintlé *error)

-> menuP Pointer to a MenuBarType data structure.
-> event Pointer to an Event Type structure.
-> error Error (or 0 if no error).

Returns true if the event is handled; that is, if the event is a
penDownEvent within the menu bar or the menu, or the event is a
keyDownEvent that the menu supports. Returns false on any
other event.

When a penDownEvent is received in the menu bar,
MenuHandleEvent tracks the pen until it comes up. If the pen
comes up within the bounds of the menu bar, the selected title is
inverted and the appropriate pull-down menu is drawn. Any
previous pull-down menu is erased. If the pen comes up outside of
the menu bar and pull-down menu, the menu is erased.

When a penDownEvent is received in a pull-down menu,
MenuHandleEvent tracks the pen until it comes up. If the pen
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comes up within the bounds of the menu, a menuEvent containing
the resource ID of the selected menu item is added to the event
queue. If the pen comes up outside of the bounds of the menu and
menu bar, the menu is erased.

If a keyDownEvent is received with a vechrMenu, the menu is
drawn if it is not visible and erased if it is visible.

If a keyDownEvent is received with a vchrCommand, a command
shortcut is in progress. Command shortcuts are handled differently
depending on which version of Palm OS is running. On versions
earlier than 3.5, the next keyDownEvent is checked to see if itis a
valid menu shortcut. If so, a menuEvent is added to the event
queue.

If a keyDownEvent is received with a vechrCommand on Palm OS
3.5 and higher, MenuHandleEvent enqueues a
menuCmdBarOpenEvent if the command toolbar is not already
open. The menuCmdBarOpenEvent provides a chance for
applications to add their own buttons to the command toolbar. The
next event might be either a keyDownEvent with a character that
completes the shortcut or a penDownEvent on one of the buttons
on the toolbar. The keyDownEvent is processed as with the earlier
releases— if it is a valid menu shortcut, a menuEvent is added to
the event queue. If the next event is a penDownEvent, the pen is
tracked until it comes up. If the pen comes up within the bounds of
a button, the appropriate action is taken. See the description of
MenuCmdBarAddButton for more information.

In Palm OS version 3.5 or higher, if either the vchrMenu or the
vchrCommand event causes a menu to be activated and initialized
for the first time, a menuOpenEvent containing the reason the
menu was initialized (menuButtonCause for a vchrMenu or
menuCommandCause for a vechrCommand) is added to the event
queue, and then the current event is added after it.
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MenuHideltem

Hide a menu item.

Boolean MenuHideItem (UIntlé id)

->1id ID of the menu item to hide.

Returns true if the menu item was hidden; false otherwise.

You should call this function only in response to a
menuOpenEvent. This event is generated when the menu is first
made active. In general, a form’s menu becomes active the first time
a keyDownEvent with a vehrMenu or vehrCommand is generated,
and it remains active until a new form (including a modal form or
alert panel) is displayed or until FrmSetMenu is called to change
the form’s menu. Palm OS user interface guidelines discourage
adding or hiding menu items at any time other than when the menu
is first made active.

Implemented only if 3.5 New Feature Set is present.

MenuShowItem

Menulnit

Load a menu resource from a resource file.
MenuBarType *Menulnit (Uintlé resourceld)
ID that identifies the menu resource.

-> resourcelId

Returns the pointer to a memory block allocated to hold the menu
resource (a pointer to a MenuBarType).

The menu is not usable until MenuSetActiveMenu is called.

Typically, you do not need to call this function directly. A form
stores the resource ID of the menu associated with it and initializes
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that menu as necessary. If you want to change the form’s menu, call
FrmSetMenu, which handles disposing of the form’s current menu,
associating the new menu with the form, and initializing when
needed.

MenuSetActiveMenu, MenuDispose

MenuSetActiveMenu
Set the current menu.

MenuBarType *MenuSetActiveMenu
(MenuBarType *menuP)

-> menuP Pointer to the memory block that contains the

new menu, or NULL for none.

Returns a pointer to the menu that was active before the new menu
was set, or NULL if no menu was active.

This function sets the active menu but does not associate it with a
form. It’s recommended that you call FrmSetMenu instead of
MenuSetActiveMenu. FrmSetMenu sets the active menu, frees the
old menu, and associates the newly active menu with the form,
which means the menu will be freed when the form is freed.

MenuGetActiveMenu

MenuSetActiveMenuRscID
Set the current menu by resource ID.

void MenuSetActiveMenuRscID (Uintlé resourceld)
Resource ID of the menu to be made active.

-> resourceld

Returns nothing.
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This function is similar to MenuSetActiveMenu except that you
pass the menu’s resource ID instead of a pointer to a menu
structure. It is used as an optimization; with MenuSetActiveMenu,
you must initialize the menu before making it active. Potentially, the
application may exit before the menu is needed, making this
memory allocation unnecessary. MenuSetActiveMenuRscID
simply stores the resource ID. The next time a menu is requested,
the menu is initialized from this resource.

It's recommended that you call FrmSetMenu instead of calling this
function for the reasons given in MenuSetActiveMenu.

Implemented only if 2.0 New Feature Set is present.

MenuShowltem

Display a menu item that is currently hidden.
Boolean MenuShowItem (UIntlé id)
->id ID of the menu item to display.

Returns true if the menu item was successfully displayed, false
otherwise.

You should call this function only in response to a
menuOpenEvent. This event is generated when the menu is first
made active. In general, a form’s menu becomes active the first time
a keyDownEvent with a vehrMenu or vehrCommand is generated,
and it remains active until a new form (including a modal form or
alert panel) is displayed or until FrmSetMenu is called to change
the form’s menu. Palm OS user interface guidelines discourage
adding or hiding menu items at any time other than when the menu
is first made active.

Implemented only if 3.5 New Feature Set is present.

MenuHideItem
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" Private Records

iz

This chapter describes the private records API as declared in
PrivateRecords.h. It discusses the following topics:

e Private Record Data Structures

e Private Record Functions

Private Record Data Structures

privateRecordViewEnum

The privateRecordvViewEnum enumerated type provides the
available choices for displaying private records.

typedef enum privateRecordViewEnum {
showPrivateRecords = 0x00,
maskPrivateRecords,
hidePrivateRecords

} privateRecordViewEnum;

Value Descriptions

showPrivateRecords Display private records in the user
interface.

maskPrivateRecords Show ashaded rectangle in place of a
private record.

hidePrivateRecords Hide private records and provide no
indication in the user interface that they
exist.
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SecSelectViewStatus

Display a form that allows the user to select whether to hide, show,
or mask private records.

privateRecordViewEnum SecSelectViewStatus (void)
None

Returns a constant that indicates which option the user selected. See
privateRecordViewEnum.

This function displays a dialog that allows users to change the
preference prefShowPrivateRecords, which controls how
private records are displayed.

When the user taps the OK button in this dialog, SecverifyPW is
called to see if the user changed the preference setting and, if so, to
prompt the user to enter the appropriate password.

After calling this function, your code should check the return value
or the value of prefShowPrivateRecords and mask, display, or
hide the private records accordingly. See the description of
TblSetRowMasked for a partial example.

Implemented only if 3.5 New Feature Set is present.
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SecVerifyPW

Display a password dialog, verify the password, and change the
private records preference.

Boolean SecVerifyPW
(privateRecordViewEnum newSecLevel)

->newSecLevel The security level (display, hide, or mask)
selected on the private records dialog.

Returns true if the prefShowPrivateRecords preference was
successfully changed, false if not.

This function checks newSecLevel against the current value for
the preference. If the two values differ and newSecLevel indicates
a decrease in security, a dialog is displayed prompting the user to
enter a password. (Hidden is considered the most secure, followed
by masked. Showing private records is considered the least secure.)
If the password is entered successfully, the preference is changed.

This function also displays an alert message if the security level has
changed to either hidden or masked.

Implemented only if 3.5 New Feature Set is present.
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Progress Manager

This chapter provides reference material for the Progress Manager.

* Progress Manager Functions

¢ Application-Defined Functions

The header file Progress . h declares the API that this chapter
describes. For more information on the progress manager, see the
section “Progress Dialogs” in the Palm OS Programmer’s Companion.

Progress Manager Functions

Purpose

Prototype

Parameters

Result

PrgHandleEvent
Handles events related to the active progress dialog.

Boolean PrgHandleEvent (ProgressPtr prgP,
EventType *eventP)

->prgP Pointer to a progress structure created by
PrgStartDialog.
-> eventP Pointer to an event. You can pass a NULL event

to cause this function to immediately call your
PrgCallbackFunc function and then update
the dialog (for example, after you call
PrgUpdateDialog).

Returns true if the system handled the event. If it returns false,
you should check if the user canceled the dialog by calling

PrgUserCancel.
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Use this function instead of SysHandleEvent when you have a
progress dialog. PrgHandleEvent internally calls
SysHandleEvent as needed.

Note that the auto power-off feature of the system is automatically
disabled when you use this function, unless the dialog is just
displaying an error. This function also prevents appStopEvent
events.

If an update to the dialog is pending (from a call to
PrgUpdateDialog, for example) this function handles that event
and causes the dialog to be updated. As part of this process, the
textCallback function you specified in your call to
PrgStartDialogis called. Your textCallback function should
set the textP buffer in the PrgCallbackData structure with the
new message to be displayed in the progress dialog. Optionally, you
can also set the bitmapId field to include an icon in the update
dialog. For more information about the textCallback function,
see the section “Application-Defined Functions.”

Implemented only if 3.0 New Feature Set is present.

PrgStartDialog, PrgStopDialog, PrgUpdateDialog,
PrgUserCancel

PrgStartDialog
Displays a progress dialog that can be updated.

ProgressPtr PrgStartDialog (Char *title,
PrgCallbackFunc textCallback, wvoid *userDataP)

->title Pointer to a title for the progress dialog. Must
be a NULL-terminated string that is no longer
than progressMaxTitle (20).

-> textCallback Pointer to a callback function that supplies the
text and icons for the current progress state. See
PrgCallbackFunc.
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->userDataP A pointer to data that you need to access in the
callback function. This address gets passed
directly to your function.

A pointer to a progress structure. This pointer must be passed to
other progress manager functions and must be released by calling
PrgStopDialog. NULL is returned if the system is unable to
allocate the progress structure.

The dialog created by this function can be updated by another
process via the PrgUpdateDialog function. The dialog can
contain a Cancel or OK button. The initial dialog defaults to stage 0
and calls the textCallback function to get the initial text and icon
data for the progress dialog.

This function saves the screen bits behind the progress dialog, and
these are restored when you call PrgStopDialog. Because of this,
you should minimize changes to the screen while the progress
dialog is displayed, otherwise, the restored bits may not match with
what is currently being displayed.

This version of the function is available only if 3.2 New Feature Set
is present. On earlier systems, PrgStartDialog has the prototype
shown for PrgStartDialogV31.

PrgHandleEvent, PrgStopDialog, PrgUpdateDialog,
PrgUserCancel

PrgStartDialogV31

Displays a progress dialog that can be updated.

ProgressPtr PrgStartDialogV31l (Char *title,
PrgCallbackFunc textCallback)

->title Pointer to a title for the progress dialog. Must
be a NULL-terminated string that is no longer
than progressMaxTitle (20).
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-> textCallback Pointer to a callback function that supplies the
text and icons for the current progress state. See
PrgCallbackFunc.

A pointer to a progress structure. This pointer must be passed to
other progress manager functions and must be released by calling
PrgStopDialog. NULL is returned if the system is unable to
allocate the progress structure.

This function corresponds to version of PrgStartDialog
available on Palm OS® 3.0 and Palm OS 3.1.

PrgHandleEvent, PrgStopDialog, PrgUpdateDialog,
PrgUserCancel

PrgStopDialog

Releases memory used by the progress dialog and restores the
screen to its initial state.

void PrgStopDialog (ProgressPtr prgP,
Boolean force)

-> prgP Pointer to a progress structure created by
PrgStartDialog.
-> force t rue removes the progress dialog immediately,

false causes the system to wait until the user
confirms an error, if one is displayed.

Returns nothing.

If the progress dialog is in a state where it is displaying an error
message to the user, this function normally waits for the user to
confirm the dialog before it removes the dialog. If you specify true
for the force parameter, this causes the system to remove the
dialog immediately.
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Implemented only if 3.0 New Feature Set is present.

PrgHandleEvent, PrgStartDialog, PrgUpdateDialog,
PrgUserCancel

PrgUpdateDialog
Updates the status of the current progress dialog.

void PrgUpdateDialog (ProgressPtr prgP,
UIntlé err, UIntlé stage, Char *messageP,
Boolean updateNow)

-> prgP Pointer to a progress structure created by
PrgStartDialog.

->err If non-zero, causes the dialog to go into error
mo